
Digital Technical Journal 
Digital Equipment Corporation 

r 

D . > 

1 
W R I T T E N  L A N G U A G E  

1 C H A R A C T E R  P L A C E M E N T  
I 

D I A C R I T I C S  

P R E S E N T A T I O N  V A R I A N T S  

T E - X T  I N P U T  

B I - D I R E C T I O N A L  T E X T  

N A T I O N A L  C O N V E N T I O N S  

D A T E  F O R M A T S  

T I M E  O F  D A Y  F O R M A T S  

N U M B E R  F O R M A T S  

C U R R E N C Y  F O R M A T S  

U S E R  I N T E R F A C E  
I 

ot&pos-like,cogetherc~~hed and bruikd, G E 0 M E T R y M A A G 
#?:~ut 

as  the world hmoniou81y confuse4 

..; W h e r i  order in v k h y  we see, I 
t ; ~ ~ , ~ N t h i ~ d i f f e r , d w "  I  M A  G E  S  9 
- '  y . ,  .: ; ; '. > . I 

.$ , 
S  4 B O L  . .:+ 
4 

I 
I F U N C T I O N A L  D I F F E R E N C E S  

ISOIIEC 1 0646 

8%[i-B$ 
Volume 5 Number 3 

Summer 1993 



Cover Design 
Scripts, symbols, and writing directions 
are elements of written communication 
that are addressed by product international- 
ization, the featured topic in this issue. Like 
engineering designs and standards for inter- 
nationalization, the graphic design on the 
coverprovides a framework that accommo- 
dates a rich diversity of the world's written 
languages. 

The cover was designed by Joe Pozerycki, Jz, of 
Digital's Corporate Design Group. 

Editorial 
Jane C. Blake, Managing Editor 
Helen L. Patterson, Editor 
Kathleen M. Stetson, Editor 

Circulation 
Catherine M. Phillips, Administrator 
Dorothea B. Cassady, Secretary 

Production 
Terri Autieri, Production Editor 
Anne S. Katzeff, Typographer 
Peter R. Woodbury, Illustrator 

Advisory Board 
Samuel H. Fuller, Chairman 
Richard W Beane 
Donald 2. Harbert 
Richard J. Hollingsworth 
Alan G. Nemeth 
Jeffrey H. Rudy 
Stan Smits 
Michael C. Thurk 
Gayn B. Winters 

The Digital Technical Journal is a refereed journal published quarterly by Digital 
Equipment Corporation, 30 Poner Road LJO2/D10, Littleton, Massachusetts 01460. 
Subscriptions to the Journal are $40.00 (non-U.S. $60) for four issues and $75.00 (non- 
U.S. $115) for eight issues and must be prepaid in U.S. funds. University and college 
professors and Ph.D. students in the electrical engineering and computer science 
fields receive complimentary subscriptions upon request. Orders, inquiries, and 
address changes should be sent to the Digital Technical Journal at the published-by 
address. Inquiries can also be sent electronically to W@CRL.DEC.COM. Single copies 
and back issues are available for $16.00 each by calling DECdirect at 1-800-DIGITAL 
(1-800-344-4825). Recent back issues of the Jouwurl are also available on the Internet 
at gatekeeper.dec.com in the directory /pub/DEC/DECinfo/DTJ. 

Digital employees may send subscription orders on the ENET to RDVAX::JOURNAL. 
Orders should include badge number, site location code, and address. 

Comments on the content of any paper are welcomed and may be sent to the managing 
editor at the published-by or network address. 

Copyright O 1993 Digital Equipment Corporation. Copying without fee is permitted 
provided that such copies are made for use in educational institutions by faculty mem- 
bers and are not distributed for commercial advantage. Abstracting with credit of 
Digital Equipment Corporation's authorship is permitted. All rights reserved. 

The information in the Journal is subject to change without notice and should not be 
construed as a commitment by Digital Equipment Corporation. Digital Equipment 
Corporation assumes no responsibility for any errors that may appear in the Journal. 
ISSN 0898-901X 
Documentation Number EY-P986E-DP 

The following are trademarks of Digital Equipment Corporation: Alpha AXP, AXP, 
CDDplus, CDD/Repository, DEC, DEC OSF/l AXP, DEC Rdb, DECwiidows, DECwrite, 
Digital, the Digital logo, EDT, OpenVMS, OpenVMS AXP, OpenVMS VAX, TearnRoute, 
ULTRK, VAX, VMS, and vT. 
Apple is a registered trademark of Apple Computer, Inc. 

AT&T is a registered trademark of American Telephone and Telegraph Company. 

Hewlett-Packard is a trademark of Hewlett-Packard Corporation. 
IBM is a registered trademark of International Business Machines Corporation. 

Intel is a trademark of Intel Corporation. 

Lotus 1-2-3 is a registered trademark of Lotus Development Corporation. 

Microsoft, MS-DOS, and MS Widows are registered trademarks and Wi32 and 
Windows NT are trademarks of Microsoft Corporation. 

Motif, OSF/Motif, and OSF/l are registered trademarks and Open Software Foundation 
is a trademark of Open Software Foundation, Inc. 
Motorola is a registered trademark of Motorola, Inc. 

PIC is a trademark of Wang Laboratories, Inc. 

PostScript is a registered uademark of Adobe Systems Inc. 
Unicode is a uademark of Unicode, Inc. 

UNIX is a registered trademark of UNIX System Laboratories, Inc. 
X Window System is a trademark of the Massachusetts Institute of Technology. 

X/Open is a trademark of X/Open Company Limited. 

Book production was done by Quantic Communications, Inc. 



I Contents 

6 Foreword 
Claude Henri Pesquet 

Product Internationalization 

8 International Cultural Dzperences in Software 
Timothy G. Greenwood 

21 Unicode: A Universal Character Code 
Jiirgen Bettels and E Avery Bishop 

32 The X/Open Internationalization Model 
Wcndy Rilnnenberg ant1 Jurgen Bettels 

43 The Ordering of Universal Character Strings 
RenG Haentjens 

53 International Distributed Systents- 
Architectural and Practical Issues 
Gayn B. Winters 

63 Szcpporting the Chinese, Japanese, and Korean 
Languages in the OpenVMS Operating System 
Michael ivl. T. Yau 

80 Character Internationalization in Databases: 
A Case Study 
Hirotaka Yoshioka and Jim Melton 

97 Japanese Input Method Independent of Applications 
Takahide Honma, Hiroyoshi Baba, and Kuniaki Takizawa 



I E'difork Introduction 

Jane C. Blake 
Managing Editor 

Engineering products for international markets is a 
multifaceted undertaking, as it entails the adaptation 
of computer technology to the unique ancl varied 
ways cultures commilnicate in written languages. 
Papers in this issue describe some of the cultural 
and tecl.mological challenges to software engineers 
and their responses. Topics include conventions of 
culture and language, internation;~lization stan- 
dards, and design of products for local markets. 

Product internationalization begins with identi- 
fying the cultural elements and user expect;~tions 
that the software must accommodate. Tim 
Greenwood has written a tutorial that provides 
insight into the cultural differences ant1 the com- 
plexities of written languages as they relate to prod- 
uct development. Among the topics he discusses 
are scripts and orthography, writing directions, key- 
board input methods, conventions for values such 
as time, and user interfaces. 

As a counterpoint to the complexity of languages 
and cultures, industry engineers and organizations 
have developed standards that lend simplicity and 
uniformity. Unicode, described here by Jurgen 
Bettels and Avery Bishop, is a significant interna- 
tionalization stand;ird that accommodates many 
more complex character sets than does 8-bit ASCIl; 
software produced using Unicode character encocl- 
ing can be localized for any language. The authors 
discuss the principles behind the 16-bit encoding 
scheme and considerations for application pro- 
cessing of Unicode text. They conclude with 
approaches for the support of Unicode and refer- 
ence the Microsoft Windows NT implementation. 

Wendy Rannenberg and Jiirgen Bettels have writ- 
ten a paper on another important standard, the 
X/Open internationalization model. X/Open sup- 
ports multibyte code sets and provides a compre- 
hensive set of application interfaces. The ;~othors 

examine benefits and limitations of the standard, 
referencing Digital's DEC OSF/l AXI' implementation, 
and close with proposed changes to the model. 

Rene Haentjens' paper is not about a standard per  
se  but about the ways in which various cultures 
order wortls and names and the methods used in 
computers to emulate this ordering. He examines 
the table-driven m~~lti level method for ordering uni- 
versal c1~ar;icter strings, its variations and its draw- 
backs. The implications of Unicode relative to 
ordering are also considered. 

The cleveloprnent and adaptation of software for 
use in local markets is the common theme of three 
papers. Gayn Winters identifies several program- 
ming practices for the development of distributed 
systems ancl discusses the benefits of modularity in 
systems and in run-time libraries to reduce reengi- 
neering effort and costs. However, as Michael Yau 
notes in his paper, reengineering is necessary for 
systems designed when English was the only lan- 
guage supported in computer systems. Michael pre- 
sents an overview of the engineering challenges 
encountered and resolved in the creation of local 
variants of the OpenVMS operating system to sup- 
port the Japanese, Chinese, and K o r c ~ n  languages. 
A thircl paper, written by Hiro Yoshioka and Jim 
Melton, provides a case study of a coengineering 
project, i.e., a project in which engineers from the 
local environment (or market) join in the product 
development. The case references the internation- 
alization of the DEC Rdb database (specifically for 
Asian markets) utilizing an SQL standard. 

The concluding paper focuses on software 
designed to facilitateJapanese keyboard input and to 
reduce reengineering/localization effort. Takahide 
Honnia, Hiroyoshi Baba, and Kuniaki Takizawa 
review the methods of Japanese keyboard input 
and then describe a three-layer, application- 
independent software implementation that is 
embecltled in the operating system and offers users 
flexibility in the choice of an input operation. 

The editors are gratefill to Tim Greenwood, an 
architect of IJnicode currently working in the 
Software I)evelopment Tools Group, for his help in 
coordinating the development of papers and to 
Gayn Winters, Corporate Consi~lting En&' weer .  

Note t o  In te rne t  Users: Recent back issues of 
the DTJ are now available in ASCII and Postscript for- 
mats on gatekeeper.dec.com in the /pub/DEC/ 
DECinfo/D'TJ clirector)! 
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Claude Henri Pesquet 
Engineering Group iManagel; 
International Systems 
Engineerilzg 

Tn the late 1970s, Digit;ll began to ship its f i s t  office 
products outside the L.s. We realized then that it 
was no longer an option to provide users with the 
ability to input, view, edit, and print foreign lan- 
guage text; it was instead a necessity, as well as a 
passport for Digital into worlcl markets. 

The foreign-language requirement came as a 
shock to the application clevelopers who had been 
trained in the late 1960s, at a time when the U.S. 

English-speaking market represented more than 70 
percent of the total worldwitle information tech- 
nology market. Toclay's reality is quite different. 
The English-speaking IT market is below 40 per- 
cent, and trends indicate that it will continue to 
decline. This is not surprising, because only 8.41 
percent of the world's population is native English 
speaking. Moreover, each year the commoditizatio~i 
of computers lowers the entry point for the acquisi- 
tion of computer products; consequently the mar- 
ket is expanding to encompass a much broader 
socioeconomic community. Furtliel; starting in the 
1980s, tlie creation of glob;il markets-for Labor, 
materials, intellectual talent, financing, and distri- 
bution channels-has forced businesses to continu- 
ally reach outside their domestic markets. 
Government mandates also have an impact, requir- 
ing that products sold within country boundaries 
have Local-language capability. Together these fac- 
tors will increase the demantl for and requirements 
of international prod~~cts-products that will pro- 
vide users with linguistic choices. 

In recent years, Digital has broadened its market 
focus to include not only the scientific/technical, 
mainly English-speaking markets, but also com- 
mercial markets-a large market comprising many 

languages. To serve these markets well, we are com- 
pellecl to aclopt a strategy for the internationaliza- 
tion'kf our products. 

The strategy, i.e., to tlcvclop protlucts th;it 
"spc;~k" the local langu;~gc, has evolvccl from ;I his- 
tidious reengineering of a product aftcr the fact to 
an ;ircliitectural definition that ensures products 
arc designed originally to meet loc;il-language 
rcquirements. Digital had tliree goals: 

Retluce development costs. 

Shorten the time to market. 

Increase product quality 

The cost of reengineering protlucts that were 
designed based upon a North American paradigm is 
similar to the cost of maintaining ;In ;ipplication 
that was designed without reg;irtl to hiture main- 
tenance. Such costs could meet, if not exceed, the 
original product development cost. This was dis- 
couraging, because the markets outside tlie U.S. 
were smaller and e~iierging; producing tlie local 
product compared in cost to producing the original 
U S ,  protluct. It became obvious that it was too 
expensive to conti~iually rebuild products that sold 
only to a small market. 

I,ocal-language products were latc to niarket 
when compared with availability of the same prod- 
ucts in the 1.s. This presented a twofoltl problem. It 
denied our multinational customers the capability 
of installing products and :tpplications sinlul- 
taneously in their worldwiilc operations. Further, 
product launches, training, selling, support, and 
retirement had to be addresseel one country at a 
time because specific loc;il-language components 
were not available sirnuIt;~neously. 

111 :iddressing short-term "surface" issues, we had 
~~tilizccl the brute force of reengineering to pro- 
duce one language version ;it ;I time. As a result, we 
clel;~ptl >idclressing the "deep" quality issue of origi- 
nally designing and building into our products the 
internationalization features that woulcl allow for 
easy adaptation to any language without motlifica- 
tion of a product's core. 

A vision on how to address tlie internationaliza- 
tion of products n7as rleveloped by ;I worlclwide 
team of architects led by Gayn Winters. Tlie rnajor- 
ity of this team was located outsitle the (5. and had 

' I ' hc  term ~ntern:itionaliz:it~on as i t  is ~lsctl \vitllin the context 
of lh i s Jo~~r~~rn l inc ludcc  botll the technologic5 ;~n t l  the pro- 
crsscs ;~pplicd to enahlc a protluct to Inert tllr need oP;~ny 
loc;~l-l:~n#uage market without rcquiritlg modific:~tion of the 
basc runct~on;~l i ty  of tlic protlucr. 



been closely involved in Digital's reengineering 
efforts for many years. The team's prime motivation 
was to eliminate the need for reengineering. The 
vision they developed is one in which all Digital 
integrated systems can process electronic informa- 
tion containing multiple languages ant1 character 
sets, and can satisfy end-user linguistic preferences. 
An inherent part of this vision is to make all systems 
available simultaneously worldwide. 

One of the major difficulties in implementing the 
vision was that internationalization was not aimed 
at specific products, rather it was a pervasive 
attribute required across systems. For product 
development groups trained to develop compo- 
nents, this represented a difficult change in mind- 
set. The implementation also required a huge 
paradigm shift- 

From one character 
and.. . 

One input method 
One cell 
One collation point 
Onc gcornetry 
Alphi~bet 
"Frozen" alphabet 

To one character 
and . . .  

Many input methods 
Multiple cel Is 
Several collation points 
Many geometries 
Ideograms 
User-defined characters 

The paradigm shift led to a redefinition of the 
elements to be incorporated in the basic design 
of new products. The strategy from a product 
perspective was to start with the base system 
(CPU, peripherals, network, and operating system), 
and then move to the application side. From an 

engineering-resource perspective, we would start 
with parallel internationalization development, 
and then inject internationalization expertise into 
the original product development group. The strat- 
egy from a process perspective was to customize 
code for specific countries, and then roll back the 
country-specific code into the original product 
code base and continue f i~ t i~ re  development from 
this unique code base. The implementation has 
resulted in major achievements, for example, the 
simultaneous shipment of products to which this 
approach was applied. 

To illustrate our progress, the latest version of 
Rdb (relational database application) was devel- 
oped with the injection of internationalization 
expertise. The approach resulted in one common 
code base and achieved worldwide simultaneous 
shipment. 

Many challenges remain. Standards have to be 
defined and implemented in areas such as naming 
conventions. user profiles, and character attributes. 
Emerging tcchnologics such as object-oriented soft- 
ware and multimedia need to be addressed. And 
real-time multilinguality (the simultaneous transla- 
tion from one language to another) must be tackled. 

This issue of theJournal provides a broad sam- 
pling of our product internationalization efforts- 
from the concept of cultural differences to the 
specific internationalization of our Rdb product. 
The papers herein represent only a few of the hun- 
dreds of projects dedicated to the internationaliza- 
tion of Digital's products. 



Timothy G. Greenwood I 

International Cultural 
Dzrferences in Software 

Throughout the world, computer users approach a computer system with a sl~ecific 
set of cultural requirements. In all cultures, thty expect comptiter systems to nccom- 
modate their nee&. A major part of interaction with compziters occurs through 
written lungtiage. Cziltziml reqziirements, particzilarly written hn.guages, inflzi- 
ence the wqj compzlter sj~stems must operate. Cziltural difjferences concerning 
national conventions for tlgepresentation of dateJ time, and number and ztier inter- 
face design for the components of imciges, colol; sound, and the ovmll  layout of 
the screen also affect the development of computer technology Sz~ccessful compzlter 
systems mztit respond Lo the multicultural needs of users. 

Not chaos-like, together crushed ant1 bruised, 
But, as the world harmonioi~sl~~conli~sctl:  
Where order in variety we see, 
And where, though all things differ, al l  agree. 

- Alcxantler Pope 

In the first years of the computer age, users adapted 
themselves to the requirements of the computer. 
They had to learn the language of the machine to 
interact with it. Now the computer is part of daily 
life, a tool to complete a task. Computer systems 
must be adapted to the needs of their users. 
Conlputer users approach a computer system with 
a specific set of cultural requirements. Successfi~l 
systems respond to these requirements. 

International Adaptation of 
Computer Systems 
Each nation has developed its own culture, and 
some areas of the world share a cultural back- 
ground. Adaptation of computer systems to differ- 
ent cultures uses processes known as localization 
and internationalization. 

Localization is the process of changing products 
to suit users from different cultural backgrounds. 
Localization is achieved by taking the source cocle 
for a product developed for one country and mod@- 
ing the source code and product to satisfy the needs 
of other countries. Often teams of developers in clif- 
ferent co~~nt r ies  are needed to adapt products. If 
the original procluct is not built with a view toward 
being localizetl, this can be a very expensive and 
time-consuming process. There is the direct cost of 

multiple clevelopment teams modifying the source 
code of the original product. This process also pro- 
duces multiple code bases, which makes future 
development and maintenance more complex. 

Builtling software that can be localized with min- 
imal software changes is called internationaliza- 
tion, often abbreviated to I18N (the letter I followed 
by 18 letters and the letter N). The basis of interna- 
tionalization is to identlfy those cultural elements 
that the software must accommodate and to sim- 
plrfy the task of adapting the product. This paper 
describes a set of these cultural elements. The 
remainder of this issue of the Digital Technical 
Journal details specific aspects of building interna- 
tional software. 

Cultural Daflmences 
Language is the most obvious cultural difference 
among people. Written language is an important 
method of communication with computers. This 
paper examines written languages and their repre- 
sentation in computer systems. It also presents cul- 
tural differences concerning national conventions 
for the presentation of date, time, and number and 
user interface design for the components of images, 
color, souncl, and the overall layout of the screen. 
The base functions of a product may change in 
response to d~ fe ren t  needs around the worlcl, and 
some examples of these differences are illustrated. 
Finally, with a look to the future, the paper presents 
deeper cultural differences that are only beginning 
to be represented in software. 

8 1/01. 5 1% .: .Yr,~r~rner 1993 Digital Techtrical Journal 



International Cultural DiJferences in Software 

Written Language 
The written representation of spoken language 
requires a script and an orthogr;~phy. 'The script is 
the set of symbols that represents thc sound or 
meaning of components of the language. The 
orthography consists of the rules of spelling ancl 
pronunciation. Specific spelling and pronunciation 
rules may differ among locations or communities; 
for example, the American English orthography dif- 
fers from the British English orthography. A script 
may be tied to a specific language, for example, 
Korean Hangul, but frequently a script can repre- 
sent several languages. French and Italian both use 
the Latin script. 

A written language may be broadly categorized 
into either an ideographic, a syllabic, or an alpha- 
betic writing system. The category is tleterinined 
by examining the relation between the symbols 
in tlie script and the unit of sound or meaning 
represented. 

I11 writing systems based on ideograms, every 
symbol has a specific meaning that is not related to 
its pronunciation. The ideograms imported from 
Chinese, and used in Chinese, Japanese, and South 
Korean writing provicle examples in current use.' 
Thus A represents a man or person, even though 
it is pronouncecl re?? in Chinese, zin in Japanese, 
and in in K ~ r e a n . ~  "3" represents "three" even 
though it is pronounced tatu in Swahili and trzuo in 
Frcnch. Ideographic writing systems typically con- 
tain sevcral thousand discrete symbols with a sub- 
set of approximately 2,000 symbols in frequent use. 
The users of this writing system continue to 
develop new symbols. 

In the syllabic writing systems, each symbol 
represents a syllable. 7 in Japanese katakuna 
clenotes the ma souncl. There is a wide variation in 
the number of discrete symbols in a syllabic sys- 
tem. Japanese kuna uses some 47 symbols; the 
writing of the Yi people (a minority nationality 
scattered through provinces in Southwest China) 
uses a standardized syllabary of 819 symbols., 

In alphabetic systems, each symbol or letter 
approximately matches a phoneme (the smallest 
unit of speech distinguishing meaning). Thus M 
in Latin script, n in Hebrew, and u i n  Armenian 
denote the rn sound. Most alphabets have from 30 

No written language uses a pure set of either 
alphabetic, syllabic, or ideographic symbols; each 
does use one set of symbols pretlominantly. The 
Latin script is primarily alphabetic, but numerals 
and certain signs such as Sr are itleograms.' Other 
languages use a more even mix South Korean com- 
bines the native Hangul alphabet with Hanja, the 
Korean name for their icleographic characters. 
Japancsc combines the katakana and bit-agana syl- 
labaries (collectively called kana) with the ideo- 
graphic characters called kanji in Japanese. Written 
Japanese, especially technical and advertising mate- 
rial, also often uses the Latin alphabet, called romaji. 

Character Placenzent In most European lan- 
guages, basic symbols are written in a linear stream 
with each character placed on a baseline. In other 
writing systems, for example, Korean Hangul, the 
elements do not follow this linear layout. Rather 
than evolving piecemeal like most writing systcms, 
Hangul is tlie result of delibcratc. linguistically 
informed planning. It has been callcd ". . .probably 
the most remarkable writing system ever invented."' 
Korean uses an alphabet of 14 consonants and 10 
vowels. These letters, called jamo, arc blocked into 
syllable clusters. Lf the same technique were applied 
to English, cat might be written '?. Figure 1 shows 
the Korean Hangul alphabet, and Figure 2 shows 
the jamo blockcd into syllable clusters. 

Thai also uses an alphabet and is written with the 
symbols arranged in a nonlinear fashion. Thai is a 
tonal language; different tones distinguish words 
that would otherwise be homonyms. Thai words 
consist of consonants, vowcls, and tone marks. 
Each component is an atomic unit of the language. 
A vowel is written in front of, above, below, or 
behincl the consonant to which it refers. A tone 
mark, if present, is usually placecl above the conso- 
nant or above the upper vowel. Thai potentially has 
symbols at four levels, as shown in Figure 3. Level 

CONSONANTS 

VOWELS . . 

to 50 discrete letters.,% The match between 
phonemes and letters is not exact, especially in 

T T T -  1 
English, which has about 40 phonemes.5 Some 
phonemes are represented by letter sequences, Figure I Korean Hangul Consonant and 
such as the tb  in thank. Vbwel Signs 
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Figure 2 Korean Ilong~J Text Showing Blocking ofJc~lmo 

LEVEL 1. TONE MARK 9J I 
LEVEL 2. VOWEL a 

LEVEL 3. CONSONANT OR VOWEL 

LEVEL 4. VOWEL 
~ E P J ~ J N  q.J ~vuacaitu \w 

Figure 3 Thai Script 

one is an optional tone mark. Level two is an 
optional vowel. Level three is either a consonant or 
a vowel preceding or following a consonant. Level 
four is another optional vowel. A consonant never 
has a vowel at both level two and level four. 

Some level-three consonants have part of their 
glyph images rendered in another level. They either 
dip into level four or rise into level two. The last let- 
ter ( y o  ying) in Figure 3 is a level-three consonant, 
but it has a small (separate) portion written below 
the baseline. When this letter is written, this small 
portion is written at level four. When this letter is 
followed by a true level-four vowel, the vowel is 
shown instead of this portion. 

In Figure 3, both tone marks are shown at level 
one to aid understanding of the script. In high- 
quality printing of Thai, if a cell does not have a 
level-two vowel, then the tone mark falls down to 

be positioned directly above the consonant; how- 
ever, it  is also currently acceptable for all tone 
marks to be physically positioned at level one. Thai 
mechanical typewriters position all tone marks at 
level one. 

Diacritics and Vozuels In Arab~c and Hebrew 
alphabets, vowels are indicated by placing vowel 
points above, below, or beside the letter. (Arabic 
also uses the consonant Letters ulzxya, and waw to 
represent the long vowels a ,  i, and u.) Vowels are 
normally used only in religious text and in teaching 
materials for people learning to read the language; 
in other texts, vowels are inferred by the reader. 
Since vowel points are usetl, written Hebrew witli 
vowels is called pointed Figure 4 shows pointed 
Hebrew from a children's comic and the same text 
with the vowels removed. 

Figure 4 Pointed and Unpointed Hebrew 
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Other Syinbols Most languages written with Latin 
letters have diacritical marks on some letters. In 
some cases, the use of a diacritic provides a stress 
or pronunci;~tion guitleline, as in the English word 
co6pwute. Removing the diacritic docs not change 
the meaning of the wortl. In other languages, a mark 
that appears to be a diacritic is a fundamental part 
of the letter. The Danish letter d is a separate letter 
in the alphabet and is not a variant of a. In German, 
three vowels have umlaurs and are separate letters 
in the alphabet. The deletion of an umlaut can 
change the definition of a word; for example, 
schiuiil means hot or humid, ant1 s c h w ~ ~ l  means 
homosexual. 

INDEPEN- 
DENT INITIAL MEDIAL FINAL PHONETIC 
FORM FORM FORM FORM VALUE 

I 1 a 

Presentation Variants The characters in the 
Arabic writing systems change form, depending on 
whether they are the first, last, or middle character 
of a word, or if they stand alone. Note that the 
abstract characters themselves do not change, only 
the glyph image. Figure 5, adapted from Nakanishi, 
shows the presentation variants of Arabic  letter^.^ 

Writing Direction 
In English and many other writing systems, the let- 
ters are written from left to right, with lines pro- 
gressing from top to bottom. Japanese, Chinese, 
ancl Korean may ;~lso be written in this form but are 
tratlitionally written verticall~~ The characters flow 
from the top of the page to the bottom, with lines 
advancing from right to left. The pages are ordered 
in the opposite direction to that used for English. 
Mongolian is also written vertically, but the 
colun~ns of text advance from left to right. 
Consequently, pages of Mongolian text are ordered 
in the same direction as in English. 

Figure 6 shows :I portion of a newspaper printed 
in Taiwan. The newspaper exhibits many styles of 
format. He;lcllincs may run horizontally from right 
to left, or left to right; thc text of the article may run 
vertically; and advertisements and tables may run 
horizontally from left to right. 

In Japanese writing, Latin characters (romaji) 
are interspersed with vertical kanji (I-Ian script) 
characters. Romaji may be presented with each 
character in a horizontal orientation running verti- 
cally down, or they may be presented vertically, 
with each character rotated by 90 degrees. In addi- 
tion, if one, two, or three Latin characters are 
mixed with vertical Han script characters, they may 
be presented horizontally in the vertical stream. 
Figure 7 shows mixed characters in a Japanese text. 

NUMERALS Arabic figures are written from right 
to left, but the figure written to the left shows the 
higher value: YT 23 

Figure 5 Arabic Presentation F o m  
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NUMBER AND PERCENT READ LEFTTO RIGHT TEXT READS RIGHT TO LEFT 

hir+anhi 
R i m  l K f i b f  
r a d l t ~ l , t  iir , a + t 3  
+. ,<..kmaa -= - 
Q-..Jt;.zBIX 
"og+K 8 st T * + P Z i i t *  ti-* 
r ,* lh f i i t  l & +j;j&gg 

TEXT READS LEFT TO RIGHT MAIN CONTENTS TEXT READS VERTICALLY 
TOP TO BOlTOM, COLUMNS ADVANCING 
RIGHT TO LEFT 

ARABIC NUMBERS 
PRESENTED VERTICALLY 

LATIN TEXT ROTATED 
90 DEGREES CLOCKWISE 

LATl N TEXT 
VERTICALLY IN LINE 

I 

PARENTHESlS ROTATED IN 
VERTICAL TEXT 

ARABIC NUMBERS 
PRESENTED HORIZONTALLY 

Figure 7 Jq9an.ese Text Sl~otoing Latin Chrti-~rcters Mi.rc~rl ujith K G I I ~ ~  
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Semitic language scripts (e.g., Hebrew and 
Arabic) are written horizontally from right to left, 
with lines advancing from top to bottom, but any 
numbers using Arabic numerals are written left to 
right.9 Any fragments of text written in the Latin 
script are also presented left to right. This n ~ e t l ~ o d  
leads to nesting segments of reversed writing direc- 
tion as shown in Figure 8. The text in this figure 
reads "Attention: Kalanit (1984) Tel-Aviv, ISRAEL;" 
where "Kalanit (1984)" is a company name. Figure 9 
is another example of combining left-to-right and 
right-to-left text. It shows a portion of the contents 
page from the EL AL airline magazine. 

Text Input 
The following section discusses techniques for 
addressing cultural differences in computer key- 
board input. 

Alphabetic writing systems typically have no 
more than 50 discrete symbols. Computer key- 
boards contain approximately 48 keys with sym- 
bols from the writing system inscribed. The 
depression of a key produces a code from the key- 
board that is translated into a character coding 
according to some predefined cotling. Input of a 
character not representecl directly on the keyboard 
requires depression of several keys. For example, in 
terminals from Digital, the ci character is input on 
non-German keyboards by pressing "Compose s s". 

Latin keyboards typically have two possible charac- 
ters available from each alphabetic key: lowercase 
letters are displayed by depressing the key alone, 
and uppercase letters are produced by depressing a 
shift modifier or a locking shift and the letter key. 

Some keyboards have four levels, with three or 
four characters available from each key. Figure 10 
shows the Arabic keyboard from Digital and the 
Khmer keyboard from Apple Computer. The user 
switches into the additional two groups of charac- 
ters with an aclditional modifier or shift key. Note 
that the Arabic keyboard uses the additional group 
to support Latin characters as well as Arabic, but 
the Klimer keyboard uses all four groups for the 
Khmer characters only.I0 A four-group keyboard is 
now a national standard in Germany." 

The katakana and hiragana syllabaries have 
approximately 50 characters each. These can be 
input either directly from the kcyboard or through 
a mapping of the syllable typed with the phoneti- 
cally equivalent Latin characters. For example, the 
character 7 (ma) can be input either by typing 
the 7 key on a Japanese keyboard, or by typing 
m and a and using an input method to convert to 
7. 

Although some early keyboards had many ranks 
of intlividual keys, input of ideographic characters 
from modern keyboartls always requires a multiple- 
stroke input method, with some user interaction. 

Attention: 3 3 3 ~ - h  (1984) nvh .ISRAEL 
- 4  '- 
LEFT TO RIGHT RIGHT-TO-LEFT SEGMENT LEFT TO RIGHT - 

(1984) IS A LEFT-TO-RIGHT 
SEGMENT NESTED IN A 
RIGHT-TO-LEFT SEGMENT 

Figure S Nested Bidirectio~zd Text 

b EL AL News . . . .  
b EL AL Route Maps . 
b EL AL Services . . 

46 . . . . . . . . .  

48 . 

S t  . 

Figure 9 Combined DirecNon T a  
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Figure I0 Ambic Ktyboard (aboue) and Khmer Kqboard 

Both Japanese and Korean have phonetic writing 
systems. Users of these languages primarily use 
phonetic methods to input ideographic characters. 
The Chinese-language user has many different 
input methods; these are based on phonetic input 
or on strokes or shapes in the character. Almost all 
of these methods display a list of possible candi- 
dates as a result of the string input, and the user 
selects the appropriate candidate. The implementa- 
tion ofJapanese input methods is detailed in a sepa- 
rate paper in this issue of the Journal. l 2  

Bidirectional Text 
Hebrew and Arabic user interfaces have an addi- 
tional level of difficulty. As discussed earlier, the 
text is bidirectional; the primary writing direction 

progresses from right to left ant1 includes left- 
to-right segments of numbers and non-Hebrew or 
non-Arabic text. As shown in Figure 8, these seg- 
ments can nest. The order in which to read bidirec- 
tional text can be ambiguous and can depend on 
the semantics of the text. Figure 11 duplicates the 
information on a pair of signs displayed at parking 
lots in Tel-Aviv llrban legend has it that at least one 
parking ticket was dismissed by the court on the 
argument that the sign indicated that parking was 
not allowed from 5:00 p.m. to 9:00 a.m. 

To some extent the correct direction can bc 
assigned automatically. Hebrew and Arabic charac- 
ters have an implicit direction of right to left, and 
Latin text has an implicit left-to-right direction. Thus 
an output method can lay out simple combinations 

PARKING NO 

(THE HOURS) BETWEEN 

Figure 22 "No Parking" Signs in Tel-At~il~ 
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of bidirectional text correctly. Beyond these char- 
acters, direction can be ambiguous. Punctuation 
marks are common to both Hebrew and Latin text. 
Thus a period or comma or space has no implicit 
direction; the software must wait for the next char- 
acter to determine the direction of the segment. In 
more complex cases such as the nested directions 
shown in Figure 8, direction attributes must be 
explicitly assigned to the segments.'j As discussed 
in the paper on Unicode in this issue, the Unicode 
and Is0 10646 characters sets do include a rich set 
of directional markers.'* 

Insertion of text should be performed in the way 
the user finds most convenient, which is not neces- 
sarily in accordance with the "correct" directional 
order of a segment. If entering a two-digit number 
in the "common" direction requires too many oper- 
ations, or if the user was trained on a manual type- 
writer, most users would use the easiest typing 
order, i.e., entering the least-significant digit first 
and the most-significant digit second. "Smart" soft- 
ware, which puts the digits in the supposedly cor- 
rect order, is not doing this user a service. 

National Conventions 
Various entities such as date, time, and numeric val- 
ues can be presented differently. Such presentation 
differences develop both from national and from 
personal or company styles. These presentation 
differences are not only tied to different writing sys- 
tems. For example, dates are presented differently 
in the United States and in England. 

Date Formats 
The ninth day of October 1990 is written 9/10/90 in 
Europe but 10/9/90 in the United States. The order 
of the day and month numerals is well defined for a 
particular culture, but there are no overall formats 
for the separator used, or indeed for the general 
style. The separator may be a slash, hyphen, colon, 
space, or another symbol, according to policy or 
personal preference. The style may be numeric 
date as shown or the name of the month may be 
spelled out, and the year may be two or  four digits. 

In Japan, clates are based on the reign of the 
emperor. As shown in Figure 12, 1990 was the sec- 
ond year of Heisei, the reign of the current 
emperor. (The first and last years of two eras may 
coincide. Showa, the previous era, ended January 7, 
1989, and Heisei started on January 8, 1989.) This 
date format is routinely used in business in Japan. 
The Western date formats are also used, so a date 

/ / / I  \ \\ 
HElSEl 2 YEAR 10 MONTH 9 DAY 

Figure 12 Japanese Date Fomat 

parsing program should be able to process both 
formats. 

Time-of day Formats 
Similarly, time-of-day formats vary according to per- 
sonal and, to some extent, national preference. 
Possible time formats include 

Time-zone abbreviations also change around the 
world. Two or more different abbreviations may 
indicate the same time zone. Eastern Standard Time 
(EST) is a U.S.-specific time-zone indicator. This 
zone is called HNE (Heure Normnle de I'Est) in 
French-speaking Canada. Central European Time is 
known as HEC by the French-speaking populations 
and as MEZ by German speakers. The same time- 
zone abbreviation may stand for different time 
zones. AST is used for both Alaska Standard Time 
and Atlantic Standard Time, which are five hours 
apart. Time-zone abbreviations are not standardized 
and may change. Time zones are not all at one-hour 
intervals. Some countries have time zones at a 
30-minute difference from a neighboring zone. 
Certain towns in Islamic countries use solar time 
and thus can have time differences of several min- 
utes between towns within one time zone. 

Number Formats 
The separators used with numerals to express 
quantities vary as part of national and personal 
preferences. In the United Kingdom and the United 
States, the comma is a thousands separator, and the 
period is a decimal separator. In continental 
Europe, the opposite is true. Separators include 

Numbers written in Japanese or Chinese using 
Chinese ideograms sometimes include the unit indi- 
cator, as in the number 28Id-A ("two","ten", 
"eight") and sometimes omit it 1 . 

Positive and negative indicators differ. The plus 
and minus signs may be used before or after the 
number. In accounting, negative numbers are usu- 
ally enclosed in parentheses. 
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Cz~rrency Fomnts 
In currency formats, the currency symbol may be 
one or several characters and may be placed before 
or at the end of the number, or used instcad of the 
decimal point. Some examples are: os 2,50 
(Austria); 2,50 $ (French-speaking Canada); 2$50 
(Portugal); and $2.50 (United States). 

User Interface 
As the point of contact between the user and the 
machine, the user interface is an obvious area for 
potential clashes of culture between the designer 
ant1 the recipient. The interface must be localized to 
fit the cultural expectations of the end user.15The 
interface designer must be aware of issues of geome- 
try management, images, symbols, color, and sound. 

Geometry Management 
Graphical interfaces in English use menu bars 
aligned at the left, with cascading menus falling 
from left to right. Menus in Hcbrew and Arabic cas- 
cade from right to left. Figure 13 shows a menu 
from the Hebrew version of DECwindows XUI. 

AlthoughJapa~lese and Chinese are traclitionally 
read from top to bottom with columns advancing 
from right to left, most technical material is pre- 
sented with the same flow as English has. Conse- 
quently, user interfaces have the same left-to-right 
flow as English. This map be consitlered an aspect 
of new technology setting new cultural norms. 
Japanese and Chinese do present some geometry 
management challenges. A word processor for 
English uses the right scroll bar to advance from 

page to page. The analogy is from writing on a long 
scroll of paper, which is cut into pages. For a 
Japanese word processor, which enables the user to 
type in the traditional top-to-bottom orientation, 
does the bottom scroll bar control page advance by 
sliding the selection to the left? There is no one cor- 
rect answer. A designer can keep consistent with 
the traditional horizontal scroll or with word pro- 
cessors for Latin-based writing systems. 

Images 
Some designers may consider that using images 
instead of text creates an international, culturally 
neutral product that requires no localization. This 
is only the case if the image is entirely abstract and 
chosen to be equally foreign to all cultures. This 
may meet the requirements of internationalization, 
but at the expense of good user interface design. 

Most images are chosen to provide a cultural 
mnemonic to the action. This link may have little 
meaning in another culture. The rural mailbox 
image a -  chosen for certain electronic mail sys- 
tems is a good exan~ple. This image is unknown out- 
side the United States, and some American city 
dwellers are unfamiliar with it as well. The conven- 
tion of raising the flag on the mailbox to indicate 
that new mail has arrived is not common through- 
out American rural communities. It can instead 
indicate the presence of outgoing mail. 

In addition, a graphic may be a play on words that 
will not translate. One personal computer product 
uses a musical note to indicate that a written note is 
associated with an item in its database. 

Figure 13 Hebrew DECwindozus XUI 

16 Vol. 5 No. .? Summer 1993 Digital Techtiical Journal 



International Cultural Dzyferences in Software 

Symbols 
Symbols commonly used in one culture may be mis- 
interpreted by someone from another culture. For 
example, the cross IXJ is often used to indicate 
prohibition. However, in Egypt it does not have 
this connotation.I6 Designers should allow for 
the replacement of selection symbols such as 
ticks (checkmarks) and crosses found in many user 
interfaces. 

Italic Bold 

Color 
The significance of color varies greatly across 
cultures. Table 1, taken from Russo and Boor, gives 
the ideas associated with colors in six cultures.17 
For example, red means danger in the United States, 
but it has the connotation of life and creativity in 
India. Garland found that using a red "X" as a pro- 
hibitive symbol in Egyptian pictures was not effec- 
tive because the color red is not associated with 
forbiddance, and the "X" is not understood as 
prohibitive. '6 

Sound 
In the book Global Software, Dave Taylor relates 
that when Lotus localized its 1-2-3 spreadsheet 
for use in Japan, the developers had to remove 
all beeps from the program.IH Japanese users, typi- 
cally seated much closer together than their 
Western counterparts, did not appreciate the 
computer broadcasting to their colleagues every 
time they made an error. Since beeps can be irritat- 

Table 1 Significance of Color across Cultures 

ing in open offices in all cultures, well-designed 
systems allow users to eliminate them or modify 
the volume. 

Much of this paper has covered areas where the 
form of the information must change for different 
cultures. The software may also require hinctional 
changes for different cultures. Applications that 
manipulate text provide a set of operations linked 
to the nature of both the writing system and the 
code set. We have seen that typing Japanese and 
Chinese requires an indirect input method. 
Applications using the Latin script provide a user 
interface to an operation to change the case of 
a character. This operation is not applicable to 
Japanese, but a Japanese word processor has an 
operation to convert from kotukana to hiragana. 

A delete operation on a Latin letter deletes both 
the letter and the rectangular cell, a piece of the 
screen real estate, causing the adjacent text to close 
up. With the cursor to the right of a Korean syllable 
cluster or Thai consonant/vowel/tone combina- 
tion, the user presses the delete key. What should 
be deleted? Thai and Korean do not have the union 
between a letter and its linear space that the Latin 
alphabet has. Two separate operations with differ- 
ent user interfaces may be required, whereas one 
suffices in English. The code set used also plays a 
part in determining the nature of the operation. 
The Thai code set independently codes every letter 
and tone, so deleting a single letter or tone is practi- 
cal. The national Korean code set codes syllable 

Red Blue Green Yellow White 

U.S. Danger Masculinity Safety Cowardice Purity 
France Aristocracy Freedom Criminality Temporary Neutrality 

Peace 

E ~ Y  pt Death Virtue Fertility Happiness 
Faith Strength Prosperity 
Truth 

India Life Prosperity Success Death 
Creativity Fertility Purity 

Japan Anger Villainy Future Grace Death 
Danger Youth Nobility 

Energy 

China Happiness Heavens Ming Dynasty Birth Death 
Clouds Heavens Wealth Purity 

Clouds Power 
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clusters.'9 Deleting one letter from a cluster may 
produce a combination with no code. In Digital's 
Thai and Korean products, the action of the delete 
operation is as suggested by the code set. Thai 
deletes one letter or tone mark; Korean deletes the 
syllable cluster. 

In unidirectional writing systems, the right arrow 
key navigates the cursor over the logical reading 
order of the text as it moves smoothly over the 
screen. The operation of logical movement and geo- 
metrical movement across the screen is identical 
within one line. This is not the case with biclirec- 
tional text. The following fragment is from a Hebrew 
application one twoIwhw oblnw 1nx. Pressing the 
left arrow key moves the cursor to the left of the 
word "one" if the action means to follow reading 
order, or to the left of the "o" in "two" if the action 
is one of navigating screen real estate. 

Functional differences may come from regula- 
tory constraints. The United States has export pro- 
hibitions on certain encryption techniques. 
Non-U.S. versions of products may need to remove 
them or use different techniques. Standards and 
regulations for connection to external devices such 
as modems vary around the world. 

Product features may also need to vary based on 
less tangible aspects of a culture. LYRE is a hypertext 
product developed in France. The product allows 
students to analyze a poem from various viewpoints 
selected by the teacher. Students are not allowed to 
add their own viewpoints. This is acceptable in 
France but not in Scandinavian countries, where 
independent discovery is highly vaLued.lj 

Correct and Incorrect Actions 
Learning the rules concerning cultural sensitivity 
does not guarantee that a software developer from 
outside, or even inside, that culture will not make 
errors. Two examples illustrate this. 

When Lotus localized its 1-2-3 product into 
Japanese, the developers were aware that the 
Japanese date counts the year from the ascension of 
the emperor to the throne. In their initial test of the 
product under development in Japan, they included 
the ability to reset the counter ancl to mod@ the 
field naming the reign. This appears to be admirable 
planning, sensitive to the needs of the local date 
format; however, the Japanese users strenuously 
requested that this feature be removed since it 
anticipated the demise of the emperoc2" 

In Arabic and Hebrew bidirectional text, deletion 
of one segment of text can cause the surrounding 

segments to be rearranged under certain circum- 
stances. This follows from a logical analysis of 
ordering of the segments and was implemcnted in 
an early version of Hebrew DECwrite. Studies with 
users revealed that they found this rearrangement 
of text disconcerting and preferred to manually 
rearrange segments. The program was changed in a 
subsecluent version. Note that this resolution is 
dependent on the specific product. One should not 
conclude that automatic reordering of text is 
always incorrect. Other bidirectional text systems 
perform this reordering. 

Responding to and Setting Culture 
New technology in computer applications must 
reflect the prevalent existing culture, but it also 
plays a part in creating new cultural norms. An ear- 
lier section described how users of a Hebrew word 
processor might enter digits into a stream of 
Hebrew by reversing the order of the digits. This 
cultural behdvior was introduced during the days of 
manual typewriters or older computer systems, 
which required additional keystrokes to change 
writing direction. An older technology introduced 
a cultural expectation. As users in Israel grow more 
accustomed to word processors that enter the cor- 
rect order automaticallj: and as the base of users 
exposed to older technology shrinks, we can antici- 
pate that the standard expectation of the order in 
which to enter digits will change. 

Tlie Arabic and Khmer writing systems  mod^ 
the shape of the written glyph based on surround- 
ing characters. The Khmer keyboard (Figure 10) 
shows separate glyphs for each variation (implying 
separate codes). This design follows the lead of ear- 
lier typewriters ancl is familiar to users trained on 
such typewriters. It adds complexity to the key- 
board and requires the user to manually enter the 
correct glyph. The Arabic keyboard is from a sys- 
tem that codes each character independently of 
glyph; the renderer selects the correct glyph to dis- 
play based on context. This system may require 
a longer transition for users trained on manual 
typewriters, but it  is the preferred use of a more 
advanced technology. 

As described previously, written Thai and Korean 
both use syllable clusters, but the delete operation 
on each script differs clue to the different methods 
by which the cocle set represents the script. Which 
is the correct action? The question does not have an 
easy answer. From a formal analysis of the language, 
one might argue that deleting the individual letter 
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is correct; but as we have seen, formal analysis 
need not yield an appropriate answer. Ultimately 
the correct answer is a delicate balance between 
users' expectations based on the past and the 
requirements of innovation. The users' expecta- 
tions are set by previous implementations, which 
were derived from limitations in the technology of 
the time. We have a cycle of computers adapting to 
people adapting to computers. 

Deeper Cultural DzIfferences 
Some of the cultural differences discussed in this 
paper such as the presentation of dates and c u r  
rency are obvious even on a superficial examina- 
tion of the culture. Others such as the cultural 
reaction to color are learned from deeper study. 

We can expect the future development of soft- 
ware to consider as yet unexplored cultural differ- 
ences. New features in user interfaces, the use of 
sountl, voice, pen-based computers, and anima- 
tion, will tie into aspects of cultural behavior that 
are currently little explored by researchers. Higher- 
resolution screens and the prevalence of color 
bring the ability to design applications that relate 
more directly to the user's sense of beauty. 

The personal computer revolutionized personal 
productivity. Applications such as spreadsheets 
succeedecl because they mocleled individual user's 
existing work practices and extended their capabil- 
ity. A current trend is toward applications for 
the work group or collaborative computing. This 
style attempts to re\lolutionize the way groups 
work. Jeffrey Hsu reports that "Collaborati\~e sys- 
tems can meet stubborn resistance when they are 
introduced in a company, because they challenge 
the organizational culture with a new means of 
c~mmunica t ion ."~~ The difference in the business 
clecision-making process between Japan and the 
United St;~tes is well documented, with Japanese 
groups valuing group decision and harmony or zun 
highly. We can expect the emerging "groupware" 
applications both to model existing styles of group 
work and to change those styles. 

The future will also bring software This 
software will act as a collaborator with the user to 
process information in much the same way as a 
human personal assistant. As with a human assis- 
tant, we can anticipate that software agents will 
adapt to the specific requirements and habits of the 
user, a culture of one. We can imagine an agent rec- 
ommending circulation lists for memos and aiding 
in correctly phr;~sing the mail. l'he forms of address 

will vary not only across national boundaries, but 
across companies. As the set of cultural differences 
to be addressed goes deeper, the circles of people 
sharing those cultures will shrink. 

Techniques exist to build products with a high 
level of internationalization. These are described in 
other papers in this issue. These techniques will 
continue to develop and improve, but internation- 
alization will never be a fully resolved considera- 
tion. The term may fall from use as the cultural 
differences being addressed have a decreasing 
relationship to national boundaries. International- 
ization is simply making software easy to localize, 
and the essence of localization is meeting the indi- 
vidual needs of the customers. As computer sys- 
tems become more powerful and software more 
sophisticated, adaptation to the individual will con- 
tinue. Techniques to adjust software to fit personal 
preferences will continue to develop. 
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Unicode: A Universal 
Character Code 

A z~niversal character encoding is required to produce softzvaw that can be local- 
ized for a n j ~  l a ~ z g u ~ ~ g e  or that can process and communicate data in any Inng~~age. 
The Unicode standard is the p r o d ~ ~ c t  of a joint effort of information technology 
comnpanies and i~zdividual experts; its encoding hm been accepted Dy I S 0  m 
the international standard ISO/IEC 10646 Unicode defines 16-bit codes for the char- 
acters of most scripts used in the world's la~zguuges. Encoding for some missing 
scrqts zvill be added over time. Tlge Unicode standard defines a set of rules that help 
implementors build textprocessing and rendering engines. For Digital, Unicode 
represents a strategic direction in internationalization technology iMnny software- 
producing companies have also an~zou~zced f~itzlre support for Unicode. 

A universal character encoding-the Unicode stan- 
dard-has been cleveloped to produce interna- 
tional software and to process ant1 render data in 
most of the world's languages. In this paper, we pre- 
sent the background of the development of this 
standard among vendors and by the International 
Organization for Standardization (ISO). We describe 
the character encoding's design goals and princi- 
ples. We also discuss the issues an application han- 
dles when processing Unicode text. We conclude 
with a description of some approaches that can be 
taken to support Unicode ant1 a discussion of 
Microsoft's implementation. Microsoft's decision 
to use Unicode as the native text encoding in its 
Windows NT (New Technology) operating system 
is of particular significance for the success of 
Unicode. 

Background 
In the 1980s, software markets grew throughout 
the world, and the need for a means to represent 
text in many languages became apparent. The com- 
plexity of writing software to represent text hin- 
dered the development of global software. 

The obstacles to writing international software 
were the following. 

1. Statefill encoding. The character represented by 
a particular value in a text stream depended on 
values earlicr in the stream, for example, the 
escape secluences of the ISO/IEC 2022 standard J 

2. Variable-length encoding. The character width 
varied from one to four bytes, making it impossi- 
ble to know how many characters were in a 
string of a known number of bytes, without first 
parsing the string. 

3. Overloaded character codes and font systems. 
Character codes tended to encode glyph variants 
such as ligatures; font architectures often 
includecl characters to enable display of charac- 
ters from various languages simply by varying 
the font. 

In the 1980s, character code experts from around 
the world began work on two initially parallel proj- 
ects to eliminate these obstacles. In 1984, the I S 0  

started work on a universal character encoding. 
This effort placed heavy emphasis on compatibility 
with existing standarcls. The ISO/IEC committee 
published a Draft International Standard (DIS) in 
spring 1991.' By that time, the work on Unicode 
(described in the next section) was also nearing 
completion, and many experts were alarmed by the 
potential for confi~sion from two competing stan- 
dards. Several of the I S 0  national bodies therefore 
opposed adoption of the DIS and asked that is0 and 
Unicode work together to design a universal char- 
acter code standard. 

The Ori'qins of Unicode 
In some sense Unicode is an offshoot of the ISO/iEC 
10646 work. Peter Fenwick, one of  the early 
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conveners of the IS0 working group responsible for 
10646, developed a proposal called "Alternative B," 
based on a 16-bit code with no restriction on the 
use of control octets. He presented his ideas to 
Joseph Becker of Xerox, who had also been work- 
ing in this area.3 

In early 1988, Becker met with other experts in 
linguistics and international software design from 
Apple Computer (notably Lee Collins and Mark 
Davis) to design a new character encoding. As one 
of the original designers, Becker gave this code the 
name Unicode, to sign~fy the three important ele- 
ments of its design philosophy: 

1. Universal. The code was to cover all major mod- 
ern written languages. 

2. Unique. Each character was to have exactly one 
encoding. 

3. Uniform. Each character was to be represented 
by a fixed width in bits. 

The Unicode design effort was eventually joined 
by other vendors, and in 1991 it was incorporated as 
a nonprofit consortium to design, promote, and 
maintain the Unicode standard. Today member 
companies include Aldus, Apple Computer, 
Borland, Digital, Hewlett-Packard, International 
Business Machines, Lotus, Microsoft, NeXT, Novel], 
The Research Libraries Group, Sun Microsystems, 
Symantec, Taligent, Unisys, Wordperfect, and 
Xerox. Version 1.0, volume 1 of the 16-bit Unicode 
standard was published in October 1991, followed 
by volume 2 in June 1992.4.5 

It was sometimes necessary to sacrifice the three 
design principles outlined above to meet conflict- 
ing needs, such as compatibility with existing char- 
acter code standards. Nevertheless, the Unicode 
designers have made much progress toward solving 
the problems faced in the past decade by designers 
of international software. 

The Merger of 10646 and Unicode 
Urged by public pressure from user groups such as 
IBM's SHARE, as well as by industry representatives 
from Digital, Hewlett-Packard, IBM, and Xerox, 
the IS0 10646 and Unicode design groups met in 
August 1991; together they began to create a single 
universal character encoding. Both groups compro- 
mised to create a draft standard that is often 
referred to as Unicode/10646. This draft standard 
was accepted as an international character code 
standard by the votes of the ISO/IEC national bodies 
in the spring of 1992.'j 

As a result of the merger with I S 0  10646, the 
Unicode standard now includes an errata insert 
called Unicode 1.0.1 in both volumes of version 1.0 
to reflect the changes to character codes in 
Unicode 1.0.' The Unicode Consortium has also 
committed to publish a technical report called 
Unicode 1.1 that will align the IJnicode standard 
completely with the ISO/[Ec 10646 two-octet com- 
paction form (the 16-bit form) also called UCs-2. 

Relationship between Unicode and 
ISO/IEC 10646 
Unicode is a 16-bit code, and ISO/IEC 10646 defines 
a two-octet (UCS-2) and a four-octet (UCS-4) encod- 
ing form. The repertoire and code values of Ucs-2, 
also called the base multilingual plane (BMP), are 
identical to Unicode 1.1. No characters are cur- 
rently encoded beyond the BMP; the UCS-4 codes 
defined are the two UCS-2 octets padded with two 
zero octets. Although UCS-2 ancl Unicotle are very 
close in definition, certain differences remain. 

By its scope, ISO/IEC 10646 is limited to the 
coding aspects of the standards. Unicode includes 
additional specifications that help aspects of 
implementation. Unicode defines the semantics 
of characters more explicitly than 10646 does. 
For example, it defines the default display order 
of a stream of bidirectional text. (Hebrew text 
with numbers or embedded text in Latin script 
is described in the section Display of Bidirectional 
Strings.) Unicode also provides tables of character 
attributes and conversion to other character 
sets. 

In contrast with the Unicode standard, I S 0  10646 
defines the following three compliance levels of 
support of combining characters: 

Level 1. Combining characters are not allowed 
(recognized) by the software. 

Level 2. This level is intended to avoid duplicate 
coded representations of text for some scripts, 
e.g., Latin, Greek, and Hiragana. 

Level 3. All combining characters are allowed. 

Therefore, Unicode 1.1 can be considered a 
superset of UCS-2, level 3. 

Throughout the re~naincler of this papel; we refer 
to this jointly developed standard as Unicode. 
Where differences exist between I S 0  10646 and 
Unicode standards, we describe the Unicode func- 
tionality. \Ve also point out the fact that Unicode 
and ISO sometimes use different terms to denote 
the same concept. When identeing characters, we 
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use the hexaclecimal code identification ancl the IS0  

character names. 

General Design of Unicode 
This section discusses the design goals of llnicode 
and its adherence to or variance from the principles 
of universality, uniqueness, antl ~1ni.formity. 

Design Goclls and Principles 
The fundamental design goal of Unicode is to create 
a unique encoding for the characters of all scripts 
used by living languages. In addition, the intention 
is to encode scripts of historic languages ant1 
symbols or other characters whose use justifies 
encoding. 

An important design principle is to encode each 
character with equal width, i.e., with the same 
number of bits. The Unicode designers deliberately 
resisted any c;~lls for variable-length or stateful 
encodings. Preserving the simplicity and unifor- 
mity of the encoding was consicleretl more impor- 
tant than considerations of optimization for storage 
requirements. 

A Unicode character is therefore a 16-bit entity, 
and the complete code space of over 65,000 code 
positions is available to encotle characters. A text 
encoded in IJnicode consists of a stream of 16-bit 
Unicode characters without any other embedded 
controls. Such a text is sometimes referred to as 
Unicode plain text. The section Processing Unicode 
Text discusses these concepts in more detail. 

Another tleparture from the traditional design of 
code sets is Unicode's inclusion of combining char- 
acters, i.e., characters that are rendered above, 
below, or otherwise in close association with the 
preceding character in the text stream. Examples 
are the accents usecl in the Latin scripts, as well as 
the vowel marks of the Arabic script. Combining 
characters are allowed to combine with any other 
character, so it is possible to create new text ele- 
ments out of such  combination^.^ 'This tecliniclue 

be used in bibliographic ;ipplications, or by lin- 
guists to create a script for a langu;~ge that does not 
yet have a written representation, or to transliter- 
ate one language using the script of another. An 
example in recent times is the conversion of some 
Central Asian writing systems from the Arabic to 
the Latin script, following Turkey's example in the 
1920s (Kazakhstan). 

An additional design principle is to avoid dup1ic;l- 
tion of characters. Any character that is nearly iden- 
tical in shape across languages and is used in an 

equivalent way in these languages is assigned a 
single code position. This principle led to the uni- 
fication of the ideographs used in the Chinese, 
Japanese, and Korean written languages. This 
so-called CJK i~nification was achieved with the 
cooperation of official representatives from the 
countries involved. 

The principle of uniqueness was also applied to 
decide that certain characters s h o ~ ~ l d  not be 
encoded separately. In general, the principle states 
that Unicode encodes characters and not glyphs or 
glyph variations. A character in Unicode reprcscnts 
an abstract concept rather than the manifestation 
as a particular form or glyph. As shown in Figure 1, 
the glyphs of many fonts that render the Latin 
character A all correspond to the same abstract 
character "a," 

Abstract 
Letter Glyph Style 

a Century Schoolbook 

Helvet~ca 

U U Century Gothic 

a Book Antiqua 

Figure I Abstract Latin Letter "a" and 
Style Variants 

Another example is the Arabic presentation 
form. An Arabic character may be written in up to 
four different shapes. Figure 2 shows an Arabic 
character written in its isolated form, and at the 
beginning, in the middle, and at the end of a word. 
According to the design principle of encoding 
abstract characters, these presentation variants are 
all represented by one Unicode character.9 

Since much existing text data is encoded using 
historic character set standartls, a means was pro- 
vided to ensure the integrity of characters upon 
conversion to Unicode. Great care was taken to 
create a Unicode character corresponding to each 

* 
e* e 

0- & a -  
Figure 2 Isolated, Final, Initial, arul Middle Forms 

of the Arabic Character Sheen 
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character in existing standards. Characters identical 
in shape appearing in different standards are identi- 
fied and mapped to a single Unicode character. For 
characters appearing twice in the same standard, a 
compatibility zone was created. These characters 
are encoded as required to make round-trip conver- 
sion possible between other standards and 
Unicode. The Unicode Consortium has agreed to 
create mapping tables for this purpose. 

Text Elements and Combining Characters 
When a computer application processes a text tloc- 
ument, it typically breaks down text into smaller 
elements that correspontl to the smallest unit of 
data for that process. Tliesc units are calletl icxt ele- 
ments. The composition of a text element is clepen- 
dent on the particular process it undergoes. The 
Arabic ligature lcim-nlef is a text element for tlie 
rendering process but not for other character oper- 
ations, such ;is sorting. 

In atltlition, the same process applied to the same 
string of text requires different text elements depend- 
ing on the language associated with the string. 
Figure 3 shows sorting applied to the string "ch." If 
this string is part of English text, the text elements 
for the process of sorting are "c" and "h." In Spanish 
text, however, the text element for sorting is "ch" 
because it is sorted as if it were a single character. 

For other text-processing operations, text ele- 
ments might constitute units smaller than those 
traditionally called characters. Examples are the 
accents and diacritical marks of the Latin script. 
These small text elements interact graphically with 
a noncombining character called a base character. 
The acute accent interacts with the base character 
A to form the character A acute. If a given font does 
not have the character A acute, but it docs have A 
and acute accent as separate glyphs, the character 
A acute has to be divided into smaller units for the 
rendering process. 

In Thai script, vowels and consonants combine 
graphically so that the vowel mark can be either 

Spanish 

curra 

chasquido 
dano - 

English 

charm - 
~urrent  
digit - 

Figure 3 Text Elements and Collation 

before, above, below, or after a consonant, thus 
forming one tlisplay unit. This unit becomes the text 
element for purposes of renderirlg. For a process 
such as advance to m t  chmcter, however, the indi- 
vidual vowels and consonants are the natural units 
of operation and are therefore the text elements. 

There is no simple relationship between text ele- 
ments and code elements. As we have shown, this 
relationship varies both with the language of the 
text and with the operation to be perforrnetl by the 
applir~tion. In earlier encoding systems such as 
ASCII or others with a strong relationship to a lan- 
guage, this problem was not apparent When 
designing a universal character cocle, tlie Unicode 
designers acknowledged the issue and analyzed 
which character elements have to be encoded as 
code elements to represent the scripts of Unicode 
across multiple languages. Rather than burden the 
character code with the complexity of encotling 
a rich set of text elements, the Unicode Technical 

Committee decided that the mapping of code ele- 
ments to more complex text elements should be 
performed at the application level. 

Code Space Structure 
The Unicode code space is the full 16-bit space, 
allowing for 65,536 different character codes. As 
shown in Figure 4, approximately 50 percent of this 
space is allocated. This code space is logically 
divided into four different regions or zones. 

The A-zone, or alphabetic zone, contains the 
alphabetic scripts. The first 256 positions in the 
A-zone are occupied by the I S 0  8859-1, or 8-bit ANSI 

codes, in such a way that an 8-bit ASCII code maps 
to the corresponding 16-bit Unicode character 
through padding it with one null byte. The posi- 
tions corresponding to the 32 ASCII control codes 
0 to 31 are empty, as well as the positions 0x0080 
to Ox009F. 

The characters of other alphabetic scripts 
occupy code space in the range from 0x0000 to 
0x2000. Not all of the space is currently occupied, 
leaving room to encode more alphabetic scripts. 

The remainder of the A-zone up to 0x4000 is allo- 
cated for general symbols and the phonetic ( i t . ,  
nonideographic) characters in use in the Chinese, 
Japanese, and Korean languages. 

The seconcl zone up to 0xAO00 is the ideograph, 
or I-zone, which contains the unified Han charac- 
ters. Currently about 21,000 positions have been 
filled, leaving virtually no room for expansion in 
the I-zone. 
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1- A-ZONE -4- I-ZONE -4- 0-ZONE -1 R-ZONE I-- 

PRIVATE USE A 
COMPATIBILITY ZONE - 
UNIFIED CHINESE, JAPANESE, AND KOREAN 
CHINESE, JAPANESE, AND KOREAN NONIDEOGRAF 
SYMBOLS 
EXTENDED LATIN AND GREEK 
INDlC SCRIPTS 
HEBREW AND ARABIC 
LATIN, GREEK, CYRILLIC, AND ARMENIAN 
1S0-646 INTERNATIONAL REFERENCE VERSION 

'HIC 

Figure 4 Code Space Allocation for Scripts 

The third zone, or 0-zone, is a currently unallo- 
cated space of 16K. Although several uses for this 
space have been proposed, its most natural use 
seems to be for more ideographic characters. 
However, even 16K can hold only a subset of the 
ideographic characters. 

The fourth zone, the restricted or R-zone, has 
some space rcscrved for user-defined characters. It 
also contains the area of codes that are defined for 
compatibility with other standards and are not allo- 
cated elsewhere. 

Processing Unicode Text 
The simplest form of Unicode text is often called 
plain IJnicode. It is a text stream of pure Unicode 
characters without additional formatting or 
attribute data embedded in the text stream. In this 
section, we discuss the issues any application faces 
when processing such text. Processing in this con- 
text applies to the steps such as parsing, analyzing, 
and tr;unsforming that an application performs to 
execute its required task. In most cases, the text 
processing can be divided into a number of primi- 
tive processing operations that are typically offered 
as a toolkit service on a system. In describing 
Unicode text processing, we cliscuss some of these 
primitives. 

Code Conversion 
One of the goals of Unicode is to make it possible to 
write applications that are capable of handling the 
text of many writing systems. Such an application 
would typic-ally apply a model that uses Unicode as 
its w i v e  process code. The application could then 
bc wriften in terms of text operations on Unicode 

data, which does not vary across the different writ- 
ing systems. 

Today, and for some time to come, however, the 
data that the application has to process is typically 
encoded in some code other than Unicode. A fre- 
quent operation to be performecl is therefore the 
conversion from the code (file code) in which data 
is presented to Unicode and back. 

One of the design goals of Unicode was to allow 
compatibility with existing data through round-trip 
conversion without loss of information. It was not 
a goal to be able to convert the codes of other char- 
acter sets to Unicode by simply adding an offset. 
This would violate the principle of uniqueness, 
since many characters are duplicated in the various 
character sets. Most csisting char;~ctcr sets there- 
fore have to be mapped through a table lookup. 
These mapping tables are currently being collected 
by the Unicode Consortium and will be made avail- 
able to the public. 

It was, however, decided that the 8-bit ASCII, or 
IS0 8859-1 character set, was to be mapped into the 
first 256 positions of Unicode. Other character sets 
(or subsets), such as the Thai standard TIS 620-2529, 
could also be mapped directly, since character 
uniql~eness was preservecl. Also, one of the bloclcs 
of Korean syllables is ;I direct mapping from the 
Korean standard KSC 5601. 

Some character sets contain characters that can- 
not be assigned code values under the Unicode 
design rules. Often these characters are different 
shapes of encoded characters, and encoding them 
would violate the principle of uniqueness. To 
allow round-trip conversion for these characters, 
a special code area, the compatibility zone, was set 
aside in the R-zone to encode them and to allow 
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interoperation with Unicode. For example, the 
wide forms of the Latin letters in the Japanese ]Is 
208 standard were invented to simplify rendering 
on monospacing terminals and printers. 

Character Transformations 
A frequently used operation in text processing is 
the transformation of one character into another 
character. For example, Latin lowercase characters 
are often transformed into uppercase characters to 
execute a case-insensitive search. In most tradi- 
tional character sets, this operation would translate 
one code value to another. Thus, the output string 
of the operation would have the same number of 
code values as the input string, and both strings 
would have the same length. This assumption is no 
longer true in the case of Unicode strings. 

Consider the Unicode characters, Latin small 
letter a + combining grave accent, i.e., a string of 
two Unicode characters. If this string were part of 
a French text (in France), transforming a to A would 
result in one Unicode chi~racter, Latin capital letter 
A. If the same string were part of a French Canadian 
text, the accent would be retained on the upper- 
case character. We can therefore make two observa- 
tions: (1) The string resulting from a character 
transformation may contain a different number of 
characters than the original string and (2) The 
result depends on other attributes of the string, in 
this case the language/region attribute. 

Another important character transformation 
operation is a normalization transformation. This 
operation transforms a string into either the most 
uncomposed or the most precomposed form of 
Unicode characters. As an example, we consider 
the different spellings of the combination: 

Latin capital letter U 
zuitb cliaeresis and gmve accent 

This letter has been encoded in precomposed form 
in the Additional Extended Latin part of Unicode. 
There are two additional spellings possible to 
encode the same character shape: 

ij + ,= . ' 
Latin cayital letter U with diaeresis 

+ combining grave accent 

and 

Latin capital letter U 
+ combining diaeresis 

+ combining grave accent 

The most i~ncomposed and the most precomposed 
forms of these spellings can be considered normal- 
ized forms. When processing Unicode text, an 
application would typically transform the charac- 
ter strings into either of these two forms for further 
processing. 

Note that the spellings: .. 
tJ + I,; 

Latin capital letter U 
with grave accent + combining diaeresis 

and 

Latin capitol letter U 
+ combining grave accent 

+ combining diaeresis 

would result in a different character: 
.. 
u 

This result is due to the rule that diacritical marks, 
which stack, must be ordered from the base charac- 
ter outwards. 

Byte Ordering 
Tsaditional character set encodings, which arc con- 
formant to I S 0  2022 and the C language multibyte 
motlel, consider characters to be a stream of bytes, 
including cases in which a ch;~racter consists of 
more than one byte. Unicode chariicters are 16-bit 
entities; the standard does not make any explicit 
statement about the order in which the two bytes of 
the 16-bit characters are transmitted when the data 
is serialized as a stream of bytes. 

The ordering of bytes becomes an issue when 
machines with different internal byte-order archi- 
tecture communicate. The two possible byte 
orders are often called little endian ant1 big endian. 
In a little-endian machine, a 16-bit word is 
addressed as two consecutive bytes, with the low- 
order byte being the first byte; in a big-endian 
machine, the high-order byte is first. Today all com- 
puters based on the Intel 80x86 chips, as well as 
Digital's VAX and Alpha AXP systems, implement a 
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little-endian architecture, whereas machines built 
on Motorola's 680xx, as well as the reduced instruc- 
tion set computers (RISC) of Sun, Hewlett-Packard, 
and lBM, implement a big-endian architecture. In 
blind interchange between systems of possibly dif- 
ferent byte order, Unicode-encoded text may be 
read incorrectly. To avoid such a situation, Unicode 
has implemented a byte-order mark that behaves as 
a signature. As shown in Figure 5, the byte-order 
mark has the code value OxFEFF. It is defined as a 
zerc-width, no-break space character with no 
semantic meaning other than byte-order mark. 

The code value corresponding to the byte- 
inverted form of this character, namely OxFFFE, is an 
illegal IJnicode value. If the byte-order mark is 
inserted into a serialized data stream and is read by 
a machine with a different byte-order architecture, 
it appears as OxFFFE. This fact signals to the applica- 
tion that the bytes of the data stream have been read 
in reverse order from that in which they were 
written and should be inverted. Applications are 
encouraged to use the byte-order mark as the first 
character of any data written to a storage medium 
or transmitted over a network. 

Displuy of Bidirectional Strings 
To facilitate internal text processing, a Unicode- 
compliant application always stores characters in 
logical order, that ib, in the order a human being 
would type or write them. This causes complica- 
tions in rendering when text normally displayed 
right to left (RI,) ib mixed with text displayed left to 
right (LR) Hebrew or Arabic is written right to left, 
but may contain characters written left to right, if 
either language is mixed with Latin characters. 
Numerals or punctuation mixed with Hebrew or 
Arabic can be written in either order, 

The Default Bidirectional Algorithm 
Unicode defines a default algorithm for displaying 
such text based on the direction attributes of char- 
acters. We outline the algorithm in this paper; for 
details, see both volumes of the Unicode stan- 

LITTLE-ENDIAN BYTE-STREAM BIG-ENDIAN 
MACHINE TRANSFER MACHINE 

BYTE-ORDER 
MARK 

FIRST 
BYTE 

SECOND ILLEGAL 
BYTE CHARACTER 

Figure 5 Byte-order Mark 

dard.45 (It is important to consult the second 
volume because it contains corrections to the algo- 
rithm given in the first volume.) 

All printing characters are classified as strongly 
LR, weakly LR, strongly RL, weakly RL, or neutral. In 
addition, Unicode defines the concept of a global 
direction associated with a block of text. A block is 
approximately equivalent to a paragraph. The first 
task of the rendering software is to determine 
the global direction, which becomes the default. 
Embedded strings of characters from other scripts 
are rendered according to their direction attribute. 
Neutral characters take on the attribute of sur- 
rounding characters and are rendered accordingly. 

Directionality Control 
Although the default algorithm gives correct ren- 
clering in most realistic cases, extra information 
occasionally is needed to indicate the correct ren- 
dering order. Therefore, I:nicode includes a num- 
ber of implicit and explicit formatting codes to 
allow for the embedding of bidirectional text: 

Left-to-right mark ( L k w  
Right-to-left mark (RLM) 
Right-to-left embedding (RLE) 
Left-to-right embedding 
Left-to-right override (LRo) 
Right-to-left override (Mo) 
Pop directional formatting (PDF) 

It  must be pointed out that the directional codes 
are to be interpreted only in the case of horizontal 
text and ignored for any operation other than bidi- 
rectional processing. In particular, they must not 
be included in compare string operations. 

The L R M  ant1 RLM characters are nondisplayable 
characters with strong directionality attributes. 
Since characters with weak or neutral directionality 
take their rendition directionality from the sur- 
rounding characters, LRM and RLM are used to influ- 
ence the directionality of neighboring characters. 

The RLE and LRE embedding characters and the 
LRO and RLO override characters introduce sub- 
strings with respect to directionality. The override 
characters enforce a directionality and are used to 
enforce rendering of, for instance, Latin letters or 
numbers from right to left. Substrings can be 
nested, and conforming applications must support 
15 levels of nesting. Each RLE, LRE, LRO, or RLO char- 
acter introduces a new sublevel, and the next fol- 
lowing PDF character returns to the previous level. 
The directionality of the uppermost level is implicit 
or determined by the application. 
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Only correct resolution of dlrectionality nestirlg 
gives the correct result. In general it cannot be 
assumed that a string of text that is inserted into 
other bidirectional text will have the correct direc- 
tionality attributes without special processing. 
This may result in the removal of directional codes 
in the text or in the addition of further controls. As 
shown in Figure 6, particular care needs to be taken 
for cut-and-paste operations of bidirectional text. 

Tmnsmission over 8-bit Chan 72els 
Existing con~munication systems often require that 
data adheres to the  rules of ISO/IEC 2022, which 
reserve the %bit code values berween 0x00 ant1 
0x1 F (the CO space), between 0x80 and 0x9F (the 
C1 space), and tlle code position DELETE1 Since 
Unlcode uses these values to encode characters, 
direct transmission of Unicode data over such trans- 
mission systems is not possible. 

The Unicode designers, in collaboratian with 
[SO, have therefore proposed an algorithm that 
tr;ulsforms Unicode characters so that the CO and 
C1 characters and DELETE are avoided. This algo- 
rithm, the UCS transformation format (UTF), is part 
of the ISo 10646 standard as an informative annex 
It is expected that it will be included in the revised 
Unicode standard. 

The transformation algorithm has k e n  cc~n- 
ceivrd in such a way that the characters corre- 
sponding to the 7-bit ASCII codes and the C I codes 
are represented by one byte (see Figure 4).  Code 
positions OxOOA0 through 0x4015 (which include 
the remainder of the extended Latin alphabet) are 

represented by two bytes each, and three bytes 
each are t~sed for the remaining code values. 

Originally, UTF had been proposed for use h data 
transn~ission and to avoid the problem that embed- 
ded zero bytes represent for C language character 
strings in the char data type. Subsequently, It has 
been proposed to use UTF in I~istorical opentlng 
systems (e.g., UNM) to store Unicotle-encoded sys- 
ten1 resources such as file names.'" 

Modifications of UTF have therefore been pro- 
pmed to ;ltldrcs\ other special requ~rcments buch 
as preservation of the sl;~sh (/) cl~aracter.~l It 
remains to be seen which of these various transfor- 
nution metllods will be widely adoptetl. 

Handling of Combining Characters 
In sunie of the operi~tions discussed above, we have 
indicated t1i:lt the presence o f  combining charac- 
tcra requires processing IJnicocle text differently 
from text encoded in a chari~cter set without corn- 
bining characters. Nortna1iz;ction or tlxnsformation 
of the c11ar;lcters into a normalized h)rm is usually 
a Fist helpf~~l step for further processing. For exam- 
ple, to prepare a text for a comp;~rison oper;ition, 
one may wish to clecompose any preconiposed 
characters. In this way, multiple-pass comparison 
and sorting ;~lgoritlims, which t)lpically pass 
tJm~ug11 ;I Icvel that ignores tliacritical marks, can 
bc applied alrlost uncIianged.l2 

For simple comparison operations, the applica- 
tion must tlccicle o n  a policy of wh;it constiti~tes 
equality of two strings. If the string contains char- 
acters with a single cliacritical mark, it can choose 

DESTINATION TU(T IN LOGICAL ORDER: PLEASE SEND T O : -  

DIRECTM3NALm NESTING: ( ) 

DESlNATlON f fXT IN DISPLAY ORDER. PLEASE SEND TO:-A 

msertlon pornt 

TEXTTO BE PASTED IN LOGICAL ORDER. mr. 1 .  smi th ,  12  john  doe s t r  
MRECTIONALITY NESTING; ( ( 1 1 
TEXT TO BE PASTED IN DISPLAY ORDER: r t s  eod n h o j  12  ,h t ims  . j  . rm  

PASTED TEXT IN LOGICAL ORDER. PLEASE SEND TO:- m r .  1. smi th ,  1 2  j o h n  doe s t r  
DIRECTIONALIM NESTING: ( ( ( ) ) 1 

PASTE:DTWCTINDlSPLAYORDERWlTHOUTNESTlNG PLEASE SEND T O : - h t l m s  . j  .rm, 12  r t s  eod n h o j  mcorrect! 
PASTED TU(T N DISPLAY ORDER WITH NESTIN: PLEASE SEND TO:- r t s  eod n h o j  1 2  , h t i m s  . j  . r m  

Nole: Capital letters slgnity I&-bright w~lttng. Small krners 5lgnlb rigt-11-to-left wt4Ung. 

Fig11 re 6 Cut and P61.stc ofHidir.ectiorlal Text 



either strong matching, which retluires the diacriti- 
cal marks in both strings, or weak matching, wllich 
ignores diacritical marks. If the text includrs char- 
acters with more than one diacritical mark for a 
medium-strong match, the presence of certain 
marks might be reqi~irecl but not o f  otliers. Strong 
matching is required for the Greek word for micro- 
material ~ L K P O ~ J ~ L K ~ ~  and the Greek diminuitive 
form of small ~ , L K P O ~ A L K C I .  Withoi~t the diacritical 
marks, tlie words woultl be identical. 

Unicode requires that combining cliaracters fol- 
low the base character. This solution was chosen 
over the altertiatives of (1) prececle and (2) precede 
and follow, for varioi~s rrasons.1Text-editing oper- 
ations must take into account the presence ant1 
ordering of diacritical marks. A user-friendly appli- 
cation should be consistent in its choice of text ele- 
ment on wliicli operations s ~ ~ c l i  as next ch;~r;~cter 
or delete character operate. This choice should feel 
natural to the user. For example, in Latin, Greek, 
ancl Cyrillic, the expectation would be that 
;~ccentecl cl~;~rncters ;ire the unit of operation, 
whereas in 1)evanag:lri ant1 Thai, where several 
combining characters and a base character com- 
bine into a cell, the natural unit is the inclividual 
ch;lracter. 

Implementation Issues 
In this section we clescribe some o f  the approaches 
that can be taken to support Unicotle. As a concrete 
example, we describe how the Microsoft Windows 
NT operating system uses llnicotle as the native text 
encoding and mi~intains compatibility with existing 
applications based on ;I different encoding 

General Considerations in Adding 
[Jnicode Su.~port 
Informal discussions witli vendors planning to sup- 
port Unicode indicate that the following data types 
and data access arc being considered when using 
the C progr;~ni~iiing language. 

1. A new data type would be designatecl for 
Unicode only. It would be directly accessible by 
the applic;~tion, e.g., typedef unsigned short 
IINICI-II4R. 

The Unicocle-only data type has the advantage 
of being ~~nencumbered witli preconceptions 
about semantics or usage. Also, since the appli- 
cation knows that the contents are in Unicode, it 
can write code-set-dependent applications. 

The major disatlvantagc is that the data type 
woultl vary from one ventlor or pl;~tform to 
another and woultl t11crcfi)re have n o  ht:~ncl;~rcl 
string-processing libraries. 

2. At1 existing d;lt;l type, such as wcli;~r-t in <: 
woultl be usetl. (Note tli;~t the char t l ;~ t ;~  type is 
appropriate only if char is defined as 16 bits, or 
if the string is given some hlrt1ic.r strllcturc 
to define its length by nic:tns otlicr tli:~n null 
terruination. Simil;~r issues may exist in other 
languages.) 

The use of an existing tlat;~ typc h;~s ~ h c  ;~tlvi~ntage 
of being widely known ancl implcmrnted; how- 
ever, it also has thc disadv~ntage of prcrxistinfi 
assumptions about behavior and/or sem;intics. 

3. An op;lque object would be used. Sincc the data 
in these objects is not visible to the calling pn)- 
gram, it can only be processed by routines o r  by 
invoking its member h~nctions (e.g., in (:++). 

Use o f  :in opaquc ohject has tlie advantage o f  hid- 
ing much of the complexity inherent in the world's 
writing systems from the application writer. It has 
the disadvantages common to object-oriented sys- 
tems, such as thc need for software engineers to 
learn a new programming parddigm and a set of 
class libraries for the Ilnicode objects. 

Hozu Windozus NT Implements Unicode 
The Windows NT design team started with several 
goals to make an operating systcni that ~vould prc- 
serve the investment o f  customers ant1 tlcvclopcrs, 
These go;~ls affected their drcisions rcg:irtling tht. 
data types and migration s t ~ ~ t e g i c s  clcscribcd in tlie 
previous section. 

The go;~ls relatetl to text processing were to 

I. Provicle backwartl compatibility 

a) Support existing \IS-l)OS and 16-bit MS 
Windows applications, inclutling those b:isetl 
on 8-bit and clouble-byte ch;~racter set (r,Bc:s) 
code pages. 

b) Support the 110s file allocation t;~hle filc 
system. 

2. IJrovitle worltlwide c1i;iract-er support in 

a) File names 

b) File contents 

c) LJser names 

As described later in thls section, these conflict- 
ing goals were met under a single Windows NT 
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architecture, i f  not simultaneously in the same 
application and file system, then by clever segrega- 
tion of Windows NT into multitasking subsystems. 
These goals also affect the way Microsoft recom- 
mends developers migrate their existing applica- 
tions to Windows NT. 

The Bmic Approach Microsoft's ovcrall approach 
is close to that of using a standard date type that 
accesses data mainly through string-processing 
functions. In addition, Microsoft clefined a special 
set of symbols and macros for application develop- 
ers who wish to continue to develop applications 
based on DOS (e.g., to scll to those with 286 and 
3 8 6 ~ ~  systems), while thcy migrate their products 
to run as native Win32 applications on Windows 
NT. The developer can then compile the appli- 
cation with or without the compiler switch 
-DUNICODE to produce an object module compiled 
for a native Windows NT or a DOS operating envi- 
ronment, respectively. 

Dual-path Data Types To select the appropriate 
compilation path, Microsoft provides C language 
header files that conditionally tlefine data types, 
macros, ant1 function names for either Unicode or 
traditional 8-bit (and DBCS) support, depending on 
whether or not the symbol rJNICODE has been 
defined. An example of a data type that illustrates 
this approach is TCHAR. If UNICODE is defined, 
TCHAR is equivalent to whar-t. Otherwise, it is the 
same as char. The application writer is aslzed to con- 
vert all instancesofchar toTC&\R to implement the 
dual development strategy. 

String-harl i tg  Functions Similarly, the macro 
TEXT is defined to indicate that string constants are 
wide string constants when UNICODE is defined, or 
ordinary string const;lnts otherwise. Application 
writers s h o ~ ~ l d  surrountl all instances of a string 
or character constant with this macro. Thus, 
"Filename" becomes 1'EX'~("Filename"), and 'Z' 
becomes Tm( 'Z ' ) .  The compiler treats these as a 
wide string or character constant if UNICODE is 
defined, and as a standard char based string or char- 
acter otherwise. 

Finally, there are symbol names for each of the 
various string-processing functions. For example, if 
UNICODE is defined, the fi~nction symbol name 
- tcscmp is replaced by wcscmp by the C prepro- 
cessor, indicating that the wide character function 
of that name is to be called. Otherwise, -tcscmp 
is replaced with the standard C library function 

strcnip. Details of this procedure can be found in 
Win32 Application Progmrnming Interface. I 

Procedz~rcs fo r Devclo/~i~z,S/Migr~~ ting A13/1licatio1 I S  

ZIZ the Dual Path In his paper "Program Migration 
to Unicode," Asmus Freytag of Microsoft explains 
the steps usetl to convert an existing application to 
work in Unicotle and retain the :tbility to compile it 
as a DOS or 16-bit Wfindows application.Ii TIie basic 
idea is to remove the assumptions about how ;I 

string is represented or processed. All references to 
string-related objects (e.g., char data types), string 
constants, and string-processing filnctions are 
replaced with their dual-path equivalents. The fol- 
lowing steps are then taken. 

1. Replace all instances of char with TCI-iAK, char: 
with LPSTK, etc. (For a complete listing, see 
"I-'rogram Migration to Unicode.")" 

2. Replace all instances of string or character con- 
stants with the equivalent using the TEXT 
macro.JVor example, 

c h a r  f i  l e m e s s a g e C 1  = " F i l e n a m e " ;  
c h a r  y e s c h a r  = ' Y ' ;  

becomes 

TCHAR f i l e m e s s a g e C 1  = T E X T ( " F i l e n a m e W ) ;  
TCHAR y e s c h a r  = T E X T ( ' Y ' ) ;  

3. Replace standard char based string-processing 
functions with the Win32 fi~nctions. (See page 
221 of Win32 Application Programnziizg Inter- 
face for a complete listing.)l,j 

4. Normalize string-length computations using 
sizeof( ) where appropriate. For example, direct 
computation using address arithmetic shoulcl 
take the form: string-length = (last-aclclress - 
first-addrcss)'sizeof(TCHAR); 

5. Mark all files with the byte-orcler 

6. Make other, more substantial changes. 

Most character-code-dependent processing 
should be taken care of by step 3, as\~~~-ning the 
developer has used stand;lrd functions. If the 
source code makes assumptions about the encod- 
ing, it will have to be replaced with a neutral h ~ n c -  
tion call. For example, the well-known ~~ppercasing 
sequence 

char -upper  = c h a r - l o w e r  + ' a '  -- ' A ' ;  

implicitly assumes the languagc and the Llppercas- 
ing rules are English. 'These must be replaced with a 
function call that accesses the Windows NT Naturill 
Language Services. 
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Summary 
A universal character encoding-the Unicode stan- 
dard-has been developed to produce interna- 
tional software and to process and render data in 
most of the worlcl's languages. The standard, often 
referred to as Unicode/lO646, was jointly devel- 
oped by vendors and individual experts and by 
the International Organization for Standardization 
and International Electrotechnical Commission 
(ISO/IEC). llnicode breaks the (incorrect) principle 
that one character equals one byte equals one 
glyph. It stipulates the use of text elements that 
are dependent on the particular text operation. 
A number of software vendors are now moving to 
support Unicode. Microsoft's implementation sup- 
ports Unicode as the native text encoding in its 
Windows NT operating system. At the same time, i t  
maintains compatibility with existing applications 
based on 8-bit encoding. 
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The X/Open 
Internationalization Model 

Somare internutionulization stan&& allow develol~ers to create ~Jplications 
that are neutral with respect to language and cultural information. WOpen 
adopted a model for internationalization and has revised the model severcll times 
to expand the range of support. The btest m i o n  of the X/Open internationaliza- 
tion model, which supports multfbyte code sets, provides a set of interfnces that 
erlabh users in most of Europe and Asia to develop portable a)plications indepen- 
&nt of the lunguuge and code set. One implementation of this model, the interna- 
tionaliz~d DEC OSF/I AXP version 1.2 (based on OSF/I release 1.2) supports complex 
Asian languages such as Chinese and Japanese. 

Software internationalization standards initiatives 
began in the late 1980s. This paper provides a brief 
history of internationalization standards activities 
followed by a description and an analysis of the 
X/Open model for internationalization. The Open 
Software Foundation's OSWl relase  1.2 and Digital's 
DEC OSF/ 1 AXP version 1.2 internationalization imple- 
mentations serve as reference software for the 
description. The analysis covers both the strengths 
and the limitations of the model. The paper con- 
cludes with a discussion of current and future rela- 
t ionship betwcen this model and other work in 
the field. 

Internationalization Standards 
The International Organization for Standardization 
(ISO) is the primary group that is currently publish- 
ing o r  developing internationalization specifica- 
tions, including code sets, programming languages, 
and frameworks. Before the Is0 adopts emerging 
specifications, much work is done by other groups. 
in  the case of interfaces that support the develop- 
ment of international applications, the Uniforum 
Internationalization Technical Work Group, the 
X/Open Internationalization Work Group, the 
IJn~code Consortium, and the X Consortium have 
been instrumental. 

Internationalizarion is generally consitlered to be 
the processes and tools applied to create software 
that is neutral with reqprcz to  1angu:lge and cultural 
information. This neutrality can be accomplished 
by providing a set of application interfaces designed 

to isolate sensitivity to language and culture- 
specific information. Such interfaces include func- 
tionality to 

Attain character attributes independent of coded 
character sets, i.e., code sets 

Order relationships of characters and strings 

Process culturally sensitive format conversion 
(e.g., date, time, and numbers) 

Maintain user messages for multiple languages 

Standardization of internationalization interfaces 
began predominantly in the UNIX environment. 
Companies such as Hewlett-Packard and AT&T pro- 
vided early proprietary solutions.' 

When X/Open announced its intention to 
include support for internationalization in Issue 2 
of its X/Open Portability Guide (XPG2), Hewlett- 
I'ackard submitted its Natural Language Support 
System as a proposal for an internationalization 
model. X/Open further developed this proposal 
and published the guide in 198T2 Some principles 
developetl for these solutions found their way into 
the emerging C programming language standard 
(ISO/IEC 9899) and the POSlX operating system 
interface specification (ISO/IEC 9945-1).'" 

The subsequent version of the X/Open 
Port;~bility Guide, Xl-'G3, published in 1989, clernon- 
strated filrther improvement in internationalization 
support.5 The guide was aligned with the ISO/IEC <: 
stantlard and the IsO/IEC POSIX specification, both 
of which meanwhile had been finalized. 

- - 
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A major drawback of the XPG3 specification is 
that i t  is limited to single-byte code sets. Such code 
sets are used primarily for western European lan- 
guages and prcclude use of the X/Open internation- 
alization model for Asian and eastern European 
languages. 

The Japanese UNlX Advisory Group developed 
specifications to extend support to character sets 
that are encoded in more than one byte. These code 
sets are generally known as multibyte code sets. 
The Multibyte Support Extensions developed by 
this group are now included in an addendum to the 
ISO/IEC C programming language standard "his 
work was also adopted by X/Open for inclusion in 
Issue 4 of the X/Open Portability Guide (XPGd), 
which was published in 1992.2H.9 

However, the underlying model used by X/Open 
and POSIX does not fully meet the needs of dis- 
tributed and multilingual computing environ- 
ments. Therefore, in 1992 X/Open and Uniforum 
created a joint internationalization work group, 
commonly referred to as the XoJIG. This group 
investigated internationalization requirements for 
distributed and multilingual environments and, in 
November 1992, published a revised model for 
internati~nalization.'~ 

The m e n  Intmationulizatwn Model 
When X/Open first investigated the need for 
internationalization services, several needs were 
identified : 

Meet the market requirements of the X/Open 
member companies. (Many of these require- 
ments were based on the needs of the European 
Economic Community [EEC].) 

Support more than one language and cultural 
environment, including messages ancl date/time. 

Provicle for data transparency, i.e., remove 7-bit, 
U.S. ASCII restrictions from the environment. 

As discussed previously, X/Open adopted a 
model for internationalization and has updated and 
revised the motlel many times. The next section 
describes the current X/Open model. 

Overview of the X/Open Portability 
Model, Issue 4 
There are five components to the current X/Open 
internationalization model, X/Open Portability 
Guide, Issue 4 (XPG4): 

1. Locale announcement mechanism 

2. Locale databases 

3. Internationalization-specific library routines 

4. Internationalized interface definitions for stan- 
dard C language library routines 

5. Message catalog subsystem 

The locale announcement mechanism provides a 
way for an application to load, at run time, a spe- 
cific set of data that describes a user's native lan- 
guage and cultural information. An application user 
can specify a language, a territory, and a code set 
by means of environment variables. The locale 
announcement mechanism checks the environ- 
ment variables. If the variables are set, the applica- 
tion attempts to load the locale-specific data. If the 
environment variables are not set, most applica- 
tions default to the use of the POSIX (i.e., C lan- 
guage) locale or an implementation-defined locale. 
The POSIX locale definition is based on the U.S. ASCII 
code set and the U.S. English language. 

In conjunction with locale databases, the 
announcement mechanism provides access to code 
set specification data, character collation informa- 
tion, date/time/numerical/monetary formatting 
information, negative/affirmative responses, and 
application-specific message catalogs. 

Figure 1 shows the relationships among the com- 
ponents of the X/Open internationalization 
model.I1 Refer to Figure 1 throughout this section, 
as the various elements of the figure are described. 

The locale announcement mechanism is based 
on the setlocale( ) function 

c h a r  * s e t l o c a l e ( i n t  c a t e g o r y ,  
c o n s t  c h a r  * l o c a l e )  

The categories correspond to components of the 
locale database and have a set of corresponding 
user environment variables. The announcement 
mechanism supports an order of precedence when 
querying the user's environment to establish the 
preferred locale. Table 1 shows the environment 
variables specified by X P G ~ .  

The LC-ALL environment variable has prece- 
dence over all others, whereas the LANC environ- 
ment variable has no precedence. The other 1.C-* 

environment variables are of equal weight. 
Although it does not provide a naming conven- 

tion for locales, the X/Open model does spec* the 
locale argument as a pointer to  a string in the form 
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Figure I Corn1)onent.s of the WOpen Inter.~zationalization Model 

Table 1 Locale-specific Environment 
Variables 

Variable Use 

LC-ALL 
LC-COLLATE 
LC-CTYPE 
LC- MESSAGES 

LC- MONETARY 
LC-NUMERIC 
LC-TIME 
LANG 

For all categories 
For collation 
For character classification 
For responses and message 
catalogs 
For monetary information 
For numeric information 
For datehime information 
If no others are set 

Examples of environment variable settings are 

LANG = en-US.IS08859-I 

and 

LC-COLLATE = ja-JP.jpEUC 

The modifier is sometimes used to specify ;I partic- 
ular instance of a language or cultural information 
for a locale. For instance, if support for a particular 
sort order is necessary, in a German locale the user 
might speclfy 

LC-COLLATE = de-DE.IS08859-1 @phone 

to sort alphabetically according to the telephone 
tlirectory rather than the clictionary. 

Locale databases can be provided by either 
the system ventlor or an application cleveloper. A 
description of utilities that convert a source format 
specification of a locale to a binary file follows. 

The setlocale( ) function accesses the binary 
locale databases and provides a global locale within 
a given application. The global locale is similar to 
a global variable in that it is shared by all of an appli- 
cation's proceclures. Locale switching can be done 
within an ;~pplication, but within the scope of the 
X P ( ; ~  motlel such locale switching is unnecessarily 
complex antl costly, in terms of performance. A 
later section discusses additional limitations of this 
mechanism. 

'The set of interfaces shown in Table 2 supports 
international application development and was 
first introducecl as part of the ISO/lEC C and the 
XIJG2 antl XPG3 specifications. These interfaces are 
used primarily to ;tccess data in the locale databases 
or to manipulate locale-sensitive data. 

'The XIJ(;? specification is based on the use of 
ISO/IEC 8859-1 as the transmission code set.I2 Some 
implementations use this as an internal code set, 
instead of the ASCII code set. 

A limited set of functions that support multibyte 
characters is also wailable: mblen( ), mbtowc( ), 
mbtowcs( ), wctombc), and wcstombs(). Each 
of these f~~nct ions  is based on the ISO/IEC C wide 
character (wchar-t) data type. The size of the data 
type is not specified by the standard and can vary 
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Table 2 Interfaces for International 
Application Development 

Interface Use 

localeconv( ) For retrieving locale-dependent 
formatting parameters 

nl-langinfo( ) For extracting information from 
the locale database 

setlocale( ) For locale announcement 
strcoll( ) For locale-based string collation 

For converting dateltime formats 
based on locale 

strxfrm( ) For transforming a string for 
collation in current locale 

from one implementation to the next, depending 
on the code set support offered by a particular ven- 
dor. This multibyte function set does not provide 
adequate support for Asian language application 
cleveloprnent. 

In addition to the mb';' and wc" functions, the 
X/Open internationalization moclel specifies a set 
of eslcnsions for many library functions and com- 
mands. Tliese extensions enable the support of 
8-bit characters as well as provide the functionality 
required to meet the original goal of ensuring data 
transparency. For example, changes to the printf( ) 
ant1 scanf( ) families of functions allow the order- 
ing of arguments to be specified in translated nies- 
sage catalogs. In addition, about 80 commands, 
including sort and date, were modified to support 
the locale categories. 

The XP(; specifications include a message catalog 
subsystem. Although not very sophisticated, this 
subsystem provides much needed functionality. 
Minor updates have been made with each new issue 
of the Portability Guide. The subsystem comprises 
only three functions: ca topeno,  catclose( ), and 
catgets( ). A comm;~nd, gencat, is used to convert a 
message source file into a binary message catalog 
th;~t is accessed at run time by an application. The 
behavior of the catopen( ) function is dependent 
on the user's chosen locale ;~llowing selection of 
translated messages. 

XPG4 Speczjcicntiun and the OSF/I Release 
1.2 Implementation 
This section discusses the XPG4 model in terms 
of the OSF/1 rdc:se 1.2 irnplernentation. Topics 
include code set support, the locale definition 
utility (the utility for handling data in mixed code 

sets), worldwide portability interfaces, and local 
language support. 

Code Sel Support As mentioned in the prevlous 
section, the XPG3 specification primarily supports 
code sets based on the ISO/lEC 8859-1 specification. 
The XPG4 model goes beyond this by including 
additional interface specifications to support multi- 
byte locales and internationalized commands 

The X P G ~  moclel is a superset of the five basic 
components of the XPG3 model. The use of the 
wchar-t data type is a key feature of the new inter- 
face specifications, because this data type supports 
multibyte code sets. In tlie internationalized DEC 
OSF/l AXP version 1.2 system, the size of w c h a ~ t  
is 32 bits, which enables the support of complex 
Asian languages such as Chinese. This implementa- 
tion is based on the OSF/l release 1.2, which is itself 
designed to support 8-, 16 ,  or 32-bit wchar-t defini- 
tions. The X/Open internationalization model is 
based on the concept of process and file codes. In 
the internationalized DEC OSF/1 version 1.2 imple- 
mentation, the wchar-t data type is used as process 
code. That is, internal to an application, characters 
are colivertetl to the wchar-t data type before use. 
File code, i t . ,  on-disk data, is always stored as 
multibyte characters. An application converts all 
internal process code (i.e., wchar-t data type) char- 
acter to multibyte character prior to storing it on 
disk. This enables file compression and enforces 
the use of a constant width for the processing of 
character information. The mb' and wc* fiinctions 
convert between the two types of data. The size of 
the wchar-t data type combined with the capability 
to support multiple encoding schemes provides the 
flexibility required to have a code set-independent 
implementation, 

Restrictions exist on the use of certain characters 
in the second and subseqi~ent bytes of a multibyte 
character so that fill1 code set independence is diffi- 
cult to achieve. An example of such a restriction is 
the slash character /. The UNIX file system uses this 
character as a delimiter in absolute and relative 
pathname specifications. Implementations based 
on OSF/1 release 1.2 restrict the use of characters 
in the range 0x00-0x3F to the ASCII code set. 
However, even with this restriction, it is possible to 
build robust systems that support a wide range of 
multibyte code sets. 

To gain the necessary flexibility, the Open Soft- 
ware Foundation Introduced an object-oriented 
architecture for the internationalization subsystem. 
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'I'his nrchitecti~re specifies the various components 
of the X/Open model as subclasses. At run time, 
an application instantiates objects built from these 
subclasses by means of the sctlocalc( ) function 
call. 

localede? iconv, and Code Set In~lependence 
XPG3 does not provide a utility for describing 
locales. Therefore, the number of different 
approaches to the problem matched the number of 
vendors. Introduced in the POSIX specification 
ISO/IEC DIS 9745-2 and hence ailopted by X/Open, 
the localedef utility provides a mechanism for spec- 
lfying a locale in a portable manner.13 For each code 
set supported in the internationalized DEC OSF/l 
A X P  system, there is a corresponding charmap file 
and one or more corresponding locale definition 
files that adhere to the POSIX specifications. 
Combined with a set of locale-specific methods and 
code set converter modules, these subclasses pro- 
vide the foundation for the OsF internationalization 
architecture. 

Locale-specific methods provide a way for the 
ISO/IEC C language mbtowc( ), wctomb( ) family of 
functions to work in a multiple code set cnviron- 
ment. The wchar-t encoding of a multibyte charac- 
ter in the Japanese SJlS code set is different from 
that for a character in the Super DEC Kanji code set. 
At execution time, the correct method is instanti- 
ated based on the user's choice of loc:~lc. An exam- 
ple of such an instantiation is shown in Figure 2. 

A user-level utility (iconv) and several library li~nc- 
tions (iconv( ), iconv-open( ), and iconv-close( )) 
provide a way to handle data that may be in mixed 
code sets. Internationalized DEC OsWl version 1.2 
provide5 an extensive set of code set conversion 
modules. New conversion methods are easily added 
to the system. 

Worldzcide Portability I n t w c e s  The X P G ~  inter- 
nationalization architect itre par;illels the XPGMISO 
C motlel. For example, >(1'(;4 spccil'ies ;i family of 
isw* h~nctions similar in design to t l ~ c  is" fi~nctions 

LANG = ja-JP.SJIS 
rnbtowc( ) + sjis-mbtowc( ) 

or 
LANG = zhJW.eucTW 

rnblowc( ) + eucTW-mbtowc( ) 

Figure 2 Inst~intiation of rnl?tozoc() 

(e.g., isalpha) specified in the ISO/JEC C standard. As  
mentionetl previously, the XIKi.4 model does not 
include all the interfaces necessary for application 
tlevelopers to handle multibyte code sets. A new 
set of interfaces, which parallels the set of lSO/lEC C 
8-bit interfaces, was developed and integrated into 
thc XPG4 speciSic;ttion. The final version of the 
interface specification was proposed to the ISO/lEC 

C committee as the Multibyte Support Extensions. 

C~i l t~ iml  Data/Locnl Lnngzlnge Supf~ort Local 
language support is achieved through the use of 
locale databases and message catalogs. The catalogs 
enable trzinslation of user messages. Locale data- 
bases have two components: the charmap file and 
the locale tlefinition file. These databases are cre- 
ated by means of the localedef command. 

The c11;irmap file contains a POSIX-compliant 
specification of the code set, i.e., a one-to-one 
mapping from ch;iracter to code point. The locale 
tlefinition file contains the culti~ral information. 
Various sections of the definition f le correspond 
to the categories referenced by the setlocale( ) 
function. The definition file contains collation 
specifications, numeric ant1 monetary formatting 
information, date/time formats, affirmative/ 
negative response specifications, and character 
classification information. I11 the OSF/l release 1.2 
implementation, these tlefinition files are indepen- 
dent of thc code set. For example, the definition for 
Japanese (ja-JP) can be combined with multiple 
charmap files such as S l l S  or eucJ1'. 

Strengths ofthe m p e n  Model 
The greatest strength of the X/Open international- 
ization model is that it is in place today ant1 enables 
the tlevelopment of portable, language- and code 
set-independent applications. The international- 
ized DEC OSF/l AXI' version 1.2 system provides sup- 
port throughout the commantls and utilities for 20 
code sets that represent niajor European ancl Asian 
languages. All this is accomplished using X I ' G ~  
application programming interfaces (APIs). In addi- 
tion, the programming paradigm is consistent with 
ANSI C, making it easier for application clevelopers 
to modify existing applications for international 
support. 

Limitations of the X/Open Model 
As described previously, the X/Open niodel for 
internationalization provides a comprehensive 
set of application interfaces, thus enabling the 
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tlevelopment of applications that can be used 
worldwide. Yet, as with many stanclards, there are 
limits to what can be accomplishetl. In this case, 
limitations manifest themselves in several areas: 

C language API 

Distributed computing environments 

Multithreaded applications 

Unicode and ISO/IEC 10646 s u p p ~ r t ~ ~ , ' ~  

Because the X/Open ancl POSIX specifications are 
based on UNIX implementations, the APIs are speci- 
fied only for the C programming language. For pro- 
gramming Iangllages such as COBOL, FORTRAN, and 
Acla. it is not necessarily possible to match the syn- 
tax and semantics of the API. The remainder of this 
section explores generic problems with the global 
locale model ancl addresses specific issues in more 
tletall 

Global Locale Issues 
The S/Open model is based on the concept of a 
global locale This aspect of the model is achieved 
through the use of locale data that is maintained in 
a private, process-wicle global structure. The use of 
A global locale IS one of the more severe drawbacks 
to uslng the overall model. 

When working with this model, application 
developers typically assume that a single language- 
territory-cocle set combination is in use at a given 
time and will remain constant on a per-process 
basis. Although it is possible to use the announce- 
ment mechanihm to determine the run-time locale 
of a process. this mechanism is cumbersome. The 
application must both save and restore the locale 
information. 

Another drawback of the X/Open model is that 
existing APls do not include a way to share locale- 
specific information between processes. This, com- 
binecl with the difficulty of locale switching, limits 
the ability to support multilingual and distributed 
applications. 

Distribuled Processing Issues 
In a client-server environment, the problem of sup- 
porting multiple locales becomes a serious issue. 
Consider the following examples: 

A server gets rcqucsts from vnrious clients, each 
running their own loc;~lc. Thcsc rcyi~csts are 
proccsscd using the locale of the client. The 

process includes returning locale-specific user 
messages to the client and processing user- 
localc-sensitive date/time formats, collation 
information, and string manipulation. 

A window manager that supports multiple 
clients displays menus for a client based on the 
client's locale. The user error messages displayed 
are basecl on the locale of the server. 

When a client sends a request to a server, the 
request parameters that are passed between the 
client and the server imply an associated locale. 
Since the global locale is not an explicit argument in 
any of the X P G ~  functions, this localc is difficult to 
pass to the server. Consider the specific case of 
remote procedure calls (WCs), where an interface 
definition language (IDL) might be used to generate 
client stubs. Becausc of the global nature of the 
locale, insufficient Information is available to the 
IDL to determine ~f the locale information neetls to 
be used as an argi~ment to any generated functions. 
Thus, the server may need to change its locale for 
each client request, which may be ~lnacceptable in 
terms of system performance. 

Using the current XpG model, synchronizing the 
use of a specific locale between ;I client and server 
may not be possible. Even if a client could specify 
a locale as part of the request, the locale may not 
be available at the server side or may be repli- 
cated incorrectly on the server side. This situation 
exists because locale names and content are not 
standardized. 

Although the XPG4 specification includes the 
localedef command for specifying the content of a 
locale database, there is no provision for standardiz- 
ing the content. The only locale for which an 
X/Open specification exists is the POSK or C locale. 
In addition, there is no specification for explicitly 
naming a locale. Locale namcs are composed of lan- 
guage, territory, and cocle set components. Many 
vendors use ISO/IEC 637 and ISO/IEC 3166 for the lan- 
guage and territory components, but there is little 
agreement on code set naming  convention^.^:^^ 
This naming scheme is not sufficient for uniquely 
identifying locales, as is recluiretl in a client-server 
model. 

Another problem with the X/Open moclel that 
impacts application performance and the ease with 
which an application can be internationalizecl is 
related to the process code. The representation of 
the process code, i.e., wchar-t, is implementation 
defined, and the mapping of multibyte characters 
to wick character codes may be locale sensitive. 
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Therefore, wchar-t-encoded data cannot be 
exchanged freely between the client-server pair. 
The only exception would be if the end user gu;ir- 
anteed that the process code was identical (or a 
given locale for each part of the client-server pair 
'The XPG4 specification does not include function- 
a l~ ty  to identfy or to interrogate the wchar-t 
encoding scheme i~sed. 

Multitbreaded Applications 
The problems encountered in a distributed process- 
ing environment become more complex if the 
application is also multithreaded. Using POSIX 
threads, commonly referred to as pthreads, more 
than one thread is in the execution phase at the 
same time.IWgain, a problem with the global, pro- 
cess-wide locale is evident. The application cannot 
maintain the state of the global locale, accom- 
plished by a save/restore process, without blocking 
all other threads. Likewise, execution of locale-sen- 
sitive functions recli~ires locking all threacls to 
ensure that the global state is not altered prior 
to completion. The need to continually lock and 
unlock threacls, in aclclition to being undesirable, 
results in a performance problem for international- 
ized applications. Another approach is to make 
locale data thread-specific. 

Mu1 tilingual Applications 
The X/Open internationalization model is oriented 
toward the development of monolingual applica- 
tions. Therefore, the model does not provide filnc- 
tions to handle data that consists of an arbitrary 
mixture of languages and code sets. 

The following are some examples of applications 
that may require multilingiial services: 

Applications that simultaneously interact with 
a number of users (e.g., trans;~ction processing 
systems), where each user can choose a language 

A word processing application for rnultilingi~al 
texts that need language-sensitive formatting, 
hyphen;~tion, etc. 

Unicode Support 
With the arrival of the Unicode universal character 
code and the adoption of ISO/IEC 10646 as its form, 
both POSIX and X/Open have to address the issues 
of support.15.16 The X/Open Internationalization 
Working Group is preparing a paper on Unicode 

support within the existing specifications; this 
publication should be availal>le in late 1993. Some 
of the issi~es that the C language, I'OSIX, ancl XPG4 
are facing to support Unicocle or ISO/lEC 10646 are 
character compatibility, code restrictions, and valid 
character strings. 

Unicode characters are incompatible with the 
C language cl~ar* data type used in the POSIX and 
X/Open models. Unicode characters are 16-bit enti- 
ties, whereas the POSIX and X/Open characters are 
in practice 8-bit bytes, even though theoretically 
the byte size is implementation dependent. Most 
APIs defined in the I'OSlX and X/Open models 
implicitly ;issilme 8-bit characters. This principle . ratters is extended to cover Asian multibyte ch? 
by considering each character to be a sequence of 
8-bit char tlata elements. Unicotle characters, how- 
ever, cannot be broken down into sequences of 
v;~lid %bit char''' clata elen~ents. 

The POSIX character model requires thaL the 
cocle values for char" d;ita protect the code ranges 
for control characters between 0x00-0x11: and 
Oxt30-0x9F, the code position DEI.P:TE, and the slash 
character /. No such restrictions exist in Unicode. 

The C language postulates that a null character 
terminates ;I char'.' string. Since the Unicotle string 
most likely contains zero bytes, these bytes would 
be interpreted as string terminators. In principle, 
the C language would allow a compiler to tlefine 
the char" data type to be of 16-bit width. However, 
given the prevailing assumption in POSE and X P G ~  

that one character equals one 8-bit byte, a Unicode 
character string cannot be a valid char" string. 

For these reasons, Unicode cannot be a valitl file 
code as defined by the I'OSlX and X/Open specifica- 
tions. IJnicotle is not us;ible as an S P G ~  process 
cock either. Unicode ant1 ISO/IE<: 10646 allow the 
combining of 16-bit cl~aracters. '~ However, in m;my 
operations the combining character (e.g., in the 
French char:icter set, the grave accent) and the base 
character (e.g., the letter e) have to be processed 
together. This situation contr;~dicts the X1'(;4 
tnodel, where each character ot'tlie process code is 
individually addressed and processetl. 

Using a well-defined encoding as X P G ~  process 
code would also violate the principle that the pro- 
cess code is opaque, implementation defined, ancl 
not valid outside the current process. For all these 
reasons, the X/Open Joint 1nternationaliz;ltion 
Group decitled to propose using Unicocle in ;I mod- 
ifiecl form of the universal multiple-octet codetl 
character set (UCS) transformation format (UTF).'(',"' 
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Proposed Changes to the Model 
The XPG4 model limitations tlescribecl in the previ- 
ous sections are well understood in the internation- 
alization community. X/Open has published a 
Snapshot specification for a set of distributed inter- 
nationalization services.JO This specification cloes 
not solve all the problems identified in this paper. It 
cloes, however, address the problems associated 
with the use of the global locale mechanism, locale 
identification, and text object manipulation. Note 
that these are proposed changes ancl have not been 
adopted by any standarcls organization. 

The proposed changes include 

A locale naming specification that enables the 
identification of a given locale in a tlistributed 
environment 

Definition and support of a locale registry 

A new set of ~ P l s  that enables application soft- 
ware to 
- Concurrently manage and use many different 

locales 

- Manipulate opaque text objectsL' 
- Support stateful ant1 nonstatefi~l encoding5 

and file codes that are exclutlecl by the cur- 
rent standards (i5.g., nonzero byte terminators 
used in the Unicvcle code set) 

Locale Naming and the Locale Registry 
In an internationalized environment, the server 
must replicate the client's locale. If the client's 

Table 3 Network Locale Naming Specifications 

locale can be uniquely identified, the remote code 
can replicate the locale by obtaining it and specify- 
ing this information as part of the operation. To 
solve the locale replication problem, the XoJ[G 
developed a locale naming scheme, referred to as 
the locale specification. 

The locale specification is a character string that 
contains the locale name for each category that 
exists within the locale. The syntax for locale 
names is a list of keyword-value pairs, where each 
pair defines a locale category. Certain keywords, 
such as cocle set name, encoding name, and owner 
or vendor name, are standardized as part of the reg- 
istration process. Table 3 shows two examples of 
locale specifications. 

Although this naming scheme provides for 
unique identification of locales, the names are long. 
The specification calls for the use of ASCII charac- 
ters to name locales. The American English locale 
specification is over 200 bytes in length. A short- 
hand notation called network locale specification 
token has been proposed. 

The network locale specification token is an 
unsigned integer value that can be represented 
within four bytes. The two most significant bytes 
represent the registration authority. I'nder the pro- 
posal, national and international standards bodies, 
companies, and consortia, etc., that wish to use net- 
work locale specification tokens will receive 
unique itlentifiers. A block of values will be 
reserved for private use between consenting sys- 
tems. A set of new functions will allow conversion 

-- 

American English Locale Using the ISOIIEC Latin-1 Code Set 

Japanese Locale Using Japanese Extended UNlX Code (EUC) Encoding 
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between the fill1 locale specification and the locale 
specific~tion token. 

The loc:~le specification proposal sotves the 
problem of unique naming for locales. Combined 
with a locale registry, this proposal overcomes 
some of the limitations of the current X/Open 
model. Within the registry, cnch locale will have 
a name defined according to the new syntax. 
Assuming vendors add these registered locales to 
their systems, language-sensitive operations in a 
distributed environment will obtain the same 
results across systems. This registry has been estab- 
lished by X/Open, and several locales have been 
submitted. 

Multilocale Support 
A new set of interfaces, the set of o* functions, has 
been proposed. These interfaces provide capabili- 
ties similar to those defined by the X P G ~  model. 
These ncw functions addrchs many of the model's 
limitations, including multithreaded applications, 
distributed systems, and multilingual appl~cations. 

Most of the o* functions utili~t. three new data 
types: locale object, attribute object, and text 
object. To overcome the limitation imposed by a 
global, per-process locale, the fundamental X P G ~  
programming paratligm is altered to define locali- 
zation on a per-call rather than a per-process basis. 
This change is accomplished by defining a new 
opaque data typc called a locale object. A locale 
object identifies the locale and can be passed as an 
argument to locale-sensitive functions on a per-call 
basis. In this way, the basic programming paradigm 
becomes 

1 .  Perform operation X on data Y using locale 2 

and not 

1. Set global locale Z 

2. Perform operation X on data Y 

An attribute object is a generic opaque object 
that serves as a container to other opaque objects, 
such as a locale object. Use of an attribute object in 
the proposed APIs provides a solution that is not 
specific to solving internationalization problems. It 
is anticipated that objects, in addition to the locale 
object, will be identified. The additional objects 
might result from requirements in such areas as 
multimedia, network security, and X11-specific 
extensions to the locale. 

A text object is a new data type that replaces the 
character (char) and wide character (wchar-t) data 

types used in the XPG4 internationalization moclcl. 
As previously defined, a tcst object refers to :I col- 
lection of text characters that may or may not 11:tvc 
mctadat:~ associated with them. Support for direc- 
tionality, as required for right-to-left languages 
such as Hebrew, is an example of when such meta- 
data would be introduced. If a text object has a 
locale defined as part of the metadata (i.e., self- 
announcing data), the locale specified as part of the 
data supersedes the locale passed as an argument to 
the o* functions. The locale that is passed as a hnc -  
tion argument acts as a default locale for operations 
that require it. All o* functions allow a locale identi- 
fier to be passed as an argument. This capability 
eliminates the limitations of the XPG4 global locale. 
The support of metadata associated with text 
objects is implementation defined. 

A text object data type is represented by a text 
pointer of type txt-ptr. A text pointer represents all 
the information associated with a particular charac- 
ter position within the text object. This informa- 
tion is sufficient to perform any kind of operation, 
such as classification, extraction, or uppercasing. 

In summary, the o* functions allow text objects 
to be classified, converted, transferred to and from 
files, etc. The functionality of the o* functions 
is designed to parallel the character-handling 
functionality provided by the X/Open internation- 
alization model. For example, functions for manipu- 
lating text pointers and for concatenating text 
objects are tuned to the multilocale model. 
Interfaces have also been introduced to provide 
management fi~nctions for new objects. 

Conclusions 
When introduced, the X/Open Portability Guide 
Issue 3 model for internationalization met about 90 
percent of the known req~~irements in the western 
European market. The introduction of the X P G ~  
worltlwide portability interfaces expanded the 
region to include Asia, Japan, and eastern Europe. 
Consequently, application developers can write 
portable code that supports a variety of languages. 
The use of the worldwide portability interfaces for 
computer-aided design applications that are dis- 
tributed worldwide is one example of such code. 

However, the use of the client-server model 
expanded greatly in the time it took to develop 
thcse standards. Also, the need to support truly 
multilingual applications in a distributed environ- 
ment became evident. New code set specifications 
(i.e., Unicode) have been adopted, and systems 
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supporting Unicode as both file and process code  
have been implemented. Application vendors are 
beginning to see  their markets expand into every 
corner of the world. 

The X P G ~  model will continue to  provide much- 
needed interfaces for quite some time. Yet, to  meet 
the challenges of the truly distributed environ- 
ment, a new API, similar to the o" functions pre- 
sented here, must be  developed and accepted. 
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The Ordering of Universal 
Character Strings 

In the countries of the zuorld, people have developed various methods to order 
words and names based on their cultures. Many challenges andproblems are asso- 
ciated with dez~eloping ways for computers to emulate human ordering methods. 
A n  eflicient co~qu ter  methodfor obtaining a quality ordering has been devised as 
an extension to the single-step cofnpare. I t  solves many but not all of the problems. 
A universal code now exists to store words and names written in many languages 
and scripts, but there is no universal way to order words and names. Hence, formal 
specification methods are needed for compziter users to describe culture-specific 
ordering rules. This area is still open lo research. Meanwhile, international stan- 
dardization committees endeavor to formulate sensible proposals for multicultt~ral 
contexts. 

Today, when we access information stored in com- 
puters, we often ask the computer to present us 
lists of items arranged in an ortler that is meaningfill 
to us and easy to use. In the future, will the com- 
puter rencler obsolete the lists of words and names 
ordered for human reference? Will the computer 
look up all information in our place? Will we no 
longer need the skills to find our way around in dic- 
tionaries, telephone directories, and the like? These 
things are not impossible, but we ourselves might 
not live to see them happen. 

If ordering for human consumption is to stay 
around for a while, then the next question that we 
might ask is whether or not it would be possible 
to harmonize the ways in which lists are ordered 
around the world. Most people are aware that alpha- 
betic ortler may differ from one country to another. 
The same is true for scripts that are not based on 
;in alphabet: although the Chinese Han characters 
are used to write Japanese ancl Korean, lists with 
Han characters are not in the same order in the 
People's Republic of China, Japan, Korea, and 
Taiwan, Rep~~blic of China. 

Can we change to a universal ordering system 
or at least make ordering the same where the 
same script is being used? If the order of words 
were the same, life would surely be easier for the 
traveler! Unfortunately (if the reader permits that 
expression), the way in which we work with 
ordered lists is a cultural aspect and is related to 

the languages that we use. A proposal to change 
ordering habits is a bit like proposing a spelling 
reform. Everyone is in favor of simplification as 
long as it applies to other groups of people, but we 
see no reason to change things for ourselves. In 
fact, looking back to the roots of our own culture, 
we find many good reasons why things are as they 
are today, so a change is seldom perceived as an 
improvement. 

The conclusion is, for the time being, that we 
may as well use the computer to help us organize 
lists and to take into account that the task of order- 
ing lists is not universally the same. 

This paper explores the issues involved with 
ordering and the ways the computer can deal 
with them. It describes how people order words 
and names, and consequently, how they expect 
words and names to be ordered if a computer does 
the ordering. It presents examples of ordering in 
various cultures. This paper concentrates on the 
ordering of words and names; it does not include a 
cliscussion of numerical ordering. 

Words, Names, and Character Strings 
Computers store words and names as character 
strings. The symbols that we use for writing are 
mapped to bit patterns in computers, and these pat- 
terns are chained together. For pragmatic reasons, 
the bit patterns do not correspond to graphic sym- 
bols in a simple one-to-one fashion. Attributes such 
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as the font in which the symbol is prcscntetl;~~id tlie 
size of the symbol .are usually stored in separate 
are&%, and the bit pattern for the specific character 
that represents the symbol remitins thc s;lmc. ,\lso, 
several characters or bit p:ltlerns c:ln sometimes be 
represented by the same gr;~phic symbol. For ex;im- 
ple, the characters Ml ' lN  CAPITAL I.E'ITER A and 
GKEEK CAPITAL LETTER ALPHA can be renclcrcd with 
the same graphic symbol A. Finally, the chaining of 
characters to strings may not completely agrcc with 
the visual arrangement of correspontling graphic 
5yrnbols. 

In other lvords. there arc. differences between 
how people order words antl names and how com- 
puters order the corresponding ch;~r;~cter strings. 
People combine linowlcclgc about words ant1 
n;uncs (for cs:implc, how to reatl :lntl pronounce 
the~ii) wit11 t.isu;il aspect5 ofthe written or printed 
words ant1 names. Computers must work with the 
bit patterns. 

With regard to character coding, the I)zte~.rl~r- 
lional Stutrdurd ISO/IEC 10646-1: 199.3, Oiziz)er*s~~l 
Multiple-Octet C O W  Cbamcter Set, antl the de 
k~cto standard, Unicode version 1.1, are considered 
state of the art. These two coding methods can con- 
veniently be considered as identical, and the same 
abbreviation, rJCs, refers to both of them. With UCS 
coding, words and names can be stored in many 
of the scripts of the world, and Chinese Han charac- 
ters can be chained together with Latin, Greek, 
Cyrillic, Hebrew, and Arabic letters and many 
more. 

Before discussing the complexities of rlc:s 
coding, this paper explores some important 
aspects of ordering of char:~cter strings in the next 
section. 

Lexical Ordering 
With Iesical ortlcring, the computer takes into 
;lccount only the kintls of characters that ;tppear in 
the strings :und the arr;~ngcment of thcsc characters. 
Apart from the ordering :~lgorithm ant1 the associ- 
; ~ ~ c t l  data, tlie computer i~scs no other knowlctlge 
th:~t it might have about the words in the character 
strings. For example, it cloes not use ;III electronic 
rlictionary or rules ;iboi~t natural langu;~ge syntax. 
phonetics. ;end semantics. 'l'he itlea is to scc how 
computers c:in work with rc:~sonably efficient tech- 
niques, ~ ~ l i i l e  staying c l o ~  to how people work. 
I\lc;uning-l~ascd ordering and starching with the 
computer is ;In interesting sul,ject in itself, but is 
t o o  broad ;I scope for this paper. 

When people order wortls or names or when 
they are looking for them in an ordered list, they 
often usc (utlconsc,iously sometimes) the meanings 
of these words or so~ne  other knowledge about the 
words or names. For example, when looking for the 
name .+Jc21.1illnn in a telephone directory, they 
might try to fintl it between MacLeoc/ and 
r1.IacNer~ille, knowing that Mc is the same as Mac. 
They might even look between Melbourne and 
MurpL7j.; ignoring the Mc of Mchlill~~n altogether. If 
thc computer h:a only a character string that repre- 
setits tlie lettcrs of the name .iClc,lfiZlnn, then it lacks 
the knowledge to look up the n;une any other way. 
Lexical ordering cannot incorporate expanding or 
ignoring prefises and abhrevintions; there is no lex- 
ical rule to determine what part of the ch:tracter 
string might be a prefix or an abbreviation. 

As another ex:~mple, in Japanese many Han 
characters (callecl kanji by the J;lpatiese) are pro- 
nounced in a different way depending on the 
contest. Japa~iese dictionaries h)r gelier;~l use are 
orderetl by pronunciation; therefore, if the com- 
puter has only the kanji character in the character 
string, i t  cannot order or look i ~ p  in the same way 
as people do in Japan. The character for rice, for 
ex:~mple, is pronoi~ncetl r-nai in a form such as gai 
lnai (imported rice), but as hci in a form such as 
bci koku (America). The tlifference is due to the his- 
torical backgroi~ntl of the character or when, in 
its specific context, it was borrowed from the 
Chinese. When kunji are i~setl in proper names, 
sucli :IS names of persons and geographical names, 
there may be no context information, and Iiilman 
intervention might be needed to know the correct 
pronunciation. 

In these cases, since the computer must mimic 
how people order and is limited to lexical tech- 
niques, more t11;1n cocles h)r the letters or for 
the kuizji must be stored in the character strings. 
For cs;~mple, the computer might have a character 
string th;~t contains a k~lrrji character plus its 
pronunciation represented with kana characters. 
Or the computer might h;~ve strings sucli as 
(hJc)Mill~~iz with the convention that the parenthe- 
ses indicate parts to be igllored for ordering and 
searching. 

Motlern diction;~ries and telephone directories 
irse Icxical techniques as much as possible, which is 
better in a multicultural environment. It is much 
easicr to i~~iderstaticl and apply lexical rules for 
searching than to acquire intuitive knowledge of 
an i~nhmiliar culti~re. 
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Worcls, Not Indizjidzlnl Letters 
It is important to unclerstancl that people orcler 
words and names, not just the indiviclual letters and 
symbols. Consequently, good-quitlity lexical orcler- 
ing that comes close to Iiow people work cannot he 
achieved by looking at all the characters in a string 
only once, from the first one through the last one. 
This concept can best be illustrated with alphabetic 
scripts, anel some English csamples are given below. 

When one looks for .\'o.S in a modern English dic- 
tionary, one expects to see it between sort and 
soul. Now, to finel 50.7 between sort and so~il, one 
must ignore that .FOS is in uppercase letters ancl sort 
and soul are in lowercase. This type of lookup is 
achievable by looking at all the letters once. 

Now consider the abbreviation meaning 
clear- air- turbulence. CAT is listecl betmrc-en c a s ~ ~ a l  
ancl catc~lysl: In this case, we cannot ignore the dif- 
ference between CAT and cat. The dictionary lists 
both wortls, and some clictionaries consistently list 
1owerc;ise words behre uppercase words (or vice 
vcrs;~), so the order using lowercase first woultl be 
cnsiral, cut, CAT, catalyst. I t  is not possible to devise 
an algorithm or method that woulcl arrange these 
four wortls in the correct order by looking at all the 
letters once. To guarantee the correct order in all 
cases, a first step is needed in which uppercase is 
considcreel equal to lowercase; the two words cat 
and CATniust be placecl in the correct order in a sec- 
ond step, in which uppcrciise and lowercase make 
a difference. 

Dealing with uppercase and lowercase is not the 
only issue for alphabetic ordering. Many languages 
use letters with diacritical marks such as accents. 
Wortls ant1 names may also contain spaces or spe- 
cial symbols, such as hyphens, apostrophes, and 
points. Examples arc 6 i ~  Dalzg, best-selle); rock 'rz' 
roll, antl 1?.P Wien orclering is strictly ;~lphabetic, as 
is the case in many clictionaries, then accents on let- 
ters, spacing, and special symbols are ignored in the 
first step, but they ;Ire taken into account to resolve 
a tie. For cx;lmple, the correct ortler in French 
might be cleniel; clc'~zie4 dcr.nierA; or iV6, ivli, N B . ,  IVLI, 
n.d., NII .  i l l  English. 

Table - driven Multilevel Ordering 
The heart of ordering methods is the comp;~rison of 
two character strings. If we have an algorithm to 
determine whether one string should prccede, fol- 
low, or hc consitlered equal to a second string, then 
arranging a list of struigs in tlie correct order is 
straightforward. 

Single-step or One-1ez)c.l Compc~rr 
The single-step cornpare or one-level ordering algo- 
rithm is known by most readers: 

Compare the first char;~cters of the two strings; if 
equal, then compare the second characters; con- 
tinue until a difference is 1i)uncl or until at Ic.:~st one 
string is cshausted. If a difference is found, then the 
character-collating sequence determines which 
string precetles the other. (Example: zi~ords pre- 
cedes zuorking because rl precetles 8.)  I f  one of the 
two strings is exhausted, then the shorter string 
precetles. (Example: word precedes u~oruls.) If both 
strings itre exhausted, then they are consiclered 
equal. 

Multiple-step or Multileuel Comnpnr-e 
The state-of the-art conl],uter methotl for compar- 
ing character strings is a generalization of the single- 
step compare. If, after using the above algorithm 
with the first collating sequence, both strings are 
found to be equal, then in tlic secontl step the nlgo- 
rithm is repeated. Both strings are con~l>ared again, 
starting from their first characters, now using tlie 
second collating sequence. The second step may 
be followed by a third step and so on, one step for 
each col lating sequence. 

To be precjse, the one collating seclilence of all 
characters i s  replaced by a matrix of collating 
weights and collating weight sequences for each 
weight (W) column. Consider tlie following 
example: 

W 1 
L A T I N  C A P I T A L  L E T T E R  D <D>  
L A T I N  SMALL LETTER E  <E> 
L A T I N  SMALL LETTER E  

W I T H  ACUTE <E> 
L A T I N  SMALL LETTER E 

W I T H  GRAVE <E> 
L A T I N  C A P I T A L  LETTER E <E> 
L A T I N  C A P I T A L  LETTER E  

W I T H  ACUTE <E> 
L A T I N  C A P I T A L  LETTER E  

W I T H  GRAVE <E> 
L A T I N  SMALL LETTER F < F >  

The collriting sequence for W l  is <i\>, < I 3 > ,  <(:>, 
etc. This means that, with the example matrix, all 
variants of Latin letter E are equal in the first com- 
parison step. The collating sequence for W2 is 
<NONE>,  <A(:lIT'E>, <(;RAVE>, which me;lns that in 
the second step, the acccnts makc a difl'ercnce, but 
there is no tlistinction between lowcrcasc ancl 
uppercase v~ri:~nts. That distinction is made In the 
third step: the collating sequence for W3 is <I.C>. 
<I.rC>. 
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The weight matrix and the collating sequences 
can be placed in tablcs that are used by the ordering 
algorithm, hence the name 1;iblc-drivcn multilevel 
ordering. 

If this example matrix is extended in a similar 
way, then the multilevel algorithm would place the 
following words (most of which are real French 
words) in this correct order: dknie, DENIE; deni; 
DEIVIER, dknie?; DBNIER, denier; dernier 

The method that is described here is also used 
in POSIX (ISO/IEC 9945-2.2 Shell and Utilities, 
LC-COILATE Refittilion).' Rolf Gavare was among 
the first to publish a paper on multiple-step com- 
parisons.2 Alain LaBonte was the first to describe it 
as explained in this paper, and he also implementetl 
it as a Canadian Standard (CSA 2243.4.1-1992). 
LaBonte devised a complete and predictable order- 
ing method that corresponds to very fine detail 
with the best examples of French and English dic- 
tionary ordering 

Generate Comparison K q  
With the mriltilevel method, it is also possible to 
have the algorithm generate a comparison key for 
a specific character string rather than always com- 
pare two strings. These comparison keys can be 
stored with the character strings; a one-level corn- 
parison of keys then gives thc same result as a multi- 
level comparison of the original character strings. 
For example, and again extending the example 
matrix given above, the comparison key for dgnie 
could be a convenient numerical representation of 
<D><E><N><I><E><nil><NONE><ACUTE><NONE><NONE> 
<NONE><NONE><nil><I.C><LC><LC><LC><LC>. 

The <nil> precedes all other weights. Its pres- 
ence at the end of the comparison key subfields 
guarantees that shorter strings precede longer 
strings. Efficient compression techniques exist for 
such comparison keys. 

Variations o f t h e  Multilevel Method 
The following section expands upon the multilevel 
method and gives examples of changcs necessary to 
accommodate cu l t~~ra l  differences in word older. 

Special Symbols 
With a small extension, the multilevel method can 
also handle special characters such as the hyphen 
and the apostrophe to mimic traditional human 
alphabetic ordering. Another weight column must 
be added to the matrix given above to distinguish 
letters from special characters: 

L A T I N  SMALL 
L E T T E R  E  <E> 

. . . 
H Y P H E N - M I N U S  I G N O R E  I G N O R E  I G N O R E  <HPH> 

The IGNORE indicates that the character is 
skipped in the comparison algorithm in the first 
three steps. A collating sequence for W4, in which 
<LTR> precedes all symbols for special characters 
such as <HPH>, guarantees that words and names 
without special characters precede the ones with 
exactly the same letters, but with speci;il characters. 

A four-level ordering such as the one suggested 
here is sufficient for a goocl-qualit): complete, and 
predictable alphabetic ordering with the Latin 
alpliabet. 

Additional Letters 
For most languages written in Latin characters, the 
correct order of words woulcl be seniol; sefioritn, 
sentinzeiztal, sefiara6Ie. 7'0 achieve this order, W1 
would be . . . ,  <M>, <N>, <O>, . , and the m;ctrix 
would include LATIN SMALL LETTER N WITH lII.I)E, 
where W1 is <N>, W2 is <TILDE>, and W3 ib <I.C>. 

In Spanish, the N WTH TILDE is consideretl ;I let- 
ter to be ordered between N and 0 and the correct 
order is senior; sentimental, seEoritn, separable. To 
achieve this type of ordering, W1 would be . . ., <M>, 

<N>, <NTILDE>, <O>, . . ., and the matrix would atld 
LATIN SMALL LElTER N WITH 'TIl.IIE, where W1 is 
<NTILDE>, W2 is <NONE>, and W3 is <LC>. 

The multilevel method can also handle ligature5 by 
allowing each matrix element to be a sequence of 
weights, rather than one weight. For A3 in French, 
the matrix would include LATIN SMALL LIGATl RE 
AE, where W1 is <A><E>, W2 is <IX;><LG>, ant1 W.3 
is <LC><I.C>. In these languages, LIGATURE AE is 
equivalent to two letters when ordering words. In 
Norwegian, the AF is 2 letter 011 its own. W1 is . . . ,  
<Y>, <Z>, <AE>, <OSTKOKE>, <AWN<;>. For the 
matrix element, LATIN SIMALL LIGATlIRE AE, W1 is 
< A D ,  W2 is <NONE>, and W3 is <LC:>. 

Logograms 
Some special symbols, sometimes called logograms, 
can be seen as short not;itions for words. & + XI .  A 
culture-specific ordering may replace such symbols 
by the corresponding words. If the language is 
English, for example, then Research & Development 
can be ordered as Research and l~evelopment. As 
long as a fixed rule exists for replacing symbols by 
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equivalent words, the extension that was intro- 
duced for h5 can be applied in a similar way to 
obtain the desired ordering. On the other hand, if 
the replacement word depends on the language 
used in the rest of the string, then lexical ordering 
cannot do the job properly without more informa- 
tion coded in the character strings. 

Fine Tuning for the Accents 
The table-driven multilevel method, as explained so 
far, would place French words in this order: cote, 
cot&, ccbte, ccbtk, maGon, mbcon. In a traditional, 
correct ordering, they should be in the following 
order: cote, ccbte, cot&, ccbt6, mbcon, rnaFon. (In gen- 
eral, accents at the end of a French word are more 
important for understanding than other accents.) 

To obtain the desired ordering, another exten- 
sion of the multiple-step method is needed: for the 
second step, the one that discriminates between 
quasi-homographs (words that differ only in their 
diacritical marks), the comparison algorithm should 
start from the end of the strings rather than from 
the beginning. For the other Western languages that 
use the Latin alphabet, this reverse processing for 
the accents is not needed. On the other hand, it 
does not hinder either, so the French method is 
acceptable as well. 

French is not the only language with such quasi- 
homographs. In new-Greek, with the modern 
monotoniko spelling, all multisyllabic words have 
one accent that indicates the stressed syllable. 
New-Greek has many quasi-homographs, inclucling 
the following examples, which use a simple tran- 
scription of Greek letters to Latin letters: drguros, 
argurbs, diakonia, diakonih, mktro, metro, para, 
para. The French method of reverse processing 
produces acceptable results for new-Greek as well. 

Fine Tuning for the Special Symbols 
With the tables extended as explained in the 
section Special Symbols, the multiple-step algo- 
rithm would order words as follows: unionized, 
union-ized, un-ionized. For the exceptional cases 
such as this one, in which two words are identical 
except for the placement of a special symbol, the 
order unionized, un-ionized, union-ized may 
seem more appropriate. Usually, the hyphen is per- 
ceived as a word break, not on the first level, but on 
a subsequent level, and with word breaks, shorter 
words always comc first. 

To obtain the latter ordering, one could use the 
same technique as for the diacritical marks: have 

the algorithm start from the end of the strings for 
the level that deals with the special symbols. POSlX 
has a small extension to the multilevel method that 
gives similar results while still moving forward. 
This extension adds the position of the symbol to 
its table weight during comparison. 

Special Symbols in Combination with 
Uppercase and Lowercase Characters 
This section does not introduce a new extension 
but reconsiders the extension for the special sym- 
bols. This method adds a fourth weight column: 

L A T I N  SMALL 
L E T T E R  E  <E> <NONE> <LC> <LTR> 

. . .  
H Y P H E N - M I N U S  I G N O R E  I G N O R E  I G N O R E  <HPH> 

With W3 for uppercase and lowercase and W4 
for the special characters, the distinctions between 
uppercase and lowercase are considered more 
important than the presence or absence of spacing 
and special symbols. In many cultures, this is 
indeed the case with proper names of people. The 
following order is desired with names that differ in 
use of uppercase or lowercase letters: deGroot, de 
Groot, Degroot, De groot, DeGroot, De Groot. 

For some geographical names, it could be argued 
that special symbols are more significant than the 
difference between lowercase and uppercase. 
For example, the desired order is Sanssouci, 
SANSSOUCI, Sans Souci, SANS SOUCI, Sans-Souci, 
SANS-SOUCI. (Sanssouci is a castle near Potsdam in 
Germany; Sans Souci is a city in South Carolina, 
U.S.A., and a suburb of Sydney, Australia; and Sans- 
Souci is a historical place on Haiti.) To obtain this 
order, W3 and W4 must be switched. 

Some Problems with the 
Multilevel Method 
To obtain the correct order, changes are sometimes 
necessary to the multilevel method. This section 
discusses cases in which it is less easy to adapt the 
table-driven multilevel method. 

Digraphs and Collating Elements 
CH and LL have special placement in the Spanish 
alphabet. Spanish is not unique in this respect; com- 
binations of letters also have special placement in 
the Albanian, Hungarian, Vietnamese, and Welsh 
alphabets. The Welsh ordering alphabet, for exam- 
p l e , i s A R C C H D D D E F F F G N G H I J L L L M N O P P H  
R RH S T TH IJ W Y, and the followhg list of words is 
correctly ordered in Welsh: a m ,  achos, adwy, 
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addas, agwdd, angau, almon, allan, anfynych, 
anflodus, antut; anthem. 

Before the multilevel method can be applied, it 
is necessary to replace the multiple-character 
combinations by pseudo-characters. In POSE 
LC-COLLATE, such a mechanism is foreseen. One 
can declare combinations such as LATIN SMALL 
LElTER C followed by LATIN SMALL LE'ITER H to be 
collating elements and give them a name [hat can 
be used in the matrix. 

At first it would seem that this solves the prob- 
lem. One complication, however, is that the two let- 
ters together do  not always represent the special 
alphabet letter. In Welsh, for example, the N and G 
are separate letters in the Welsh words melyngocb, 
dangos, gwyngalchu, and muynglawdd. The word 
melyngoch then is among words starting with 
melyn, not after the words with melyg. More infor- 
mation must be coded in the character strings that 
represent Welsh words to define a correct lexical 
ordering. 

A similar problem exists with Danish. In most 
Danish words, aa is semantically and phonetically 
equivalent to d. Danes expect aa and 2 to be 
ordered together, after 5 A?, and 0. But in worcls of 
foreign origin, aa is just A + A. 

The reader with a knowledge of programming 
complexity will probably also see that the collating- 
element extension makes the table-driven multi- 
level method less straightforward to implement. If 
there are only a few collating-element extensions, 
then simple workarounds might help, but what if 
there are thousands of them? (Improbable? Wait to 
form your opinion until you read the section Added 
Complexity with UCS Coding.) 

Sequences, However Long 
Other ordering requirementh are difficult to accom- 
modate with the matrix method. For example, the 
British standard on orckring, BS 1749:1985, requires 
that (in the first step) spaces, dashes, hyphens, and 
diagonal slashes and sequences of them be treated 
as a single space (w-hich is significant), except at the 
beginning of an entry, where they should be 
ignored. Making a space significant for ordering is 
easy, but the collatlng-element extension unfortu- 
nately does not allow recursive definitions, SO it 
cannot incorporate the sequences of spaces, etc. 

Other Problems 
Context dependencies il lus~r;~te another problem 
for collating-element cxtensions. The Japanese 

language has several DLIP characters, the weights 
for which depend on the context. For first-level 
ordering, a DUP character in a Japanesc word or 
name car] be considered equivalent to thc character 
that precedes it. Hence, if X represents a Japanese 
character, then X followed by DUP is equivalent to X 
followed by X in the first comparison step. Tie 
breaking is done in a subsequent step: X DUP then 
precedes X X. If collating-element definitions are 
used, definitions for all possible combinations are 
required. 

Added Complexity with UCS Coding 
The concepts discussetl in this section have existed 
in other coded character sets for some time. For 
example, Is0 6937 has combining characters, and 
ISO/IEC 8859-7 contains Latin and Greek letters. 
With UCS, script mixing and combining characters 
will for the first time be implemented on a wide 
scale, not only geographically speaking, but also 
when counting the number and the importance of 
the computer platforms on which IJCS coding will 
exist. 

IJCS has room for some 65,000 characters in the 
currently defined basic multilingual plane. The first 
and most obvious implication is that the tables for 
the multilevel method will be huge with UCS. 

Mixing Scripts 
With UCS coding, many scripts can be used in a sin- 
gle character string. Although all languages with a 
non-Latin script have some tradition of incorporat- 
ing words and names written in Latin letters, there 
are not many rules about ordering in such a con- 
text. For example, where should the Latin-letter 
abbreviation SOS be placed in a Greek, Russian, or 
Chinese clictionary? The problem with computers, 
of course, is that everything must be specified, 
including the unusual situations. 

Ordering Han Characters 
As previously stated, UCS also codes Han characters. 
The people who use them for writing characterize 
a Han character with attributes such as its main rad- 
ical, the number of pen strokes to draw the char- 
acter, and its Chinese or Japanese pronunciation. 
(A radical is a constituent part of the character.) 

For example, the Han characters with Japanese 
pronunciation tera (temple), h t a  (type), and sbiro 
(capital) all have the same main radical. Tera has six 
strokes; katu and shiro have nine. The Chinese pro- 
nunciations are ji, kei, and jyou. 
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A popular ordering is by radical first, then by 
number of keystrokes, and finally by Chinese pro- 
nunciation. With this ordering, tera comes first (it 
has only six strokes), and kata precedes shiro 
because of the Chinese pronunciation. If this were 
the one ancl only way of ordering Han characters, 
then the computer would not need to know about 
the radicals, pen strokes, etc. Each Han character 
has a different code (bit pattern), so a single (but 
long) collation order for the corresponding codes 
would be sufficient. 

Significantly, each dictionary of Han characters 
has developetl its own tradition for ordering. 
Depending on the application, audience, scl~ool, or 
political considerations, the preferred ordering 
may be different. For example, the onyomi order- 
ing is also in popular use in Japan. It is by Chinese 
pronunciation first, then by stroke count. With 
onyomi ordering, kata comes first, then tera, and 
shiro is the last one. 

Han characters are always ordered character by 
character, so the multilevel method that applies 
multiple wcights in multiple steps involving com- 
plctc strings is not required. Han characters require 
multiple weights with a specific combination that 
is dynamically selected for a single-step ordering. 

It  is not evident how this dynamic single step can 
be combined with the standard multiple-step 
method, which is needed for UCS strings containing 
Han characters mixed with other ones. 

Corn bining Characters 
LJCS also contains the concept of combining charac- 
ters. In the example matrices given above, it was 
assumed that letters with accents such as LATIN 
SMALL LETTER E WlTH ACUTE are coded as one char- 
acter. UCS indeed has such one-character codings, 
but it allows a letter with an accent to be coded as 
two characters as we1 I. The sequence of two char- 
acters LATIN SMALL LETTER E followed by COMBIN- 
ING ACUTE is also valid in UCS. 

UCS does not state that LATIN ShMLL LETWR 
E WlTH ACUTE is the same as LATIN SPWLL LETTER 
E followecl by COMBINING ACUTE; it leaves i t  to 
applications to consider them equivalent or not. 
Needless to say, many application developers will 
want users to have the possibility of considering 
both forms equivalent, at least for ordering. 

The notion of equivalence becomes quite intri- 
cate with two or more diacritical marks. See the 
paper on Unicode in this issue for a discussion on 
tr;rnsformations between equivalent spellings.' 

For our extended matrix method, not only thou- 
sands, but an unlimitetl number of collating ele- 
ments would have to be defined. UCS allows any 
number of combining characters to follow a non- 
combining character. 

Logical Order and Coding Order 
With ucs coding, the order of the characters in a 
string is the logical or reading order, not the order 
in which the symbols have to be printed or tlis- 
played. Hence, UCS encoded text is difficult to dis- 
play and print, but relatively easy to be processed, 
e.g., for ordering. 

In Thai, unfortunately, this approach was not 
implemented totally. The vowels and diacritics that 
appear above or untler a consonant are coded in 
logical (reading) order, but Thai has five so-called 
pre-positioned vowels that are written and coded 
before the consonant after which they have to be 
pronounced. This corresponds to current comput- 
ing practices in Thailand and was incorporated in 
[JCS coding as a sort of backward compatibility. For 
example, the word written and encoded as E + CH + 
N (ignoring vowel shortener ancl tone mark) is pro- 
nouncetl cb&n and ordered accordingl~l. To allow 
correct ordering for UCS-encoded Thai, some pre- 
processing is necessary to arrange the Thai vowels 
in the correct position for the ordering step. 

Formatting Characters 
Many coded character sets contain characters that 
do not correspond to some written symbol but 
have some control function, often for output for- 
matting. For ordering, these formatting characters 
can usually be handled in the same ways as special 
characters. 

The characters ZEItO WIDTH JOINER and ZERO 
WIDTH NON-JOINER are among the U(:S formatting 
characters. Their primary purpose is to influence 
the display of characters of a cursive script such as 
Arabic. Before UCS was finalized, some people sug- 
gested that ZERO WIDTH NON-JOINER might be used 
to indicate the absence of special digraphs such as 
in the Wclsli word rnelyngocb. It has also been pro- 
posed that ZERO WIDTH JOINER might be ~ ~ s e d  to 
create new letters such as i~nusual or newly 
invented ligatures. Today, this is no longer consid- 
ered a valid use of these formatting characters. 

Toward a Formal Description 
of Ordertong 
Excellence for computer applications means not 
only that the application incorporate a different 
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way of ordering for each culture, but ;~lso that it 
give freedom to its users to define variations and 
use different approaches to ordering. This is impor- 
tant for some cultures. Not so long itgo, the use of 
multiple letter fonts was considered speci;tlized 
work for professional printers: today every word 
processor must allow it. Flexibility with regard 
to ordering may also become commonpl;~cc a fc\v 
years from now. Rut how can such flcsibility be 
provided in a con~puter-tligestible yet user-friendly 
wd y ? 

Many tlocuments describe ordering in an infor- 
mal way National standarcls on ordering are seldom 
formal definitions. They contaiti clirectives such as 
each unbroken sequence of digits, disregarding 
commas, spaces, and stops is considered as one 
character; or multiple hyphens collate as one; or i j  
is ordered as i + j; or 8 = ss. Such directives are 
vague for computers. They are imprecise: Is the 
hyphen to be unclerstood as the ch;tr;~cter H'YPHEN- 
MINUS only, or also as related, but distinct charac- 
ters in UCS coding such as HYPHEN, MINUS SIGN, and 
others? They are ;~lso incomplete: ij is ordered, but 
not IJ, Ij ,  and iJ: They use graphic symbols, where 
the computer wants to know things about charac- 
ters: Does stand for LATIN SiLrPLLL. LETI'ER S W  S 
or for GREEK SMA1.L LETTER BETA? 

On the other hand, the clescriptions for POSIX 
LC-COLLATE are quite formal. They are more or less 
bound to a specific implementation, in this case the 
table-driven multilevel method described above. 
A more simple formal description is sometimes suf- 
ficient. For example, if the data to be ortlered is 
filtered and contains only uppercase Latin letters, 
then the POSIX syntax may seem an overkill. In 
other cases, the LC-COLLATE h)rmalisni lacks 
expressive power, as we have seen. 

Is it possible to design a formal specification 
niethod that falls between the descriptive texts in 
country standards and the almost algorithmic 
parameters such as POSE LOCALES? 

ISO/IEC 10646-1: 1993 may provide a first step to 
build formal definitions. I t  is the most comprehen- 
sive repertoire of characters to date and a strict 
superset of many earlier repertoires and coded 
character sets. Moreover, it establishes a unique and 
authoritative naming for characters. This paper 
uses character n;lmes such as LATIN CAPITAL L m E R  
E WITH ACUTE. I S 0  has clecidetl that the 10646 
names will be usecl in all future character set stan- 
dards and standard updates. In a certain sense, 
ISO/IEC 10646-1 : 1993 is a character reference 

manual, ancl formal definitions about ordering can 
be built upon its content. 

Preprocessing 
Preprocessing a character string, transforming it 
into text elements or linguistic units in a logical 
sequence, is a seconcl concept that cleserves elabo- 
ration. It was mentioned in relation to Thai with its 
prc-positioned vowels in a preceding section. 

Breaking clown ;I string into the smallest units to 
be processed by an ordering algorithm ancl arrang- 
ing these units in the desired processing orcler is 
a powerful mechanism. It could also be used to 
detect collating elements, to replace Japanese DUP 
characters, or to transform character sequences 
that contain combining characters. This mecha- 
nism woulcl then allow the table-tlrivcn multilevel 
method to be used to its full extent on prepro- 
cessed strings. 

Preprocessing might cli;~nge the character string: 
units are rearranged, characters are replitced by 
other ones, etc. It is possible that two originally dif- 
ferent character strings could be preprocessed to 
an identical intermediate form. If ortlering is to be 
complete and predictable, preprocessing must gen- 
erate additional tags that are taken into account by 
the multilevel methocl. 

Consequently, the output of the preprocessing 
phase might be more than pieces of character 
strings. The lines used in the matrices for the multi- 
level method have (names of) characters as labels. If 
preprocessing were designed to generate an output 
that is easier to consume by the m~~ltilevel method, 
the labels could be anything that seems suitable. 

The problem, again, is how to allow for the speci- 
fication of preprocessing in a formal yet user- 
friendly w:ly Transformations based on regular 
expressions and finite state machines are a possible 
path. These techniques allow an efficient implemen- 
tation. I! J. Plauger has published material about 
using them for ordering with the C language.'-(' 

The evolution of computer systems is progressing 
toward a better quality interaction with people. An 
Aspect of that interaction is the ordering of words 
and names. Efficient methods exist today for obtain- 
ing a quality ordering. Although some software 
uses these methotls, many applications perform 
computer-friendly ordering rather than human- 
friendly ordering. There is no technical limitation 
to improve on that aspect; for example, a multilevel 
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algorithm with user-specified tables can replace a 
single-step bit-code ortlering. 

For some cultures and in multicultural environ- 
ments, not all ordering problems are solvecl. 
Research is needed, as well as formal rules to allow 
users to spec~fy ordering preferences. 

Some i~sefi~l  ordering techniques are in place. 
The table-driven multilevel method is an important 
one. Preprocessing can solve some problems, but a 
convenient formalism is needed to s p e c 0  it. UCS 
coding provides many new challenges; but at 
the same time it offers a new fixed point, from 
which it may be possible to derive user-friendly for- 
mal definitions. 

Appendix: 
International Standardization Efforts 
Many countries have tlevelopetl a standard on order- 
ing. These stanclartls are not listed in this section. 

ISO/IEC JTCl/SC22/W(; 15 (Programming Lan- 
guages) is the committee and work group that is 
discussing the POslX work (IS0 9945). 

ISO/IECJ?'Cl/SC22/MG20 (Internationalization) is 
working on a Technical Report that will provide a 
fr;~rnework for i~iternationalization. The work 
group is also preparing tlocuments on the registry 
of cultur;~l elements, specification methods for 
defining string comparison, and a default-tailorable 
ordering for 10646. 

CEN (European Stantlartlization Committee) 
13TS7 (Technical Bureau on 11')/TC304 (Character Set 
Technology) has a project on European character 
string ordering rules. The scope is to establish pro- 
cedures for the registration of national and regional 
ordering rules and to prepare multilingual charac- 
ter ortlering rules for European scripts (Latin, 
Greek, and Cyrillic). 

1SO TC37/SC2AVG2 is currently working on multi- 
lingual ordering for terminological and lexico- 
graphical purposes. I S 0  T C ~ ~ / S C ~  has similar work 
but for bibliographical purposes. The approach is 
application orientecl, whereas the other I S 0  and 
CEN efforts mentioned above are computer- 
oriented approaches. 

To allow for some level of synchronization of 
these efforts ant1 to avoid overlaps, liaisons have 
been established between all these committees. 
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International Distributed 
Systems-Architectural 
and Practical Issues 

Buildzng distributed systems for international usage requires addressimzg many 
architectural and practical issues. Kty to the efficient construction of such systems, 
modularity in systems and in run-time libraries allows greater reuse of compo- 
nents and thus permits incremental improvenaents to multilingual systems. Using 
safe software practices, such as banishing the use of literals and parameterizing 
userpreferences, can help minimize the costs associated with localization, reengi- 
neering, maintenance, and design. 

The worldwide deployment of computer systems 
has generated the nced to support multiple lan- 
guages, scripts, and character sets simultaneously. 
A system should focus on natural ease of use and 
thus allow end users to read system messages in the 
language of their choice, to have natural menus, 
forms, prompts, etc., and to enter and display data 
in their preferred prcsentation form. 

Digital envisions a computer system that not 
only is distributed but is distributed geographically 
across the world. A single site may have end users 
with varying language and cultural preferences. For 
example, a Japancsc bank in Tel Aviv may have 
employees whose native languages are Arabic, 
English, Hebrew, Japanese, or Russian, and may 
contluct business in one or several of these lan- 
guages. Figure 1 could represent a portion of their 

ARABIC USER 

network. The client software, e.g., a mail client and 
the local windowing system, could be completely 
monolingual. Networking, database, antl printing 
services, for instance, shoulcl be multilingual in that 
they support the various end users by providing 
services independent of the natural languages, 
scripts, or character sets used. 

This paper surveys many of the architectural and 
practical issues involved in the efficient construc- 
tion of international distributed systems. We begin 
by discussing some economic issues and pitfalls 
related to localization and rcengineering. Many of 
these topics can be addressed by straightforward 
good engineering practices, and we explore several 
important techniques. The structure of application- 
specific and system-level run-time libraries (RTLs) 
is a key issue. We therefore devote several sections 
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of this paper to preferred RTL structi~res, data rep- 
resentations, and key RTL serviceb. Distributed 
systems cause some special problems, which we 
briefly discuss, commenting on naming, security, 
management, and configuration. In particular, a 
desire for client software desig~led for rnonoling~ral 
distributed systems to work without change in a 
multilingual distributed system led to a new system 
model. In the model, the host servers and the sys- 
tem management provide the interfaces and con- 
versions necessary for these clients to interface 
with the multilingual world. Finally, we observe 
that all the preceding techniques can be delivered 
incrementally with respect to both increasing func- 
tionality and lowering engineering cost. 

Localization and Reenginem'ng 
When a system component is productized for some 
local market, the process of making it competitive 
and totally acceptable to that market is called local- 
ization. During this process, changes in the design 
and structure of the product may be required. 
These changes are called reengineering. For exam- 
ple, U.S. automobiles whose steering linkages, 
engine placement, console, etc., were not designed 
to allow the choice of left- or right-hand steering 
were not competitive in Japan. Reengineering 
these automobiles for right-hand steering was pro- 
hibitively expensive, so manufacturers had to 
redesign later models. 

Computer systems have problems similar to the 
automobile left-hand-right-hand steering problem. 
A good architecture and design is necessary to 
avoid expensive reengineering during localization. 
The following are examples of areas in which a 
localization effort may encounter problems: user- 
defined characters and ligatures; geomet~y prefer- 
ences, such as vertical or right-to-left writing 
tlirection, screen layout, and page size; ant1 policy 
differences, such as meeting protocols and required 
paper trails. Building limiting assumptions into a 
software or hardware product c;in often lead to 
costly reengineering efforts and regional time- 
to-market delays. 

On the other hand, an internal survey of reengi- 
neering problems associated with Digital's software 
indicates that simple, easy-to-avoid problems are 
strikingly frequent. In fact, it is amazing how many 
ways a U.S. engineer could find to make use of the 
(ultimately erroneous) assumption that one charac- 
ter fits into one 8-bit (or even more constrictive, 
one 7-bit) byte! 

Safe Socftware Practices 
Many well-known, straightforward programming 
practices, ifatloptecl. can dramatic;~lly reduce rccngi- 
rlecring efforts.'-' Evcn for cxisting systcms, thc cost 
of incrementally rewriting software to incorporate 
some of these practices is often more than recov- 
ered in lower maintenance and reengineering 
costs. This section discusses a few key practiccs. 

Probably the most fundamental and elementary 
safe software practice is to banish literals, i.e., 
strings, characters, and numbers, from the code. 
Applying this practice does not simply redefine YES 

to be "yes" or THREE to be the integer 3. Rather, this 
practice yields me;rningR~I names, for instance, 
affirmative-response and maximum-alternatives, 
to help ;inyone who is trying to understand how 
the code fi~nctions. Thus, not only does the prac- 
tice make the code tilore maintainable, but it 
also makes it easier to parameterize or generalize 
the data representation, the user interface prefer- 
ences, and the functionality in ways the original 
programmer may have missetl. These definitions 
can be gathered into separate declaration files, mes- 
sage catalogs, resource files, or other databases to 
provide flexibility in supporting clients of different 
languages. 

The abstraction of literals extends to many data 
types. In general, it is best to use opaque data types 
to encapsulate objects such as typed numbers (e.g., 
money and weight), strings, date and time of day, 
graphics, image, audio, video, and handwriting. 
Providing methods or subroutines for data type 
manipulation conceals from the application how 
these data types are manipulated. The use of poly- 
morphism can servc to overload common method 
and operation names like create, print, and delete. 
S~lpport for ~n~lltiple presentation jbr7ns for each 
data type shoultl allow aclditional ones to be adtletl 
easily. These presentation forms are typic;illy 
strings or irnagcs that are formatted according 
to end-user preferenccs. Both input and output 
should be factored first into transformations 
between the data type and the presentation form, 
and then into input ant1 output on the prese~ltation 
form. For cxample, to input a date involves 
inputting and parsing a string that represents a pre- 
sentation form of the date, e.g., "17 janvier 1977," 
and computing a value whose data type is Date. 

The concepts of character and of how a character 
is encoded inside a computer vary dramatically 
wor1d~ide.~~~-11 In addition, a process that works 
with a single character in one language may need to 
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work with multiple characters in another language. 
One simple rule can prevent the problems that this 
variation can cause: Banish the Character data 
type from applications, and use an opaque string 
data type instead. This rule eliminates the tempting 
practice of making pervasive use of how a charac- 
ter is storecl and used in the programmer's native 
system. The Array of Character data type is nearly as 
insidious, because it is tempting to use the ith ele- 
ment for something that will not make sense in 
another natural language. One shoulcl only extract 
substrings s [ i j ]  from a string s. Thus, when in a 
given language the object being extracted is only 
one code point s[i:i], the extraction is obviously a 
special case. The section Text Elements and Text 
Operations discusses this concept further. 

Another safe software practice is to parameter- 
ize preferences, or better yet, to attach them to 
tlge data objects. As cliscussed previously, a 
"hardwired" preference such as writing direction 
invariably becomes a reengineering problem. The 
language represented by the string, the encoding 
type, the presentation form of the object, and the 
input method for the object are ;i l l  preferences. In 
servers and in all kincls of databases, tagging the 
data with its encoding type is desirable. In general, 
the data type of the object should contain the pref- 
erence attributes. The client that processes the 
object can override the preferences. 

Geometry preferences should be user selectable. 
Some geometry preferences affect the user's work- 
ing environment, e.g., the ways in which dialog 
boxes work, windows and pop-up menus cascade, 
and elevator bars work.' These preferences are 
almost always determined by the end user's work- 
ing language. Other geometry preferences relate to 
the data on which the user is working, e.g., paper 
size, vertical versus horizontal writing (for some 
Asian languages), how pages are oriented in a book, 
layouts for tables of contents, and labels on graphs. 

Computer programs, in particular groupware 
applications, mix policy with processing. "Policy" 
refers to the sequence or orcler of processing activi- 
ties. For example, in a meeting scheduler, can any- 
one call a meeting or must the manager be notified 
first? Is an invoice a request for payment or is i t  the 
aclministrative equivalent of delivered goods requir- 
ing another document to instigate payment? Often 
such policy issues are not logically forced by the 
computation, but they need to be enforced in cer- 
tain business cultures. A sequence of processing 
activities that is "hardwired" into the program can 

be very difficult to reengineer. Thus,policy descrip- 
tions should be placed into an  external script 
or database. The advent of workflow controllers, 
such as those in Digital's EARS, ECHO, and 
TeamRoute products, makes it easy to clo this. 

Applications shoi~lcl not put date formatting, 
sorting, display, or input routines into their main- 
line code. Often such operations have been coded 
previously, and a new application's code will prob- 
ably not be international and may well contain 
other bugs Therefore, programmers should con- 
struct c~pplicwtions to use, or rnoreprecise(y reuse, 
run-time libraries, thus investing in the quality and 
the multilingual and multicultural capabilities of 
these RTls. When the underlying system is not rich 
enough and/or competition dictates, the existing 
R'TL structures must be augmented. 

Run-time Library Structure 
A common theme for internationalizing software 
and for the safe programming practices discussed 
in the previous section is to keep the main applica- 
tion code independent of all natural language, 
script, or character set dependencies. In particular, 
the code must use only RTLs with universal applica- 
tion programming interfaces (APls), i.e., the name 
of the routine ancl its formal parameter list must 
accommodate all such variants. Digital's early local- 
ization efforts typically made the mistake of replac- 
ing the US.-only code with code that called RTLs 
specific to the local market. This practice gener- 
ated mi~ltiple versions of the same product, each of 
which needed to be changed whenever the perti- 
nent part of the U.S. version was changed. A better 
structure for run-time libraries is shown in Figure 2. 

The application illustrated in Figure 2 calls an 
RTI, routine through the routine's universal MIS. 
This routine may in turn call another language- 
specific routine or method, or it may be table driven. 
For example, a sort routine may be implemented 

Figure 2 Modular Run-time Library Structclre 
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using sort keys rather than compare f i~nct ims for 
bctter performance. With this structure, locallza- 
tion to a new language involves only the addition of 
the ncw language-specific RTL or the correspond- 
ing new table entrics. 

Note that the application must pass sufficient 
structure to the liTL to guarantee tliat the APls are 
universal. For example, to sort a list of strings, a calt 

could be created. The sort-order parameter is of 
the type (ascending,descendingJ. The sort-name 
parameter is necessary because in many cultures 
numerous methods of sorting are standard.I.l? In 
some RTL designs, not;~bly thosc specified by 
X/Open (:ompany Ltd., these extra pimimeters are 
pnssecl as global  variable^.^.(^.^ This technique has the 
advantage of simplifying the M I S  and making them 
almost identical to the APIS for the I:.S. code. Such 
RTLs, however, do not tend to be thrcad-safe and 
have other problems in a distributed environ- 
ment.5.13.'4 An alternativc and far more flexible 
mechanism is more object oriented-using a sub- 
type of the List of String data type when alternate 
sorts are meaningfi11. This subtype has the addi- 
tional information ( e . ~ . ,  sort-name and sort-order) 
used by its Sort 

The next three sections discuss the organization 
and extensibility of R T I s  with this structure. 

Data Representation 
Data representation in RTLs incorporates text 
elements and text operations, user-defined text 
elements, and document interchange formats. 

Text Elements and Text Operations 
A text element is a component of ;i written script 
that is a unit of processing for some text operation, 
such as sorting, rcndcring, and substring search. 
Sequences of charnctcrs, digraphs, conjunct conso- 
nants, ligatures, syllables, words, phrases, and sen- 
tences are examples of common text elements.M),fi 
An encoded character set E represents some partic- 
ular set of text elements as integers (code points). 
Typically, the range of E is extended so that code 
points can represent not only text elements in mul- 
tiple scripts but also abstractions tliat may or may 
not be part of a script, such as printing control 
codes ant1 asynchronous communiciition ~ o c l e s . ~ ~  
More complex text elements can be represented as 
sequences of code points. For example, 0 may 
be represented by two code points <U> <^>, and a 

ligature such as @ may be represented as three 
code points <O> <joiner> <E>, where a "joiner" is 
a spcci;lI code point reserved for creating text cle- 
ments. Less complex text elements, i.e., subcom- 
ponents of the encoded text elements, are found 
by using the cocle point and the operation name 
to index into some database that contains this 
information. For example, if <e> is a single codc 
point for 6, then the base ch;~ri~cter e is found by 
applying some function or table lookup to the code 
point <e>. The same is true for finding a code point 
for the acute accent. When a sequence of code 
points represents a text element, the precise term 
"encoded text element" is often abbreviated as 
"test element." 

An encoded character set of particular impor- 
tance is Unicode, which addresses the encoding of 
most of the world's scripts using integers from 0 to 
2 1" - 1.IJ.'' The Unicode univers;il character set is the 
basis of IS0  10646, which will extend the code 
point interval to 2jL-1 (without using the high- 
order bit).Wnicode has a rich set of joiner cotle 
points, and it formalizes the construction of many 
types of text elements as sequences of code points. 

Processing text clcments that are represented as 
sequences of code points usually requires a three- 
step process: (1) the original text is parsed into 
operation-specific text elenients, (2) these text ele- 
ments are assigned values of some type, and (3) the 
operation is performed on the resulting sequence 
of values. Note that each step depentls on the text 
operation. In particular, a run-time library must 
have a wide variety of parsing capabilities. The 
following discussion of rendering, sorting, and 
substring searching operations tlemonstrates this 
need. 

In rendering, the text must be parsed into text 
elements that correspond to glyphs in some font 
database. The values assigned to these text eel- 
ments are indexes into this database. The rendering 
operation itself gets additional data from a font 
server as it renders the text onto a logical page. 

The sorting operation is more complicated 
because it involves a list of strings and multiple 
steps. A step in most sorting algorithms involves the 
assignment of collation values (typically integers) 
to various text elements in each string. The parsing 
step has to take into account not only that multiple 
code points ma). represent one character but also 
that some languages (Spanish, for example) treat 
multiple characters as one, for the purposes of sort- 
ing. Thus, a sorting step parses each string into text 
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elements ;~ppropriate for the sort, ;~ssigns coll;ition 
values to these elements, and then sorts the result- 
ing sequences of values. Note that the parsing step 
that takes place in a sorting operation is somewhat 
different from the one that occurs in a rendering 
operation, because the sort parse must sometimes 
group into one text element several characters, 
each of which has a separate glyph. 

Searching a string s for a substring that matches 
a given string sf  involves different degrees of 
complexity depending on the definition of the 
term "matches." The trivial case is when "matches" 
means that the substring of s equals s '  as an encocletl 
substring. In this case, the parse only returns code 
points, and the v a l ~ ~ e s  assigned are the cotle point 
values. When the definition of "matches" is weaker 
than equality, the situation is more complicated. 
For example, when "matches" is "equal after upper- 
casing," then the parsing step is the same one as for 
uppercasing and the values are the code points of 
the uppcrcased strings. (Note that uppercasing has 
two subtle points. The code point for a German 
sharp s, <El>, actually becomes two code points 
<S><S>. Thus, sometimes the values assigned to 
the text elements resulting from the parse consist 
of more code points than in the original string. In 
addition, this substring match involves regional 
preferences, for example, uppercasing a French 6 is 
E in France and &in Canada.) The situation is similar 
when "matches" equals "equal after removing all 
accents or similar rendering marks." A more com- 
plex case would be when s'is a word ant1 finding a 
match ins  means finding a word in s with the same 
root ass'. In this case, the operation must first parse 
s into words and then do a table or tlictionary 
lookup for the values, i.e., the roots. 

User-defined Text Elements 
When the ~lser  of a system wishes to represent 
and manipulate a text element that is not currently 
represented or manipulated by the system, a mech- 
anism is required to enable the user to extend 
the systcm's capabilities. Examples of the need for 
such a mech;lnism abound. Chinese ideograms 
created as new given names and as new chem- 
ical compounds, Japanese gcriji (user-defined char- 
acters), corporate logos, and new dinghits are 
often not represented or manipulated by standard 
systems. 

User-defined text elements cause two separate 
problems. The first problem occurs when E, the 

encoded character set in use, needs to be extentled 
so that a sequence of E's code points defines the 
desired user-defined text clement. The issues 
related to this problem are ones of registration 
to prevent one user's extensions from conflicting 
with another user's extensions and to allow data 
interchange. 

The second, more difficult problern concerns the 
extensions of the text operations required to manip- 
ulate the new text element. For each such text oper- 
ation, the parsing, value mapping, ant1 operational 
steps discussed earlier must bc cxtendetl to operate 
on strings that involve the adclitional cotle points of 
E. When tables or tlatabascs define these steps, the 
extensions are tedious but often straightforwarcl. 
Carefill dcsign of the steps can greatly simpl~fy their 
extensions. In some cases, new algorithms are 
required for the extension. To the extent that thcsc 
tables, databases, or algorithms are shared, the 
extensions must be registeretl and shared across the 
system. 

Document Interchange Fomats 
Compound documents (i.e., documents that con- 
tain data types other than text) use encoded charac- 
ter sets to encode simple text. Although many new 
document interchange formats (DIFs) will probably 
use Unicode exclusively (as docs Go Computer 
Corporation's internal format for text), existing for- 
mats should treat Unicode as merely another 
encotletl character set with each character set 
being t;~gged.l* This allows links to be made to exist- 
ing documents in a natural way. 

Many so-called revisable DIFs, such ;IS Standard 
Generated Mark-up Language (SGML), Digital 
Document Interchange Format (DDIF), Office 
Document Architecture (ODA), Microsoft Rich Text 
Format (RTF), and Lotus spreadsheet format (WKS), 
and page description langu;~gcs (PDI.s), sucli as 
Postscript, Sixels, or X.11, can be extcndetl to pro- 
vide this Unicocle support by enhancing the 
attribute structure and extending the text import 
map Strings(E)+DIF for each encoded character set 
E. In doing so, however, many of the richer con- 
structs in IJnicode, e.g., writing direction, ant1 
many printing control codes are often best 
replaced with the DIF's constructs used for these 
features instead.IY In this way, both processing oper- 
ations are easier to extend m d  facilitate the layout 
functions DIF-PDL ilnd the rendering functions 
PDL+Image. 
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Presentation Services 
The practice of factoring input and output of data 
types into a transformation T-T-Pr~cntation- 
Form and performing the I/O an the presentation 
form allows one to focus on each step separately. 
This factorization also clarifies the applicability of 
various user preferences, e.g., a date form prefer- 
ence applies to the transformation, and a font pref- 
erence applies to how the string is displayed. As 
mentioned in the section Safe Software Practices, 
preferences such as presentation form are best 
attached to the end user's copy of the data. Data 
types such as encoded image, encodetl audio, and 
encoded video pose few international problems 
except for the exchangeability of the encodings and 
the viability of some algorithms for recognizing 
speech and handwriting. Algorithms for presenta- 
tion services can be distributed, but we view them as 
typically residing on the ~ l i e n t . ~  In Figure 1 ,  we pre- 
sume that the local language PCs have this capability. 

Input 
Existing technology offers several basic input ser- 
vices, which are presented in the following partial 
list of device-data type functions: 

Keystrokes -*Encoded Character 

Image-+Encoded Image 

Audio Signal-+Encoded Audio 

Video Signal- -+Encoded Video 

Handwriting->Encoded Handwriting 

The methods for each input service clepend on 
both the device and the digital encoding and often 
use multiple algorithms. Whereas for some 
languages the mapping of one or more keystrokes 
into an encodetl character (e.g., [compose] + [el + 
['I yielding c') may be consideretl mundane, input 
methods for characters in many Asian languages are 
complex, fascinating, ant1 the topic of continuing 
research. The introduction of user-defined text 
elements, which is more common among the 
Asian cultures, requires these input methods to 
be easily extendable to accommodate user-clefinecl 
characters. 

ozltptlt 

The basic output services are similar to the input 
services listed in the previous section. 

Encoded Image+Iniage 

Encoded Audio+Autlio Signal 

Encoded Video-Vitleo Signal 

Encoded Wandwrjting+Image 

These output services also vary with encoding, 
device, and algorithm. Figure 3 illustrates the 
sequence DIF ->PDL+Image. Optional parameters 
are permittecl at each step. A viable implementation 
of Strings-+Image is to factor this function by means 
of the filnction Strings - +DIF, which is discussed in 
the Data Representation section. Alternatively, the 
data type Strings can be simply viewed as another 
DIF to be supported. 

A revisable document begins in some 1)IF such as 
plain text, Strings(Unicode), SGML, or DIIIF. A lay- 
out process consumes the document ancl some 
logical page parameters and creates an intermedi- 
ate form of the document in some PDL such as 
PostScript, Sixels, or even a sequence of X.l l  yack- 
ets. To accomplish this, the layout process needs to 
get font metrics from the font server (to compute 
relative glyph position, word and line breaks, etc.). 
In turn, the rendering process consumes the PDL 
ancl some physical media parameters to create the 
image that the end user actually sees. The rendering 
process may need to go back to the font server to 
get the actual glyphs for the image. Rendering, lay- 
out, and font services are multilingual services. The 
servers for these services are the multilingual 
servers envisioned in Figure 1. 

Computation Services 
To build systems that process multilingual data, 
such as the one shown in Figure 1, a rich variety of 
text operations is necessary. This section catego- 
rizes such operations, but a complete specification 
of their interfaces would consume too much space 
in this paper. Text operations require parsing, value 
mapping, and operational firnctions, as described 
earlier. 

Text Manipulation Services 
Text n~anipulation services, such as those speci- 
fied in C programming language standard ISO/IE(: 
9899:1990, System V Release 4 Multi-National 
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Figure 3 Layout and Rendering Services 

Language Supplement (MNLS), or X P G ~  run-time 
libraries (including character and text element clas- 
sification fiinctions, string and substring opera- 
tions, and compression and encryption services) 
need to be extended to multilingual strings such as 
Strings(Unic0de) and other DIFs, and to various text 
object class libraries."s,'3 

Data Type Transformations 
Data type transformations (e.g., speech to text, 
image-to-text optical character recognition [OCR], 
and handwriting to text) are operations where the 
data is transformed from a representation of one 
abstract data type to a representation of another 
abstract data type. The presentation form transfor- 
mations T<--.T-Presentation-Form and the funda- 
mental input and output services are data type 
transformations. Care neecls to be taken when 
parameterizing these operations with user prefer- 
ences to keep the transformation threacl-safe. 
Again, this is best accomplished by keeping the pre- 
sentation form preferences attached to the data. 

Encoding Conversions 
Encoding conversions (between encoded character 
sets, DIFs, etc.) are operations where only the rep- 
resentation of a single data type changes. For exam- 
ple, to support Unicode, a system must have for 
each other encoded character set a function 
to-uni:Strings(E)-.Strings(Unicode), which con- 
verts the code points in E to code points in 
Unicode.I1 Tlie conversion function to-uni has a par- 
tial inverse from-uni:Strlngs(Unicode)-,Strings(E), 

which is only defined on those encoded text ele- 
ments in Unicode that can be expressed as encoded 
text elements in E. If s is in Strings(E), then 
from-uni(to-uni(s)) is equal to s. Other encoding 
conversions Strings(E)+Strings(E1) can be defined 
as a to-uni operation followed by a from-uni oper- 
ation, for E and E' respectively. Another class of 
encoding conversions arises when the character set 
encoding remains fixed, but the conversion of a 
document in one DIF to a document in another DIF 
is required. A third class originatrs m7hen Unicode 
or IS0  10646 strings sent over asynchronous 
communication channels must be converted to a 
Universal Transmission Format (UTF), thus requir- 
ing Strings(Unicode)<+UTF encoding conversions. 

Collation or Sorting Services 
Another group of computation services, collation 
or sorting services, sorts lists of strings according 
to application-specific requirements. These ser- 
vices were discussed earlier in the paper. 

Linguistic Services 
Linguistic services such as spell checking, grammar 
checking, word and line breaking, content-based 
retrieval, translation (when existent), and style 
checking need standard APIs. Although the imple- 
mentation of these linguistic services is natural 
language-specific, most can be implemented with 
the structure shown in Figure 2. 

Also, large character sets such as Unicode 
and other multilingual structures require a uni- 
form exception-handling and fallback mechanism 
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because of the large number of unassigned code 
points. For example, a system shouid be able to 
uniformly handle exceptions such as "glyph not 
found for text element." Mechanisms such as global 
variables for error codes inhibit concurrent p m  
gramminp, and therefore should be discouraged. 
Returning an error code as the renlrn value of the 
procedure call is preferred, and when supported, 
raising and handling exceptions is even better, 

System Num- Synoryms, 
and Smri t y  
The multilingual aspect of Unicode can simplify 
system naming of objects and their attributes, e.g., 
in name services and repositories. Ilsing encoded 
strings tagged with their encoding type for names is 
too rigid, because of the high degree of overlap in 
the various encoded character sets. For example, 
the string "hBC" should represent one namc, 
independent of the character set in which the 
string Is encoded. Two tagged stritq$ represent 
the same name in the system Jf they have the same 
canonical form in Unicode according to the follow- 
ing defmitions. 

llnicode has the property that two different 
Unicode strings, u and v, may well represent the 
same sequence of glyphs when rendered." To deal 
with this, a system can define an internal canonical 
form c(u) for a Unicode string u, c(u) would 
expand every combined character in u to Its base 
characters followed by their assorted marking char- 
acters in some prescribed order. The recom- 
mended order is the Unicode "priority v d l u e . ' ~ ~ ~ ~ ~ ~  
The canonical form should have the following prop- 
erty: When c(u) is equal to c(v), the plain text rep- 
resentations of u and v are the same. Idcally, the 
codverse should hold as well. 

Thus, u and 0 represent the same name in the sys 
tern if c(u) is equal to c(v). In any directory listing, 
;in end user of a language sees only one name per 
object, independent of the language of the owner 
who named the object. Further restrictions on the 
strlngs used b r  names are desirable, e.g., the absence 
ol'special characters and trailing blanks. In a multi- 
\cndor environment, both the canonical form and 
thc name restrictions should be standardized. The 
X.500 working groups currently studying this prob- 
lem plan to achieve comparable standardization. 

Since well-chosen names convey useful informa- 
tion, and since such names are entered ant1 dis- 
played in the end user's writing system of choice, it 
is often desirable for the system to stare various 

translations or "synonyms" for a name. Synonyms, 
for whatever putpoae, shoulcl have attributes such 
as long-namc. shortname, langwge, etc., so that 
directory functions can providc easy-to-usc inter- 
faces. Access to objects or attribute values through 
synonyms should be as efficient as access by means 
of the primary name. 

Xn a global network, public key authentication 
using ;I replicated name service is recommencled.22 
One principal can look up another in the name ser- 
vice by initially using a (possibly meaningless) 
name for the object in some common character set, 
e.g., {A-Z,O-9). Subsequently, the principals can 
define their own synonyms in their respective lan- 
guages. Attributes for the principals, such as net- 
work addresses and public encryption keys, can 
then be accessetl through any synonym. 

System Management and 
Configuration 
The system management of a multilingual clis- 
tributed system is somewhat more complicated 
than for a monolingual system. The following is a 
partial list of the services that niust be provided: 

Services for various monolingual subsystems 

Registration services for user preferences, 
locales, user-defined text elements, form;~ts, etc. 

Both multilingi~al and multiple monolingual 
run-time libraries, simultaneously (see Figure 2) 

Multilingual database servers, font servers, 
logging and queuing mecl~anisms, and directory 
services 

Multilingual synonym services 

Multilingual diagnostic services 

Since a system cannot provide all the services for 
every possible situation, registering the end users' 
needs and the system's capabilities in a global name 
service is essential. The name service must be con- 
figured so that a multilingual server can identify the 
langunge preferences of the clients that request ser- 
vices. This configuration allows the servers to tag 
or convert data from the client without the mono- 
lingual client's active participation. Therefore, the 
name service database must be updated with the 
necessary preference data at client installation 
time. 

?ypically, system managers for different parts of 
the system are monolingual encl users (see Figure 
1) who need to do their job from a stanclard PC. 

- - - -- 
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Thus, both the normal and the  diagnostic manage- 
ment interfaces to the system must behave as multi- 
lingual servers, sending error codes back to the I-'(: 
t o  be interpretecl in the local language. Although 
the quality of the  translation of an error message is 
not an architectural issue, translations at  the system 
management level are generally poor, and the sys- 
tem design shoulcl account for this. Systems devel- 
opers  should consider giving both an English and 
a local-language error message as well as giving 
easy-to-use pointers into local-language reference 
manuals. 

Data errors will occur more frequently because 
of the mixtures of character sets  in the  system, and 
attention to the  identification of the  location 
and error type is important. Logging to capture 
offending text and the operations that generated it 
is desirable. 

Incremental Internationalization 
Multilillgl~al systems and international components 
can be built incrcrnentally. Probably the most pow- 
e r h l  approach is to providc the services to support  
multiple monolingual subsystems. Even new oper- 
ating systems, such as the Windows NT system, that 
use Unicocle internally neecl mechanisms for such 
~ u p p o r t . ~ j  Multidimensional improvements in a s y s  
tern's ability to support  an increasing number of 
variations are possible. Some such improvements 
are making more servers multilingual, supporting 
more multilingual data and end-user preferences, 
supporting more sophisticated text elements (the 
first release of the Windows NT operating system 
will not support  Unicode's joiners), as well as 
adding more character set support ,  locales, and 
user-defined text elements. The key point is that, 
like safe programming practices, multilingual 
support  in a distributed system is not an "all-or- 
nothing" endeavor. 

Summary 
Customer demand for multilingual distributed 
systems is increasing. Suppliers must provide 
systems witliout incurring the costs of expen- 
sive reengineering. This paper gives an overview of 
the architectural issues and programming practices 
associatetl with implementing these systems. 
Moclulnrity both in systems and in run-time 
libraries allows greater reuse of components and 
incremental improvements with regard to interna- 
tionalization. Using the suggested safe software 
practices can lower reengineering and mainte- 

nance costs and help avoid costly redcsign 
problems. Providing multilingual scrviccs to mono- 
lingual subsystems permits incremental improve- 
ments while at the same time lowers cost5 through 
increased reuse. Finally. the  rcgistr;ition of syn- 
onyms, user preferenccs, loc;llcs. ant1 services in a 
global name service makes the systcm cohesive. 
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Michael M. I: Yau I 

Supporting the Chinese, Japanese, 
and Korean Languages in the 
OpenVMS Operating System 

The Asian language versions of the OpenviMS operating system allow Asian-speak- 
ing users to interact with the OpenKVS system in their native langzlages and 
provide a platform for developing Asian applications. Since the OpenVMS variants 
inust be able to handle lnultihyte chamcter sets, the require~nentsfor the inLei.nul 
representation, input, and output dvfer considerably from those for the stnndnrd 
English version. A review of the Jnpnlzese, Chinese, and Korean writingsysteins and 
chamcter set stand~rdsprovides the context for a discussion of the features ofthe 
Asian OpenVMS variants. The localization approach adopted in developing these 
Asian varia~zts zuus shaped by bzutness and engineering constraints; issues related 
to this approach are presented. 

The OpenVMS operating system was designed in 
an era when English was the only language sup- 
ported in computer systems. The Digital Commantl 
Language (DC:L) commands and utilities, system 
help and message texts, run-time libraries and sys- 
tem services, and names of system objects such 
as file names and user names all assume English 
text encocled in the 7-bit American Standard Cocle 
for Information Interchange (ASCII) character set. 

As Digital's business began to expand into mar- 
kets where common end users are nonEnglish 
speaking, the requirement for the OpenViMS system 
to support languages other than English became 
inevitable. In contrast to the migration to support 
single-byte, %bit European characters, OpenVMs 
localization efforts to support the Asian languages, 
namely Japanese, Chinese, and Korean, must deal 
with a more complex issue, i.e., the handling of 
multibyte character sets. Requirements for the inter- 
nal representation, input, and output of Asian text 
are radically different from those for English text. 
As a result, many traditional ASCII programming 
assumptions embedded in the OpenVMS system are 
not valid for handling Asian multibyte characters. 

Since the early 1980s, Digital's engineering 
groups in Asia have been localizing the OpenViMS 
system to support Asian languages. The resultant 
Asian language extensions a l b w  Asian-speaking 
users to interact with the  OpenVMS system in their 

native languages. These extensions also provide 
a platform for developing Asian applications. This 
paper presents a high-level overview of the major 
features of Chinese, Japanese, and Korean support 
in the OpenVMS operating system and discusses the 
localization approach and techniques adopted. 

Asian Language Variants of the 
OpenVMS System 
The following five separate Asian language variants 
of the OpenVMS operating system are available in 
the Pacific Rim geographical area: 

Language Country OpenVMS Variant 

Japanese Japan OpenVMSNapanese 
Chinese People's OpenVMSIHanzi 

Republic 
of China 

Chinese Taiwan, 
Republic 
of China 
Republic 
of Korea 
(South Korea) 
Thailand 

Korean 

Thai 

This paper covers the first four variants, omitting 
the Thai variant because of space limitations. Each 
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Asian language variant of the OpenVMS system 
is clcsignctl to be installed and to run as a separate 
system. (:urrentlj: no provision exists to formally 
support multiple Asian languages simultaneously 
on a single OpenVMS system. Each variant provides 
a bilingual system environment of English and 
one Asian language. Such an environment, called 
Asian OpenVMS mode in this paper, supports ASCII 
ant1 onc mulcibyte Asinn character set. The variants 
are available on the VAX ant1 the Alpha AXP plat- 
forms wit11 identical features. Throughout the 
paper, the generic name Asian OpcnvMS variant 
denotes any of the Asian language variants of the 
OpenViMs operating system, regardless of the hard- 
ware platform. 

To achieve full downward compatibility for exist- 
ing users, applications, and data from the standard 
OpenVMS system, each Asian OpenVMS variant is 
a superset of the standard OpenVMS system. In fact, 
a user can operate in the standard OpenVMS 
mode, i.e., the 1-byte I>E<: Multinational Character 
Set (DEC MCS), on an Asian OpenVMS variant with- 
out noticing any difference in the function;~l behav- 
ior compared to a stantlard OpenVMS system. The 
components of an Asian OpenvMS variant are 
installed on a standard OpenVMS system in a man- 
ner similar to that of a layered product; files (exe- 
cut;~ble images and other data files) are added and 
replaced on the standard OpenVMs system. In gen- 
eral, three types of components are supplietl in an 
inst;~llation: 

1. A stantlard OpenVMS component supplanted 
by an Asian localized version that includes the 
stnndard OpenVMS mode as a subset. At the 
proccbs Icvel, the uber c;ln set the component to 
run in either standard OpenVMS motle or Asian 
OpenVMS motlc. 'I'he DCL and thc terminal driver 
are ex;~mplcs of this type of component. 

2. A stantlard OpenVMS component supplemented 
by an Asian localized version that runs only 
in Asian OpenVMS mode. Both versions of the 
component run simultaneously on the system. 
Examples are the TI'U/EVE editor and the MAIL 
utility. 

3. A new Asian-specific component cre;itetl to pro- 
vide fi~nctionality for Asian processing that does 
not exist in thc s1;lnclard OpcnV,\lS system. An 
example of this type of component is the charac- 
ter manager (C:M(;R), which is tliscussed later in 
this paper. 

Overview of Asian Writing Systems 
Before looking at specific features of the Asian 
OpenVMS variants, this paper briefly reviews the 
Chinese, Japanese, and Korean writing systems. 
Fur a more detailed discussion of the differ- 
ences among these writing systems, refer to Tim 
Greenwood's paper in this issue of theJourna1.I 

The Chinese Writing System 
The Chinese writing system uses ideographic char- 
acters called Hanzi, which originated in ancient 
C:hina morc than 3,000 years ago. Each ideographic 
ch;ir:~cter (or ideogram) is a symbol made up of ele- 
mentary root radicals that represent itleas and 
things. Some ideograms have very complex glyphs 
that consist of up to 30 brush strokes. Over 50,000 
Chincse ideograms are known to exist today; how- 
ever, a subset of 20,000 or less is typically sufficient 
for gcneral use. Two or more ideograms are often 
strung together to represent more complex 
thoughts. 

Ideographic writing systems have characteristics 
that are quite different from those of alphabetical 
writing systems. such as the Latin languages. For 
instance, the concept of uppercase and lowercase 
cloes not apply to ideographic characters, and colla- 
tion rules are built on different attributes. The 
input of ideographic characters on a standard key- 
board requires additional processing. 

Two forms of Chinese characters are in use 
today: Traditional Chinese ant1 Simplifiecl Chinese. 
Traditional Chinese is the original written form 
and is still used in Taiwan and Hong Kong. In the 
1940s, the government of the People's Republic of 
China (PRC) launched a campaign to simpl~fy the 
writing of some traditional Chinese characters in 
an effort to speed up the learning process. The 
resulting simpler set of Chinese characters is 
known as Simplified Chinese and is used in the PlK, 
Singapore, and Hong Kong. 

The Japanese Writing System 
The Japanese writing system uses three scripts: 
Chinese ideographic characters (called kanji in 
Japan), kana (the native phonetic alphabet), and 
romaji (the English alphabet used for foreign 
words). The kanji script commonly used in Japanese 
includes about 7,000 characters. There are two sets 
of kana scripts, namely, hiraga~za and katakana; 
each comprises 52 characters that represent sylla- 
bles in the Japanese language. Hiragana is used 
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extensively intermixed with kanji. Katakana is used 
to represent words borrowed from other languages. 

The Korean Writing System 
The Korean writing system uses two scripts: 
Hang111 (the native phonetic characters) and Hanja 
(Chinese ideographic characters). The Hangul 
script was invented in 1443 by a group of scholars 
in response to a royal directive. Each Hangul char- 
acter is a grouping of two to five Hangul letters 
(phonemes) that forms a square cluster and repre- 
sents a syllable in the Korean language. The mod- 
ern Hangul alphabet contains 24 basic letters-14 
consonants and 10 vowels. Extended letters are 
derivecl by doubling or combining the basic letters. 

Asian Character Sets 
During the early days of Asian language computeri- 
zation when de jure standards did not exist for 
Asian character sets, individual vendors in the local 
countries invented their own local character sets 
for use in their Asian language products. Although 
most vendors have migrated to conform with the 
national standards, a variety of local character sets 
still exists today in legacy systems, thus creating 
interoperability issues. This paper reviews only the 
national stantlard character sets that are supportetl 
by the Asian OpenVMS variants. 

National Standurds 
National standards bodies in each of the Asian 
Pacific geogr;iphies have established character set 
standards to kicilitate information interchange for 
their local characters. For languages that use Han 
characters (which are large in number) in their writ- 
ing scripts, the character set standards all share 
a similar structure, which is illustrated in Figure 1. 
Characters ;ire assigned to a 94-row by 94-column 
structure c:illed a plane. Each character is repre- 
sented by a 2-byte (7-bit) value in the range of 0x21 
to Ox7E. A plane, therefore, has a total of 8,836 code 
points :~vailable. Such a structure avoids the ASCII 
control code values, thus preventing conflicts with 
existing operating systems and communication 
hardware and software. 

.Japan Japan w;a she first country to announce a 
2-byte character set standard, the Code of the 
Japanese Graphic Character Set for Information 
Interchange (Jls c 6226-1978).2 This standard has 
since been revised twice, in 1983 and 1990, and 
renamed Its X 0208. The JIS X 0208-1983 standard 

COLUMN 
COLUMN 

n ROW 0x21 - 0 ~ 7 E  0x21 - 0 ~ 7 E  

94 
I I TWO-BYTE CODE STRUCTURE 

A PLANE 

Note that the first b ~ l  of each row and column can be either 0 or 1 

Figure I Code Struct~ire in Asian Character 
Set Standards 

includcs 6,353 kanji characters divided into two 
levels, according to frequency of usage.' Level 1 has 
2,965 characters, and level 2 has an additional 3,388 
characters Thls standard also includes complete 
sets of characters for hiragana and kc~tukann, 
ASCII, and the Greek and Russian scripts-a total of 
453 characters. The 1990 revision, JIS X 0208-1990, 
added two characters to the standard.< An addi- 
tional plane of kanji characters became standard in 
1990 with the announcement ofJIS X 0212-1990.5 

Prior to the introduction of the 2-byte stantlartls, 
Japanese systems that support katakana used the 
JIS X 0201-1976 standard for a 1-byte, 8-bit character 
set.Votlay, there is still a demand to support this 
standard, in addition to the 2-byte standartls, due 
to its pervasive use primarily in legacy mainframe 
systems. 

People's Republic of China In 1980, China 
announced a 2-byte standard, Chinese Character 
Coded Character Set for Information Interchange- 
Basic Set (GB 2312-1980).' Its structure, which fol- 
lows that of the Japanese standard, includes two 
levels of Hanzi. Level 1 has 3,755 characters, and 
level 2 has an additional 3,008 characters. The stan- 
dard also has 682 characters, including ASCII, 

Greek, Russian, and the Japanese kana characters. 
Subsequently, China has announced acltlitional 
character set standards. 

Taiwan, Republic of China The Taiwanese 
national standard, Standard Interchange Code for 
Generally IJsed Chinese Characters (CNS 11643- 
1986) was first announced in 1986.X Again, the 
structure is similar to the Japanese and PRC stan- 
dards. It defines two planes of characters with a 
total of 13,051 Hanzi, 651 symbols, and 33 control 
characters. The standard was revised in 1992 and 
renamed Chinese Standard Lnterchange Code (CNS 
11643-1992).9 An additional five planes were 
defined in this revision, adding 34,976 characters. 

-- 
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Republic of Korea (South Korea) The latest ver- 
sion of the Korean 2-byte character set st;inclard 
is the Korean Intlustrial Standards Awociation 
Code for Information Interchange (KS <: 5601-1987), 
announced in 198210 This standard includes 2,350 
precomposecl Hang111 characters, 4,888 Hanja 
(Chinese characters), and 352 other characters such 
as ASCII, the Hangul alphabets, Japancsc kana, 
Greek, Russian, ancl special synlbols. 

User-defined Characters 
Character set stanclards do not always encode all 
known characters of the writing scripts for which 
the standards are intended. For instance, \vhen the 
total number of known characters exceeds the 
available code space, only subsets of the most com- 
mon charactcrs are included. In addition, new char- 
acters are invented over time to tlescrihe new icleas 
or objects, such as new chemical. elements. The 
concept of user-defined characters (UDCs), some- 
times known as ,qaiji in Japan, was introduced to 
adclress the user's neeel for characters Lhat are not 
coded in a character sct standard. Many computer 
vendors, including Digital, providc extended code 
areas for assigning UDCs and vendor-defined non- 
standard characters. Attributes of these characters 
for various operations such as display fonts, colla- 
tion weights, and input Izey sequence arc often 
macle available, e.g., by registering them in a system 
database. From an end-user and application per- 
spective, UDCs should be processecl trmsparently 
and in the same way as standard characters. 

Asian OpenVMS System Overview 
From an operating system perspective, three basic 
issues need to be addressed to support Asian char- 
acter processing, namely, internal representation, 
( i t ,  how Asian characters are represented and 
stored inside the computer), basic tcst input, and 
output. 

Internal Representation 
Asian OpenVMS variants support the respective 
national standard character sets. To achieve full 
compatibility with existing ASCII data, each Asian 
OpenVMS variant simultaneously supports one 
multibyte Asian character set and ASCII. A variety of 
schemes can be used to combine multiple coclecl 
character sets. In general, the schemes fall into one 
of the following three types: 

1. Shift code-based representation. In this scheme, 
the 1-byte cotle 15 conibincd with :I 2-byte code 
by inserting shift control coclcs to switch 
between the two code sets. A I-byw "shift out" 
control code changes tlie mode from 1- to 2-byte, 
while a 1-byte "shift in" control changes the 
mode back to I-byte characters. 'This scheme is 
in co1'1imon use in mainframes. 

2. IS0 2022-based representation. The IS0 2022 
Code Extension Techniques ;illow a designated 
characrcr set to consist of two, three, or four 
7-bit bytes in acldition to the 7-bit sets.J1 The only 
requirement is that all bytes of a character have 
the same high-order bit setting (all 0 or all 1) .  
A simple scheme of simultaneously supporting 
ASCII and one 2-byte character set can be 
achieved by statically designating ASCII to GO 
and involzing it to graphics left (<;I.) and clesignat- 
ing a local 2-byte set (e.g., one of the Chinese, 
Japanese, or Korean sets) to G1 and invoking it 
to graphics right (GR). The resulting mixed 
l-bpe/2-b).te representation is shown in Figure 2. 

The high-order bit of each 8-bjt byte provides 
self-identifying information for tlie local 2-byte 
set. 'This scheme can be further extended to 
include two additional character sets by stati- 
cally designating them to G2 and (;3 and invok- 
ing them by the single shift codes SS2 and SS3. 
The Extended UNIX Code (EIY:) scheme employs 
this additional extension. 

3. Shift range-based representation. This scheme, 
a hybrid of the previous two schemes. is used by 
the "Shift J1S Code" on PC-based syhtems in 
Japan. Bytes with codes 0 to 127 are interpreted 
as 1-byte ASCII, codes 160 to 191 ant1 192 to 223 
are interpreted as 1-byte katakana (as specified 
by the 11s x 0201 standard), and codes 128 to 159 
ant1 224 to 255 are combined with the byte that 

FIRST BYTE SECOND BYTE 

Fi,qure 2 Example of an I S 0  2022-based 
Representation That Cornbines 
Multiple Coded Charucter Sets 
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follows to form a 2-byte code that is interpreted 
as a kc11zji character (as specifietl by the JlS i\( 
0208 standard). This scheme allows more single- 
byte characters to be representetl at the expense 
of the number of 2-byte characters allowed. 

Asian OpenVMS variants employ the I S 0  

2022-based representation for Digital's Asian code 
sets (the IIEC Asian cotle sets) ant1 are named 
respectively I>EC Kanji, IIEC Hanzi, DEC H a n j ~ ~ ,  and 
DEC Hangul for the Japanese, Simplifietl Chinese, 
Tratlitional Chincsc, and Korean character sets. 
This encoding scheme maintains fill1 downwartl 
compatibility with all existing ASCII software and 
data. In particular, a string or record that consists of 
only ASCII characters has the form of simple ASCII. 

Because there is no need to keep state information 
about the d;it;l, this scheme simplifies processing, 
when comparecl to the shift code-based scheme. 
However, without explicit support for cotletl cllar- 
acter set designation, simultaneous support for 
Chinese, Japanese, and Korean is not possible. 

To support I:I)(:s, each DEC Asian code set con- 
tains an extended code area for their assignment. 
The high-order bit of the second byte no longer has 
to bc sct; thus, a n  atltlitional 94 by 94 plane of cotle 
positions is available. The disadvantages of this 
approach are that synchl-onizing a character bound- 
ary requires scanning forward from the beginning 
of the string and that the second byte can now con- 
flict with the hS(:lI characters. 

Table 2 T h e  DEC Kanji UDC Area 

Number of 
Area Usage Quadrant Rows Characters Code Range 

User Area (1 yo) 1-31 2,914 OxA121-OxBF7E 
DEC Reserved (1 0) 32-94 5,922 OxC021-OxFE7E 
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The DEC Asian code set internal representation 
corresponds to mapping a character plane (94 by 
94) to one of the (1,l) and (0,l) quadrants of the 
2-byte code space in Figure 3. The exact mappings 
of individual DEC Asian character sets supported by 
Asian OpenVMS vary. Table 1 provides a summary of 
the common code range assignments. 

DEC Knnji The DEC Kanji (OpenVMS/Japanese) 
code set currently supports ASCII, J1S X 0208-1983, 
and an area for UDCs, as shown in Table 1. The llDC 
area is further divided into the two subareas 
described in Table 2. 

Recently, Super DEC Kanji, a revision and exten- 
sion to the DEC Kanji code set, has been proposed 

SECOND BYTE 

00 21 80 A1 FF 

I CONTROLS I 

FIRST 
BYTE CONTROLS I 

Table 1 S u m m a r y  of DEC Asian C o d e  Range  Assignments  

Figtire 3 DEC Asian Code Set Internal 
Represetzt~rtion 

Code Range DEC Kanji DEC Hanzi DEC Hanyu DEC Hangul 

(Oxxxxxxx) ASCII ASCII ASCII ASCII 
(1 xxxxxxx 1 xxxxxxx) JIS X 0208 GB 2312-1980 CNS 11643-1986(1)* KS C 5601-1987 
(1 xxxxxxx Oxxxxxxx) UDC UDC CNS 11643-1986(2)t - 
(OOOxxxx) CO Control CO Control CO Control CO Control 
(10Oxxxx) C1 Control C1 Control C1 Control C1 Control 

Notes: 

' denotes plane 1 of CNS-11643-1986. 

t denotes plane 2 of CNS-11643-1986. 
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to support aclditional character SCLS S L I C ~  ;IS )IS X 
0201-19-8 and JIS X 0212-1990, which arc specified as 
follows: 

Code Range 
Additional 
Planes 

(SS2 1 xxxxxxx) JIS X 0201 
(SS3 1 xxxxxxx 1 xxxxxxx) JIS X 0212 

Tlie redefined UDC area inclucles both a user/ 
ventlor-defined area ('llDA) and a user-clefinable 
cl1;iracter bet (IIDCS), as descriixtl in Ikblc 3 

DEC Hrrn-zi The DEC Hanzi (Open\:MS/l lanzi for 
Simplified Chinese) code set supports ASCII, (;H 
2312-80, and a UDC area describetl in Tiljle 4. 

DEC Hrn!yrr The DEc Hanyu (OpenViMS/Hanyu 
for Traditional Chinese) code set currently sup- 
ports ASCII, CNS 11643-1986 (first ;inel second 
planes), and the Digital 'Riiwan Si~ppiemental 
Character Set (DTSCS). The DTS<:S supplements the 
char;~ctcrs defined in cSS 11643-1980 with an addi- 
tional collection of characters that iicldrcs:, cus- 
tonier needs. Currently, the Dl's(;s defines the 6,315) 
characters recommendetl by the Electronic Data 
Processing Center (EDPC) of the Executive Yuan, a 
?i~iw;inese government bocly. The C:NS 11643-1992 
st;tndard includes the W'SCS. 

To support the adclitional DTS<:S, the mixed 
1-byte/2-byte scheme is extencled to a 1-byte/ 
2-bytc/4-byte schcme. Each DTS<:S cliar;~cter maps 
t o  ;i 4-bytc cotle, in whicli a f'isctl 1c;iiling 2-byte 

code (OxC2CI3) con1bine.s with the following 2-byte 
code to form a 4-byte code. Of course, the code 
point OxC2CB is reserved for this purpose. This 
scheme makes available another two 94 by 94 
planes of cocle positions: 

(OxC2CII lxvxxxxx 1 sxsxxx) 
(OxC2CB lxxxxxxx Oxxxxxx) 

Table 5 shows the current definition of the 
DTSCS. An additional area is available for UDCs in the 
CNS planes, ;a defined in Table 6. 

11EC H~rirgltl Tlie l>E<: Hangul (OpenVMS/fIangul) 
code set supports ASCII :ind KS C 5601-1987 (with 
the exception of UDCs). 

Asian Text Input 
The most widely used computer input device 
remains the keybo;~rd. Because it is impossible 
to assign thousands of ideographic characters to a 
standard QWERTY keyboard, new methods must be 
devisetl to kicilitate the Asian text input process. 111 
this context, ;in input n~etliocl is basically an algo- 
rithm that takcs keystroke input representing cer- 
tain ;ittributes (e.g., phonetics) of a character or 
string ancl uses a lookup table to find characters 
or strings that have thosc attribute values. Typic;~lly, 
a user inputs sevcral keystrokes and selects the 
clesired character or string from a candidate list by 
means of an iteriitive tlialog with the input method. 
This process is sonietimcs referred to as precditing. 
Depending on the physical location of where the 
diitlog takes place, a preetliting user interface can 
be one of three styles off-the-spot, over-the-spot, 

Table 3 The  Super DEC Kanji UDC Area 

Number of 
Area Usage Quadrant Rows Characters Code Range 

JIS X 0208 UDA ( I N  85-94 940 OxF5A1-OxFEFE 
JIS X 0212 UDA SS3 (1,l) 78-94 1,598 (SS3 + OxEEA1)-OxFEFE 
UDCS (1,o) 1-94 8,836 OxA121-OxFE7E 

Table 4 The DEC Hanzi UDC Area 
--  

Number of 
Area Usage Quadrant Rows Characters Code Range 

DEC Reserved (1 88-94 658 OxA1 A1-OxFEFE 

User Area (1 ,o) 1-87 8,178 OxA121-OxF77E 

DEC Area (1 ,o) 88-94 658 OxF821-OxFE7E 
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Table 5 The DEC Hanyu DTSCS Area 

Number of 
Area Usage Quadrant Rows Characters Code Range 

EDPC Recommended 
Characters C2CB (1,l) 1-68 6,319 OxC2CBA1 A1-OxC2CBE4B5 
Reserved C2CB (1,l) 68-94 2,517 OxC2CBBEB6-OxC2CBFEFE 

Reserved C2CB (1,O) 1-94 8,836 OxC2CBA121-OxC2CBFE7E 

Table 6 The  DEC Hanyu UDC Area 

Area Usage 
Number of 

Quadrant Rows Characters Code Range 

UDC 
UDC 

or on-the-spot. Different input methods may have 
different preedit interface requirements. Usually, 
several screen arcas are needed for the preediting 
dialog to take place. Input methods differ from cul- 
ture to culture and from script to script. 

The major cliffcrence in the implementation of 
input method support among the Asian OpenVMS 
variants is in the character cell terminal envi- 
ronment. Some input methocls are suitable for 
programming into the terminal firmware. The 
Chinese ant1 Korcan input methods supported 
on the OpenVMS/Hanzi, OpenVMS/Hanyu, and 
OpenVMS/Hangtll systems are examples of such 
methods. Other input methods are too complex or 
require so many resources as to make them too 
costly for firmware implementation. This is true of 
the J;ipancsc input metliotl, which neecls to be 
implerncntetl on the host. Such implementation 
c;~uses ;I tiumber of technical issues with the tratli- 
tional I\S(:II character cell terminal-oriented appli- 
cation programming model, where an application 
does not have to be concerned with input methocls 
and expects to receive character cocles tlirectly. The 
following three alternatives have been used to 
implement host-based input rnethocls on the 
OpenVMS/Japanese system: 

1. ~Ipplication. All Japanese applications directly 
program the input method themselves. An appli- 
cation must call low-level routines (a set of 
kana-kanji input metliod routines are available 
in the JSY Run-time Library) to access the input 
method dictionary and directly controls the 
preedit interface in relation to its own screen 
management. This method is used by applica- 
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tions such as text editors, which need to directly 
manage the screen display. The method recl~rires 
substantial reengineering of an ASCII application 
to support aJapanese input method. 

2. Run-time library (RTL). Japanese applications 
call special text line input routines, whicli han- 
clle the Japanese input method. This method is 
suitable for applications that require simple line 
input of text. The RTL method hides the details of 
tlie input method from the application but lacks 
tlie flexibility to control the preedit user inter- 
hce. The reengineering needed to hanclle the 
Japanese input method is shifted from the ;~ppli- 
cation to the RTL routines. This approach 
requires less application reengineering, but all 
stanclarcl line input routine calls in the applica- 
tion must be replaced by Japanese line input rou- 
tine cal Is. 

3. Front-end input processor (FIP). The Japanese 
input method is embedded as a front-encl process 
inside the terminal queued I/O (QIO) system ser- 
vice. This method of implement;~tion benefits 
csistilig high-level RTL text line input routines 
and requires little application or RTL reengineer- 
ing to support the Japanese input metliod in the 
single-line input of Japanese text." 

The Asian OpenVMS graphical user interface on 
workstations is called Asian DECwindows/lMotif. 
Current input methocl support is provided through 
a Digital extension implemented as an X client. 
With release 5 of the XI1 standard, the implementa- 
tion will migrate to using the standard X input 
method (XlM) support in the Xlib library routines. 
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Most Asian PCs have a front-end processor imple- 
mentation of input methocls resident on the I'C. 
Therefore, PC clcsktop computers can send Asian 
characters directly when conlmunic;~ting with an 
Asian OpenVMS host. 

The following is an overview of the input meth- 
ods supported by each Asian Open\lMS variant. 

Japanese Input &lethod Kcina characters can be 
typed directly on a standard keyboard using a kana 
keyboard layout. For kcinji characters, the de bcto 
standard input method is called the rowzc~i/kn~zu- 
to-kanji conversion, which is based on phonetic 
conversion. The process of entering a kanji string 
involves typing the kana (biragnna or katakuna) 
or the romnji pronunciation of the string. The input 
method then looks in a conversion dictionary for 
the list of kanji strings that have the same pronunci- 
ation. Since most Jilpancsc words have homonyms, 
the user usually needs to go through a selection 
process to find the desired kanji string. More 
advanced implementations involve performing syn- 
tactic and semantic analysis of the sentence to 
increase the efficiency of the input method. On 
the OpenVMS/Jap;~nese system, the kana-to-kci~zji 
input method has a provision for separating conver- 
sion units into worcl, clause, and sentence. The 
method also has a learning capability that reorders 
the candidate list entries by means of a personal 
dictionary, putting the characters selected at the 
top of the list so that more frequently used worcls 
appear f i s t  in the homonym list. 

Chinese Inpzit Method No standard exists for the 
Chinese input method. The large number of input 
methods that have been proposed over the years 
can be classified into one of two major types: 

1. Pattern clecomposition-based method. Each 
character is decomposed into basic strokes or 
patterns. Each stroke or pattern, e.g., a root radi- 
cal, is assigned a code (mapped to a key) and 
each character is retrieved by inputting a 
sequence of such codes. 

2. Phonetic-based method. Each character is tran- 
scribed into phonemic letters ant1 retrieved by 
this phonemic transcription. The system used in 
Taiwan is based on the National Phonetic Alpha- 
bet (Bopomofo), whercas the PRC uses Roman 
alphabets based on the Wade-Giles system. 

T l~e  OpenVMS/Hanzi system supports the follow- 
ing Chinese input methods: 

- 

Five stroke 

Five 5h:lpe 

Pinyin 

Telex code 

GR 2312 cocle 

The OpenvMS/Han)r~~ system supports the fol- 
lowing Chinese input methods, which are imple- 
mentecl by firmw;~re on the Digit;tl VT382 series 
Chinese terminals: 

Ts;~ng-Chi 

Quick Tsang-Chi 

Phonetic 

= Internal code 

Phriisc 

Korean 111f)ut Mthocl Hangul cli;~r;~cters are 
composed by directly typing the individual Hangul 
letters. The composition seqilence a1waj.s starts 
with a consonant, is followecl by ;I vowel, and fin- 
ishes with a consonant, if present. The input method 
validates the composition sequence keyed in by the 
user at each step. The display device ilpdates the 
intermedi;~te rendering of the lxirtially formed 
Hangul cI1;lrncter as the shape ;inti position of each 
letter changes during composition. Hnnja charac- 
ters are entered by typing their Hangul pronuncia- 
tion. The input method displays a list of all possible 
Hanja characters (homonyms).  more sophisticated 
implementations can perform Hangul-to-Hanja 
conversion in worcl units similar to t l ~ t  of the 
kana-to-kanji conversion. On the Digital VT382 
Korean terminal, both the Hangul and the I-Ianja 
input methods are implementecl by firn1w;irr. 

Asian Text Output 
Asian character fonts are usually displayed or 
printed a s  bit-map graphics. To meet the require- 
ments of specific applications such as scaling and 
plotting, these fonts can also be clefinecl as outline 
fonts using vector representation. International 
codes of Asian language characters are mapped to 
the correspontling font data when needed for out- 
put. Predefined character fonts are usually stored in 
the reatl-only memory (ROM) of terminals and print- 
ers for better performance. As for the English alpha- 
bet, different st;indartls, styles, and sizes exist for 
Asian langui~ge character fonts. The following list 
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contains some of the more popular font styles used 
in the respective markets: 

Market Font Style 

Japan Mincho, Gothic, Round-Gothic 
Korea Myuncho, Gothic 
PRC Song, Quasi-Song, Hei (boldface), Kai 

Taiwan Sung, Hei (boldface), Kai 

In gener;~l, Asian ideographic characters require 
high-clefinition fonts, i.e., at least a 24-by-24 clot 
matrix, to achieve acceptable visual quality As a 
result, memory requirement is a major issue when 
supporting Asian fonts. 

Supporting Asian language processing requires 
modifying the standard video terminals ant1 print- 
ers. In general, software products need to recog- 
nize the different functional characteristics of Asian 
terminals and printers. For example, the character 
set designation and invocation clefaults differ fro111 
those of standard terminals. 

Workstations d o  not require any niotlifications 
(except for exchanging a local language keyboard 
for the standard one), because input and display are 
directly supported by software. 

Asian Video Terminals The traditional character 
cell terminal provicles certain local display and 
i n p i ~ t  f~unctions on  behalf of a software progratn. 
For cxaniple, the terminal firmware preprocesses 
scan codes generated by keyboard input and con- 
verts them to cliamcter code before sencling them 
to an application. Similarly, character fonts are usu- 
ally stored in the terminal ROM. Digital has devel- 
oped ;I variety of video terminals to support  Asian 
language processing. 

Some major hardware consitlerations for Asian 
video terminals are 

High-resolution video display. Ideographic char- 
acters have complex glyphs, which require at 
1e;lst ;I 24-by-24 dot matrix cell to be o f  accept- 
able display quality. Such a cell woulcl occupy 
two i\S<:II columns. As a result, to maintain 
a 26-line (40 ideograms per  line) display requires 
a screen resolution of at least 960 by 780 pixels. 
Typically, Digital's Asian video terminals use 
monitors that run at a 60-hcrtz noninterlacetl 
mode, a mock si~bst;intially higher than that of 
st;und;trd I\S(:II termin;~l monitors. 

Font memories ancl loading protocol. The termi- 
nal requires additional f<OM to hold the fonts of 
standard characters in an Asian character set, typ- 
ically 7,000 to 20,000 characters. Also, for char- 
acters outsicle the standard set, i t . ,  UDCs, the 
terminal requires rantlorn-access memory (MI) 
to downline load the fonts from the host. Digital 
Asian terminals support  font-loacling protocols 
that work with the host software to downline 
load fonts into RAM either on demand o r  on  a 
preloading basis. The font cache in Digital's 
Asian terminals can usually hold about 400 char- 
acters at once 

Input method. Implementing input methods on  
a video terminal requires additional hardware 
modification. The input method algorithms 
must be programmetl into the firmware together 
with extra memory for the input metl~otl  lookup 
tables. In addition to the main display area, one  
extra line on  the screen is needed as an input 
method work area, e.g., for displaying candidate 
lists for user selection. Some keys must be 
assignecl permanently for invoking different 
input methods. The printing of legends on the 
tops of the keys is now more complex, because 
the keytops must inclucle additional legends for 
the input method keyboarcl layout. For example, 
on  Digital's Hanzi terminals, four ideograms 
must appear on the tiny area of one  keytop. 

Asian Printel-s Digital supports a range of 
Asian printers. Similar to Asian video terminals, 
Asian printers must support font-Joatling protocols 
to downline load fonts for UDCs by either preload- 
ing o r  on-demand-loading methods. Additional 
RO1 is required to hold these fonts. Also, Digital's 
Asian printers generally support nlultiple font type- 
faces ancl sizes. 

Asian OpenVMS Structure 
The components provicled by the Asian OpenVMS 
variants on  top of the standard OpenVMS system 
can be divided into five main groups: 

1. System support  for transparent processing of 
lJDCs 

2. An enhanced OpenVMS terminal I/O subsystem 
to support Asian terminal devices 

3. A set of run-timc libr;~ries to facilitate Asian 
application development o n  Asian Open\Jals 
systems 
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4 .  A set  of localized utilities and commands for 
users to perform common tasks o n  0 p c . n ~ ~ ~  
systems in thcir nalive languages 

5. A utility to set the operating modes (st;~ndard 
OpenvMS mode o r  Asian OpenVMS mode) of the 
localized components 

Figure 4 summarizes the  Asian Opcn\lA:lS system 
structure. 

Asian OpenVMS Components 
This section reviews the major components of the 
Asian OpenVMS variants. 

Use-r-defined Character Support- 
The Character Manager 
Attributes of characters in the standard character 
sets supported o n  an Asian OpenVMS system are 
known and fixed. Therefore, attribute support  can 
be built into thc system statically. In contrast, tll)cs 
usually require thcir attributes to  be  dynamically 
defined and accessed. A new utility called the char- 
acter manager (CM(;II) enables users to  create, man- 
age (modify and upclate), and retrieve UDCs and 
their attributes. I:D(.: support  is currently offered 
on the OpenVMS/Japanese, OpenVMS/Hanzi, and 
OpenVMS/Hanyu systems. In the OpenVMS/Han)q~ 
system, the CMGR also supports Digital-defined 
characters, e.g., the D'rSCS ancl DEC Recommended 
Characters (DRC). 

The CMGR manages a set of systemwide data- 
bases that store I.uc attributes. Two UDC attributes 
are currently supported, glyph images and collating 
values. 

To represcnt the UDCs in the computer, the CMGR 
allows a user to assign each UDC a code point in the 
designated ['DC area. Currently, UDC characters are 
entered by directly typing their binary code. The 

USER- 
DEFINED 
CHARACTER 
SUPPORT n 

code point serves as the key in the <:MGR databases 
for retrieving other attributes of the character. 

The CMciR utility provides a user interface to cre- 
ate and manage the  UDC attribute database. The 
user interface includes a font editor for users to cre- 
ate the glyph image of a UDC and entries for other 
attributes. To allow applications to retrieve the  
UDC attributes, the  CMGR has a set  of application 
programming interfaces (APIs) used to access the  
individual attribute databases. In particular, the  
on-demand font loading of UDCs supported by the  
Asian terminal I/O subsystem employs the  CMGR 
font databases, ancl the SORT/MERGE utility uses the  
collation databases for UDC sorting. 

CMGR FontOataOnse To output  a UDC to a dis- 
play o r  printing device, the IJDC's glyph image must 
first be defined. The CMGR provides a screen font 
editor for users to create the  glyph images. The 
CMGR supports multiple typefaces (e.g., Hei, Sug, 
and Default) and font sizes (e.g., 24 by 24, 32 by 32, 
and 40 by 40) in multiple databases. There are two 
ways to load the UDC fonts to Asian output  devices, 
namely, preloading and on-demancl loacling. 

Fonts can be preloaded by sending a file that con- 
tains the appropriate control sequences ant1 font 
patterns, which are discussed in more detail later in 
this section. 'The CMGR provitles a command that 
generates a preload file from the font database for 
required UIlCs. 

On-demand font loading is a more complicatecl 
mecl~;inism, which involves an on-clemand loading 
protocol. Font patterns are retrieved from the font 
database through the CMGR callable interface by a 
font-handling process. 

CMGR Collation Attribute Database To facilitate 
the sorting of data, including UDCs, the collation 
weights of the characters must be defined. 

LOCALIZED 
OPENVMS 

MULTIBYTE PROCESSING RTL 

LOCALIZED SCREEN MANAGEMENT RTL 

LOCALIZED OPENVMS CALLABLE I UTILITY ROUTINES I 
ASIAN TERMINAL I10 SUBSYSTEM 

Figure 4 Asian OpenVMS System Structure 
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Currently, only the OpenVMS/Hanzi and OpenVMS/ 
Hanyu systems offer this feature. 

Asian Terminal I/O Subsystem 
The Asian terminal I/O subsystem is an extension 
of the standard OpenVMS terminal I/O subsystem. 
It consists mainly of the OpenVMS terminal class 
drivers/port drivers, auxiliary class drivers, and 
server processes, and handles both standard and 
Asian terminals simultaneously. For Asian termi- 
nals, the subsystem provides extended fi~nctions 
to support multibyte character handling in the ter- 
minal QIO system service, input method, code set 
conversion, and font loading. 

Terminal QIO System Service/Multibyte Character 
Handling The enhanced terminal QIO system ser- 
vice can handle mixed ASCII and multibyte Asian 
characters in line input calls. Line editing (e.g., 
character echo, cursor movement, character dele- 
tion, character insertion, word delirniters, and 
character overstrike), line wrapping, uppercasing, 
and read verifying will handle Asian characters 
correctly. Because the QIO system service is the 
lowcst-level routine that handles terminal I/O, all 
other text r/o routines such as LIB$GET-INPIJT, 
$GET RMS service, and the text 1/0 facility of pro- 
gramming languages such as C, Fortran, and COBOL 
are layered o n  it. The enhancements automatically 
benefit all of these higher-level routines. 

Font Loading Asian terminal devices have 
writable font memory (WFM), and the firmware 
supports font-loading sequences and logic. A text 
file is scanned by a utility program prior to output 
to a terminal o r  printer. Thc Asian terminal 1/0 sub- 
systcln then creates a preloading file, which con- 
tains the font-loatling sequence for all nonresident 
characters found in the file. Next, the subsystem 
sencls this preloading file to the terminal o r  printer, 
causing the required fonts to be loaded in the font 
memory. Finally, the text file is output to the termi- 
nal o r  printer. This method is limited by the size of 
the font memory, typically 300 to 500 characters. 
The font preloading method is used mainly in batch 
operations, such 'as line printers, where perfor- 
mance is an important factor. 

When an Asian video terminal o r  printer receives 
an Asian character code and determines that it is a 
U X ,  the terminal firmware automatically halts the 
current processing and generates a font request to 
the OpenVMs system. The terminal driver traps this 

request and passes it o n  to a process called the font 
handler. On behalf of the terminal, tllc font handler 
retrieves the font bit map of the recli~cstctl charac- 
ter from the system font database ancl sends it back 
to the terminal or printer, which in turn loads it 
into its RAM and resumes the display processing. 
Because it involves XON/XOFF flow control, which 
is done at a very low level of the system, the process 
requires modifications to device tlrivcrs. The 
amount of UDC font is not limited by capacity, 
because the terminal firmware automatically 
updates the memory. 

Front-end Input Process (FIP)IZ One of the big- 
gest clifferences between J;ipancsc and other Asian 
language (e.g., Chinese and Korean) support on the 
Openv>ls system is in the imp1emcnt:ltion of the 
input method. The nature of the kana-to-kanji 
input method makes it unsuitable for irnplementa- 
tion in terminal firmware. The method requires a 
huge input method dictionary (i~bout 1 megabyte in 
size) and a dynamic memory work area for syntac- 
tic and semantic analysis. Also, updating an input 
method dictionary that is implemented in firmware 
is a very costly operation. 

Code Set C O I Z U ~ ~ S ~ O ~ ?  Prior to the introduction of 
the Asian OpenVMS variants, Digital's customers 
used video terminals and printers that support pro- 
prietary local language code sets from third-party 
vendors. To protect customer investments and to 
ensure a srnooth migration path for legacy equip- 
ment, the Asian terminal l /O  subsystem provitles an 
application-transparent, code set conversion facil- 
ity. This facility is bascd o n  the terminal fallback 
facility (TFF) introduced in OpenVMS version 5.0, 
which provides a similar function for conversion 
between 7-bit National Replacement Character Sets 
(NRCSs) and the 8-bit DEC MCS. TFF provides a mitl- 
tlriver that converts both incoming and outgoing 
data from one code set to another. For the Asian 
OpenVMS variants, the conversion logic is extended 
to support 16-bit character entities. Currently, TFF 
supports the conversion between the DOOSAN 
code ant1 the DEC Hangul code on the OpenVMS/ 
Hangi~l system and the Ml'l;\<: TELEX code and the 
DEC: Hanyl~ code on the OpenVMS/Han).u system. 

In addition, code set conversion is necessary 
between heterogeneous systems because of the 
proliferation of encoding schemes used by differ- 
ent vendors. For Instance, Chinese PCs in Taiwan 
use the BIG 5 code. To facilitate the communication 
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Asian Application Programming Sup@ort 
To help software developers write Asian applica- 
tions on Asian OpenVMS variants, Digitill provitles 
a set of common Asian multibyte character process- 
ing RTL routines to supplement the standard 
OpenVMS RTLs. In particular, our Asian localization 
effort to develop OpenVMS layered products uti- 
lizes these RTLs. Functions provided by the Asian 
language RTL (approximately 240 routines) are clas- 
sified into the following categories of routines: 

Cllaracter conversion 

String 

Pointer 

Comparison 

Search 

Count 

Character type 

Code set conversion 

The majority of the routine interfaces are com- 
mon to all Asian countries. Currently, one library 
image supports the Hanzi, Hanyli, and Hangul lan- 
guage variants. Language-specific code is hidden 
under this generic multibyte interface and 
switched at run time by a system logical name 
defined during system start-up. 

The OpenVMS/Japanese system has a set of rou- 
tines for handling blna-to-kanji conversion, both 
high level and low level. The high-level routines, 
such as JLB$GET-INPUT, JLB$GET-COMMAND, and 
JLB$GET-SCRI:EN (Japanese versions of LIB$GEI'- 
INl'II'I', LIB$GET-COMMAND, and LIB$GET-SCREEN), 
hide the kana-to-kanji input method details from 
the application. These routines use the off-the-spot 
preediting that usually takes place at the last line of 
the screen; however, the flexibility of the preedit 
user interface is limited. A set of low-level routines 
performs primitive filnctions such as opening the 
conversion dictionary, finding the next candidate 

between the OpenVMS system and PC desktop com- kanji  string, and getting the contents of the inter- 
puters, the OpenVMS/Hanyu system supports the nal buffer. The knnct-to-kanji input methotl is pro- 
conversion between the BIG 5 code and the DEC grammed by calling a sequence of these routines. 
Hanyu code. This implementation gives the application the abil- 

ity to directly control the screen management and 
allows flexibility in the design of the preedit user 
interface; however, the application must deal with 
every detail of the input method, which is a disad- 
vantage. In addition, the library IMLIR helps the 
application customize the keyboard mapping for 
kana-to-kanji conversion. l 2  

The screen management (SMG) RTL on the 
OpenVMS system provides a suite of routines for 
designing, composing, and keeping track of com- 
plex images on a character cell video terminal in a 
device-independent manner. Tlie stantlard SMG ver- 
sion supports only the ASCII and DEC Special 
Grap1.1ics character sets and cannot correctly han- 
dle multibyte Asian characters. For example, opera- 
tions such as screen update optimization, boundary 
processing (clipping on borders), and cursor move- 
ments operate on part of a multibyte Asian charac- 
ter ant1 cause screen corruption bec;~use of the 
"one-character-is-equal-to-one-byte" assumption. 

The Asian OpenVMS variants provide an 
extended version of SMG (about 20 percent of the 
original routines have been extended) to support 
multibyte character sets and DEC MCS, in addition 
to ASCII and DEC Special Graphics. To maintain 
downward compatibility, most routine entries 
remain identical, with an optional character set 
argument added at the end of the ;~rgunient list 
to indicate desired character set  operations. 
Alternatively, users can define a logical name 
SMG$.DEFALJLT-CHARACTER-SET without explicitly 
passing the character set argument in the routine 
call. Existing ASC[I applications run unmodified 
with the Asian SMG. New Asian applications that 
use multibyte features relink with the new library. 

Asian Commands and Utilities 
The OpenVMs user interface determines the way an 
end user interacts with the system. Tlie interface 
includes such components as the DCI, command 
line interpreter, system help and messages, and all 
the system utilities provided by the OpenVMS sys- 
tem. Selectetl user interface components of the 
OpenVMS system have been localized to support 
Asian characters on the Asian OpenVMS variants. A 
description of some of these localized components 
follows. 
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UCL (7otnnzand Line Interpreter The algorithms 
in the standiird DCL that assume characters to be 
eclu;~l to 1 byte and interpret these characters as 
AS<:II/DEC MCS are enhanced for the following DCL 
primitives in the Asian code set motles: 

Command parsing. Parsing of con~mantl input 
in single-byte units causes data corruption, 
bec;~usc part of some multibyte Asian c1i;lracters 
can be mistaken for one of the special DCL ASCII 
characters such as !, @, or ". Command parsing is 
now done in character units instead of byte 
units, and operations such as terminator, clelim- 
iter checks, and quotation mark compression are 
skippcd on Asian characters, since the DCL spe- 
cial characters are all in ASCII. 

Character uppercasing ant1 lowercasing. Upper- 
casing and lowercasing are applied only to ASCII 
characters, because the concept of uppercase/ 
lowercase cloes not exist in Asian character sets. 
LJppercasin@lowercasing in single-byte units 
corrupts Asian character data, because part of 
an Asian character can be indiscriminately 
uppercased/lowercased. 

Symbols and labels. Certain 8-bit values (those 
with no character assigned in the DEC MCS) are 
currently disallowed for DCL symbol names, 
symbol values, and labels. This restriction has 
been removed in the Asian modes to allow all 
Asian characters in DCL symbols and labels. The 
enhanced algorithms maintain separate symbol 
tables h)r each of the code set modes, because of 
the possibility of code collision issues across dif- 
ferent code sets. 

'The Asinn DCL con1m;rntl line interpreter is 
currently supplied with the OpenVMS/Hanzi, 
Openc'\lS/Hangul, OpenVMS/Hanyu, ant1 OpenVMS/ 
Thai systems in the same binary image, i.e., a single 
image supports multiple code sets. The default 
code set mode for DCL for a particular system is 
established tluring system start-up by means of a 
defined logical name supplied with the start-up 
procedure of each Asian OpenVMs variant. Switch- 
ing the code set mode between DEC MCS and the 
particular Asian code set of the system is accom- 
plished through a utility, e.g., HANZIGEN in the 
OpenVi\lS/Hanzi system. The Asian f><:L is not sup- 
pliecl with the OpenVMS/Japanese system, because 
until only recently the Japanese input method was 
not ;~vailnble at the KLlevel. 

System Help and Messages The OpenVMS/Hanzi, 
OpenVMS/Hanyu, and OpenVMS/Hangul systems 
include a translated Asian language version of the 
OpenVMS system help library (accessed by typing 
HELP at the $ prompt). The Asian version of the sys- 
tem help library is placed in a directory that is sepa- 
rate from the original Englisl~ one but that has the 
same file name The user can switch the language 
(English or the particular Asian language) of system 
help by using the ASMNGEN utility, which redefines 
the file specification logical to point to the appro- 
priate file. 

The OpenVMS/Japanese system provides a trans- 
lated Japanese version of the system messages 
(SYSMSC;.EXE), which is placed in a subdirectory of 
SYS$MESSAGE. Users can switch the language of the 
system messages by using the SET LANGUAGE com- 
mand, which reloads the message file into memory. 

In addition, most of the localized original utilities 
and Asian-specific irtilities provide bilingual help 
and messages. 

SORT/MERGE Collation rules in the Asian lan- 
guages are very different from those of the Latin 
languages. ' 5  

Asian collation sequences. An Asian character 
has different collation sequences based on differ- 
ent attributes. The SORT/MERGE command is 
extended as follows to include new subqualifiers 
for the Asian collating sequences: /KEY=(POS:m, 
CSIZE:n, <collating sequence subqualifier>). The 
Asian OpenVMS SOI<T/MERGE utility supports the 
Asian collating sequences shown in Table Z 

Collation weights. Unlike ASCII, the collation 
weights of the Asian collating sequences cannot 
be derivecl by virtue of the code value. Rather, 
the string comparison for Asian collation 
sequences are tlriven by collation weight tables. 
For the standard characters, these tables are built 
into binary images that arc linked with the utility 
for fast access. 

Multibyte characters. String comparison in the 
original SORT/MERGE operation is done in byte 
units, because a character is assumed to be equal 
to 1 byte. For the Asian SORT/MERGE, a compari- 
son operation must be aligned by character, i.e., 
multibyte, units rather than by byte units. The 
operation must be able to handle the case in 
which the start position of a sort key (specified 
by a byte position) in a record is in the middle of 

Digital Tecbnfcal J0urna.l Vd. 4 No. 3 Sunnner 19-93 75 



Product Intcr~l;~tio~i;tliz;ition 

Table 7 Asian Collating Sequences  Supported by t h e  OpenVMS User Interface 

Collation 
Sequence Type OpenVMSIJapanese OpenVMSIHanzi OpenVMSIHanyu 

Pronunciation Onyomi* Pinyin Phonetic-Code 
Kunyomit 
Kokugo* 
Kana8bit 
Bushu 
Sokaku 

Radical 
Stroke Count 
Internal Code 

Radical 
Stroke 
QuWei 

Radical 
Stroke 
QuWei 

Notes: 

denotes a Chinese read~ng. 

t denotes a Japanese reading. 

: denotes a Kana reading. 

a multikyte cli:~r;~ctcr. Also, to avoid a trunc;~tion 
problem tlie I<cy bountl:ir): the size of the sort 
key (mixed hS<:II ancl milltibyte characters are 
allon~ed) is specified as a number of ch:ir;lcters 
instcad of 21 number o f  bytcs. 

Multiple passcs. Sorting Asian characters by any 
of the indivitiu;~l collating sequences (except 
QtiWei) may not produce a unique sort order. 
In general, multiple successive passes using 
different collating sequences are needed to clo 
so. Thus, the Asian OpenVMs SORT/MEKGE utility 
allows a sort key specified with multiple p;~sscs 
of different collating sequences. In addilion, if  
the /STABLE qualifier is not specified, QuWei 
collation is always added last to the sort key t o  
further classify records with identical collation 
values. 

User-defined characters. The Asian OpenVMS 
SoRT/&iER(;E utility supports collation of ~lll<:s. 
When a I i l X  is encountered, tllc SoH'IYhliit<(;E 
opcrntion retrieves the collation \\;ciglit from a 
system database maintained by the (:$l(;K utility 
with the value defintlcl by a user when tlic char- 
acter was registered. 

/MAIL Most of thc work involved in loc;~lizing the 
IMAIL utility enhances the user interface to use 
Asian characters. String search enhancements 
;~llow processing by character units insteatl of by 
byte units. String uppercasing is not iipplied to 
;\hian c11aractc.r~. The subject ficltl, the personal 
name field, and the folder names can all contain 
Asian characters. 'Ihe listing of mail foltlcrs can 
be displayed in sortecl order in any of the sup- 

ported collation sequences using the new com- 
mand qualifier I>lR/FOLD/COLLATIN(;-SEQI!ENC:E= 
(<collating sequences>). 

The MAII. utility invokes the Asian text editors 
by default instead of invoking the htantlarcl ones. 
The OpenVMS/Jap;inese system incorporntes tlie 
Japanese input method to allow users to enter 
Japanese characters. 

EDT The Asian OpenVMS EDT editor w a s  local- 
ized nntl enhanced for Asian text editing. Much of 
the work involved driving the terminal tlisplay 
correctly for Asian characters. In addition, the edi- 
tor has a largc number of new editing fe;ltures. 

TPU/EVE Localization of TPIJ ant1 EVE cleals 
mainly with managing the screen uptlate for mixecl 
ASCII and Asian characters, such ;IS cursor move- 
ment ant1 scrccn boilndary h;~ndling. Roth the "l'PU 
editing engine and the EVE interface were modi- 
fied. Asian-spc'cific TPU built-in procetlures were 
;~ddeci, and existing ones were enhanced. String 
search is now ;llignetl at the cli:~racter boundary 
rather that on byte units. 

For tlie J;~p:~nese TPI;/E\rE, onc of the most cliffi- 
cult tasks is to incorporate the Jap;~nese input 
mcthotl. This requires managing overl;~p windows 
in ;I cliaritcter cell ter~nin;~l between the input 
metliotl working area and the background editing 
area. 

DECtci~zdotts Sjslcrr~ With the increasing empha- 
sis on internationalization features in the XI1 and 
OSF/Motif st:~ndards, OpenVMS I)E<:windows sys- 
tems provitle these featiires ;end tlie loc;ilization 
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features demandecl by the market. For a description 
of the latest intern;itionaliz;~tion support  in the X 
Window System standard, refer to  the book by 
Scheil'lcr and Gettys.' ' 

Asian OpenVMS Localization Issues 
The Asian OpenVMS effort has been addressing \mi- 
oils technical and engineering i s s ~ e s . ~ ~ . l ( ~ . ~ -  This sec- 
tion discusses the major ones. 

Technical Issues 
Localization of the OpenVMs components to sup- 
port the Asian languages requires reengineering the 
progr;tm codes and text tr;inslation. The neecl to  
reengineer source code arises for two main re;isons. 

1. OpenVMS components make fund;imental 
programming assumptions and practices based 
o n  tlie AS<:II and l)E(: MCS character sets. For 
example, 
- OpenVMS components assume the ch;lr;icter 

set to be AS<:II (plus DK; MCS in some cases), 
and bli~ltlly uppercase and lowercase charac- 
ters, validate characters against the DE<: M<:S, 
a ~ i d  define printable characters according to 
the AS(:II ancl I)E(: M<:S encoclings. 

- OpenVMS components assume characters to 
be 1 byte and use string manipulation algo- 
ritlinls based on  I-byte units. 

- Open\lMs components assume the  tlisplay 
width of a character to be of fixed Icngth 
( I  byte) and use screen clisplay management 
algorithms based on  the  assumption that 
1 byte equals one  display column. 

- Ope~iVMs components assume that the char- 
acter count, the byte count, ant1 the display 
width are tlie same, and use string ni;lnipul;~- 
tion algorithms and character cell terminal 
screen display m;ln;lgement based on  this 
assumption. 

2 Some f~unctionality that is reqriired to support  
Asi;i~i 1angil;uges is missing in tlie st;intlarcl 
OpcnvMS environment, For example, 
- Keyboard input of Asian characters requires 

more complicated input method processing 
than is ;~v;iilable in the standard Open\fMS 
environment. 

- Collation rules of Asian languages are radi- 
cally different from English collation rules, 
on  which the stanclard OpenVMS environ- 
ment is based. 

- The sta~idartl OpenVMS environ~tient does not 
support  the ;~pplication-transp:iretlt process- 
ing of ( ll)<:s. 

- The writing direction of Asian 1anguagc.s can 
be vertical, i.e., from top to bottom. The stan- 
dard OpenViLlS environment assumes hori- 
zont;~l, left-to-right languages. 

Engineering L~.sues 
Historically, the Asian localization of the OpenVMS 
system has been org;inizecl as an engineering effort 
that is sepnrnte from niainstream development. As 
a result, a number of engineering constrai~its  ancl 
overhead costs exist. 

Single l;ingi~;lge support. The design goal for the 
Asia11 OpenVMS v;iri:ints, as driven by tlie local 
market requirements, has been targeted at s ~ i p -  
porting a single language on  one  system, i t . ,  one  
language variant per  system. As a result, no  spe- 
cial design considerations are given to support- 
ing multiple languages on  one system. 

Full upw;~rd compatibility. The top design 
requirement is to keep full downward compati- 
bility with original ASCII/DEC M<:S OpenVMS 
systems. ,411 ASCII/DEC MCS applications with 
existing data must be able to run ~inc1i;ingctl o n  
the Asian OpenVMS variants. In Lict, an Asian 
OpenVMS system can, at any time, be reset to 
operate in the original DEC MCS mode, if desiretl. 
Therefore, most localized components must be 
able to switch between tlie stanclard zinc1 Asian 
code paths. System mechanisms for detcrniining 
the current language variant and operating 
mode are required. 

Optimal performance. Another design goal is to 
minimize any performance impact o n  stnnclard 
English components As a rcrsult, Ahian cotles are 
designed around standard code paths. For exam- 
ple, branches for Asian code are placed at the 
end of a conditional statement, ant1 Asian code 
branclics out from the main line code using spe- 
cial hooks. 

Limited o r  n o  kernel changes. Since Asian code 
changes are not merged into the mainstream, 
kernel changes in Asian code would be very diffi- 
cult to rn;~int;iin wit11 new OpcnViLls releases. In 
add~t ion,  any kernel changes In the standard 
OpenVMS release will likely break the  Asian 
code. This puts a constraint on  supporting Asian 
languages in OpenVMS kernel components. 
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Commonality. Because the Asian langilagcs 
share a lot of commonality, techniques such 
as common source are used for most Asian 
localized components to maximize engineering 
return by sharing common Asian localization 
code. 

Conclusions 
Local language processing has becolne a mandatory 
functionality for computer systems sold in Asian 
markets. From the OpenVMS operating system per- 
spective, the basic local Asian language processing 
requirements are being atlclressed by its Asian 
language vi~riants in a single-language-for-a-sinSle- 
locale manner. With global trade and the technol- 
ogy trencl of distributed computing systems, the 
challenge for the future is to be able to provide 
OpenVMS services simultaneously to multiple 
clients operating in different languages and code 
sets. Such a requirement leads to the concept of a 
multiling~~al operating system, which allows soft- 
ware applications to run irrespective of the lan- 
guage and/or code set they support. With the 
availability of the I S 0  10646 Universal Character Set 
(UCS) standard, the set of tools for builcling such a 
rnultilingu:~l opcrating system has been enhancetl.18 

From an engineering perspective, the currcnt 
Asian localization approach of OpenVMS has been 
adopted historically because of a number of factors 
and constraints, such as the organization of engi- 
neering resources and the initial need to bring the 
capability rapidly to the market. The reengineering 
techniques are geared towilrd the character set 
encoding schemes currently supported. The 
arrangement of performing loc;~lization remotely 
and independently from the original ruailistream 
development has meant costly reengineering ant1 
maintenance overheads in the long term. With the 
industrial trend of shipping global software simul- 
taneously satisfying multiple different local market 
requirements, an international product engineer- 
ing approach must be taken to minimize the cost 
of worldwide system engineering to deliver a 
global product. In particular, the original product 
must be internationalized from the ground up, so 
that no separate reengineering is needed during 
localization to support a local market. In addition, 
to achieve simultaneous worldwide delivery, con- 
current engineering of loc:~lization needs to be 
performed closely in parallel with the product 
development. 
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Character Internationalization 
in Databases: A Case Study 

(:harcrcter ir~tcmalionalizatio~i poses d~~ict~ltproblenzs for database manugement 
~]~stenzs bewl~se  Ibejl lnlrst acldress user (stored) data, source code, and metadata. 
The reuisctl(I99.2) standard for database language SQL is one of the first standards 
to address iritcrnuiionaliratio~~ in a significant way. DEC Rdb is one of the fau 
Digitulyroducls lhat has cr corlzfilete internationalization (Asicin) implementation 
that is also ,l/llA cornpliant. The p r o d ~ ~ c t  is still evolr~ing from a noninternational- 
imiprodzlct to ufirllj~ ir~ternationrrlied one; this euol~iliotz hns taken four yecrrs 
and prouides an c.vcellent example of the issues that must be resoli~ed and the 
rlp)r.oaches lo rc.solv~ng them Rdb can serve as a cme study for the softz~lc~re engi- 
neering community on how to build internationalizedproducts. 

Internationalization is the process of producing 
speciSic:~tions and products that operate well in 
many languages and cu1tures.l Internationaliz;~tio~i 
has several tlifferent aspects such as character set 
issues, date ;ind time representation, ant1 currency 
representation. Most of these affect many areas of 
information technology where the solutions are 
reasonably similar; for es ;~mple ,  solutions to cur- 
rency representation are eqiially applicable to 
database systems and to  programming languages. 
Database systems, however, are affected in sever;~l 
unique ways, all of which deal with character sets. 
In this paper, w e  focus on  thc issues of character set 
internationalization in database management sys- 
tems (Dl%.\ls) and d o  not address the other aspects of 
date and time, currency, o r  locales. 

To better understand the probletns and solutions 
associated with character internationalization of 
database systems, w e  present an overview of the 
solutions found in the SQL standard ancl report 
a case s t ~ ~ t l y  of implementing those solutions in a 
commercial product. We first discuss the character 
internationalization featt~res supported in the 
recently published revision of the standard for 
Database Lung~mqe SQL (ISO/IEC 9075:1992 and 
h N s l  X.3.135-1992).'We then describe in some detail 
the application of thosc. features in DEC Rdb, 
Digital's relational databasc product. The interna- 
tionalization of DEC Rdb scrtScs as a case study, o r  a 
mociel, for the internationalization of Digital's soft- 
ware proclucts in general. 

Intt?rnationalizatwn in tbe 
SQL Standard 
Like most computer languages, SQL came into being 
with the minimal set  of characters required by the 
language; vendors were frec to support  as many, o r  
as few, adtlitional characters as they perceived their 
markets demanded. There was little, if any, consid- 
eration given to portability beyond the  English 
language customer base. In 1989, after work was 
completed on  I S 0  9075:1989 and &is1 X3.135-1989 
(SQL-89), significant changes were proposed for the 
next revision of the SQL database language to 
address the requirement for additional character set 
support. (Llnfortunately, this pu t  SQL in the van- 
guard, and little support  existed in the rest of the 
standards community for this effort.) 

Character Set Support 
SQL I I I L I S ~  address a more complex set of require- 
ments to support  character sets  than other pro- 
gramming languages due  to the  inherent nature 
of database systems. Whereas other program- 
ming languages have to  cover the character set used 
to encode the source program as well as the  char- 
acter set for data proccssecl by the program, 
database systems also have to address the cl~aracter 
set  of the metadata used to  describe the  user data. 
In other words, character set information must 
be  known within three places in a database 
environment. 
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1. The user data that is stored in the database or  
that is passed to the database system from the 
application programs. 

In SQL, data is stored in tables, which are two- 
dimensional representations of data. Each record 
of data is stored in a row of a table, and each field 
in a row corresponds to a column of a table. All 
the data in a given column of a table has the same 
data type and, for character data, the same char- 
acter set. 

2. The metadata stored in the database that is used 
to describe the user data and its structure. 

In SQL databases, metadata is also stored in tabu- 
lar form (so that it can be retrieved using the 
same language that retrieves user data). The 
metadata contains information about the struc- 
ture of the user data. For example, it specifies 
the names of the users' tables and columns. 

3. The data management source code. 

Data management statements (for querying and 
updating the database) have to be represented as 
character strings in some character set. There 
are three aspects of these statements that can be 
independently considered. The key words of the 
language (like SELECT or UPDATE) can be repre- 
sented in one character set-one that contains 
only the alphabetic characters and a few special 
(e.g., punctuation) characters; the character 
string literals that are used for comparison with 
database data or that represent data to be put 
into the database; and the identifiers that repre- 
sent the names of database tables, columns, and 
so forth. 

Consider the SQL statement 

S E L E C T  EMP- ID  FROM E M P L O Y E E S  
WHERE D E P A R T M E N T  = ' P u r c h a s i n g '  

In that statement, the words SELECT, FROM, and 
W E R E ;  the equals sign; and the two apostrophes 
are syntax elements of the SQL language itself. 
EMP-ID, EMPLOYEES, and DEPARTMENT are names of 
database objects. (EMPLOYEES is a table; the other 
two are columns of that table.) Finally, Purchasing 
is the contents of a character string literal used to 
compare against data stored in the DEPARTMENT 
column. 

That seems straightforward enough, but what if 
the database had been designed and stored in Japan 
so that the names of the table and its columns were 

in Japanese kanji characters? Furthermore, what if 
the name of some specific department was actually 
expressed in Hebrew (because of a business rela- 
tionship)? That means that our database would have 
to be able to handle data in Hebrew characters, 
metadata in Japanese characters, and source code 
using Latin characters! 

One might reasonably ask whether this level of 
functionality is really required by the marketplace. 
The original impetus for the character internation- 
alization of the SQL standard was provided by pro- 
posals arising from the European and Japanese 
standards participants. However, considerable 
(and enthusiastic) encouragement came from the 
x/open Company, Ltd, and from the Nippon 
Telephone and Telegraph/Multivendor Integration 
Architecture (NTT/hlLA) project, where this degree 
of mixing was a firm requirement.3 

The situation is even more complex than this 
example indicates. In general, application pro- 
grams must be able to access databases even though 
the data is in a different character encoding than 
the application code! Consider a database contain- 
ing ASCII data and an application program written 
in extended binary coded decimal interchange 
code (EBCDIC) for an IBM system, and then extend 
that image to a database containing data encoded 
using the Japanese extended UNIX code (EUC) 
encoding and an application program written in 
I S 0  2022 form. The program must still be able to 
access the data, yet the character representations 
(of the same characters) are entirely different. 
Although the problem is relatively straightforward 
to resolve for local databases (that is, databases 
residing on the same computer as the application), 
it is extremely difficult for the most general case of 
heterogeneous distributed database environments. 

Addressing Three Issues 
To support internationalization aspects, three clis- 
tinct issues have to be addressed: data representa- 
tion, data comparison, and multiple character set 
support. 

Data Representation How is the data (including 
metadata and source code) actually represented? 
The answer to this question must address the actual 
repertoire of characters used. (A character reper- 
toire is a collection of characters used or available 
for some particular purpose.) I t  must also address 
the form-of-use of the character strings. that is, the 
ways that characters arc strung together into chnr- 
acter strings; alternatiws inciutle fixed number of 
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bits per character, like 8-bit characters, or variable 
number of bits per character, like I S 0  2022 or ASN.l. 
Finall!: the question must deal with the character 
encoding (for example, ASCII or EBCDIC). 'The com- 
bination of these attributes is called a character sct 
in the SQL standard. 

It is also possible for the data to be represented in 
different ways within the database and in the iippli- 
cation program. A column definition thiit specifies 
a character set would look like this 

NAME C H A R A C T E R  V A R Y I N G  ( 6 )  
C H A R A C T E R  S E T  I S  K A N J I ,  

NAME N A T I O N A L  C H A R A C T E R  V A R Y I N G  (6), 

(which specifies the character set defined by the 
product to the national character set), while a state- 
ment that inserts data into that column might be 

I N S E R T  I N T O  E M P S ( N A M E )  
V A L U E S  ( . . . ,  - K A N J I 1 @ % ' ,  . . .  ); 

If the name of the coli~mn were expressed in 
biragana, then the user could write 

I N S E R T  I N T O  E M P S ( - H I R A G A N A  2a 3 2 )  
V A L U E S  ( . . . , - K A N J I  . . . ); 

Data Comparison How is data to be compared? 
All character data has to be compared using a colla- 
tion (the rules for comparing character strings). 
Most computer systems use the binary values of 
each character to compare character data 1 byte at 
a time. This method, which uses common charac- 
ter sets like ASCII or EBCDIC, generally does not pro- 
vide meaningful results even in English. It provides 
far less meaningful results for languages like French, 
Danish, or Thai. 

Instead, rules have to be developed for language- 
specific collations, and these rules have to resolve 
the problems of mixing character scts and colla- 
tions within SQL expressions. 

Applications can choose to force a specific colla- 
tion to be used for comparisons if the default col- 
lation is inappropriate: 

WHERE : h o s t v a r  = NAME C O L L A T E  J A P A N E S E  

Multiple Character Set Support How is the use of 
multiple character sets handled? The most power- 
fill aspect of SQL is its ability to combine data from 
multiple tables in a single expression. What if the 
data in those tables is represented in different char- 
acter sets? Rules have to be devised to spec~fy the 
results for combining such tables with the rela- 
tional join or union operations. 

What if the character sets of data in the source 
program are different from those in the database? 
Rules must exist to provide the ability for programs 
to query and mod@ databases with different char- 
acter sets. 

Components of Character 
Internationalization 
SQL recognizes four components of character inter- 
nationalization: character sets, collations, transla- 
tions, and conversions. Character sets are described 
above; they comprise a character repertoire, a form- 
of-use, and an encoding of the characters. Colla- 
tions are also described above; they spec@ the 
rules for comparing character strings expressed in 
a given character repertoire. 

Translations provide a way to translate character 
strings from one character repertoire to a different 
(or potentially the same) repertoire. For example, 
one could define a translation to convert the alpha- 
betic letters in a character string to all uppercase 
letters; a different translation might transliterate 
Japanese hiragana characters to Latin characters. 
By comparison, conversions allow one to convert a 
character string in one form-of-use (say, two octets 
per character) into another (for example, com- 
pound text, a form-of-use defined in the X Window 
Systenl). 

SQL provides ways for users to spec@ character 
scts, collations, and translations based on standards 
and on vendor-provided facilities. The current draft 
of the next version of the SQL standard (sQL3) also 
allows users to define their own character sets, col- 
lations, and translations using syntax provided in 
the standard.45 If these facilities come to exist in 
other places, however, they will be removed from 
the SQL standard (see below). SQL does not provide 
any way for users to spec* their own conversions; 
only vendor-provided conversions can be used. 

Interfacing with Application Programs 
Application programs are typically written in a 
third-generation language (3(;1,) such as Fortran, 
COBOL, or C, with SQL statements either embedded 
in the application code or invoked in SQL-only pro- 
cedures by means of CALL-type statements."~ a 
result, the interface between the database system 
and 3GL programs presents an especially difficult 
problem in SQL's internationalization facilities. 
Figure 1 illustratcs the procedure to invoke SQL 
from C ;  Figure 2 shows SQL as it is invoked from C; 
and Figure 3 shows SQL schema. 
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m a i n 0  

# i n c l u d e  < s t d i o . h >  
# i n c l u d e  < s t d l i b . h >  
# i n c l u d e  " S Q L 9 2 . h "  I *  I n t e r f a c e  t o  S Q L - 9 2  * I  

s t a t i c  s q l s t a t e  c h a r C 6 1 ;  
s t a t i c  e m p l o y e e - n u m b e r  c h a r C 7 1 ;  
s t a t i c  e m p l o y e e - n a m e  w c h a r - t C 2 6 1 ;  
s t a t i c  e m p l o y e e - c o n t a c t  c h a r C 1 3 1 ;  

I *  Assume some c o d e  h e r e  t o  p r o d u c e  a n  a p p r o p r i a t e  
e m p l o y e e  n u m b e r  v a l u e  * I  

LOCATE-CONTACT ( e m p l o y e e - n u m b e r ,  emp loyee -name,  
e m p l o y e e - c o n t a c t ,  s q l s t a t e ) ;  

I *  A s s u m e  m o r e  c o d e  h e r e  t o  u s e  t h e  r e s u l t  * I  

Figure I Invoking SQL from C 

MODULE i l 8 n - d e m o  NAMES ARE L a t i n l  
LANGUAGE C 
SCHEMA p e r s o n n e l  AUTHORIZATION m a n a g e m e n t  

PROCEDURE l o c a t e - c o n t a c t  
( :emp-num CHARACTER ( 6 )  CHARACTER SET A s c i i ,  

: emp-name CHARACTER VARYING ( 2 5 )  CHARACTER SET U n i c o d e ,  
: c o n t a c t - n a m e  CHARACTER VARYING ( 6 )  CHARACTER SET S h i f t - j i s ,  
S Q L S T A T E )  

SELECT name, c o n t a c t - i n - j a p a n  
I N T O  :emp-name, : c o n t a c t - n a m e  
FROM p e r s o n n e l . e m p l o y e e s  
WHERE e m p - i d  = :emp-num; 

Figure 2 SQL Invoked from C 

CREATE SCHEMA p e r s o n n e l  AUTHORIZATION m a n a g e m e n t  
DEFAULT CHARACTER SET U n i c o d e  

CREATE TABLE e m p l o y e e s  ( 

emp-i  d CHARACTER ( 6 )  CHARACTER SET A s c i i ,  
name CHARACTER VARYING ( 2 5 1 ,  
d e p a r t m e n t  CHARACTER ( 1 0 )  CHARACTER SET L a t i n l ,  
s a l a r y  DECIMAL (8,2),  
c o n t a c t - i n - j a p a n  CHARACTER VARYING ( 6 )  CHARACTER SET S h i f t - j i s ,  
. . . , 
PRIMARY KEY ( e m p - i d )  ) 

Figure 3 SQL Schema 
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In these figures, all the metadata values (that is, 
the identifiers) are expressed in Latin characters; 
this resolves the data representation issue. The 
reader should compare the  character sets of the 
data items in the EMPLOYEES table and the corre- 
sponding parameters in the SQL procedure. The tlif- 
ficulties arise when trying to achieve a correlation 
between the parameters of the SQL proceclurc ancl 
the arguments in the C statement that invokes th;it 
procedure. 

The C variable employee-number corresponds 
to  the  SQL parameter :emp-num; the C data type 
char is a good match for CHARACTER SET ASCII. The 
C variable employee name corresponds to the SQL 
parameter :emp-name; the C data type wchar-t 
is chosen by many vendors to match CHARACTER 
SET Unicode. However, CHARACTER SET Shift-jis is 
more complicated; there is no  way to know exactly 
how many bytes the character string will occupy 
because each character can be 1 o r  2 bytes in 
length. Therefore, we have allocatetl a C char that 
permits u p  to  13 bytes. Of course, the C run-time 
library would have to include support  for ASCII 
data, Unicode data, and Shift JlS data. 

Typically, 3GL languages have little o r  no support 
for character sets beyond their defaults. Conse- 
quently, when transferring data from an interna- 
tionalized SQL database into a noninternationalized 
application program, many of the  benefits are lost. 
Happily, that situation is changing rapidly. Program- 
ming language C is adding facilities for handling 
additional character sets, and the rso standards 
group responsible for programming l ang~~ages  
(ISO/IEC JTCl/SC22) is investigating how to add 
those capabilities to  other languages as well. 

The most difficult issue to  resolve concerns the 
differences in specific character sets  (especially 
form-of-use) supported by SQL implementations 
and 3GL implementations. As with other issues, 
purely local situations are easy to resolve because 
a DBMS and a compiler provided by the same vendor 
are likely to be  compatible. Distributed environ- 
ments, especially niultivendor ones, are more com- 
plicated. SQL has proviiled o n e  solution: it permits 
the user to write SOL code that translates and 
converts the tlata into the form required by the 
application program as long as the appropriate con- 
versions and translations are available for use by 
SQL. Of course, once the data has been transferred 
into the application program, the question 
remains: What facilities does it have to manipulate 
that data? 

Remote Database Access Issue 
As mentioned, a distributed environment presents 
significant tlifficulties for database internationaliza- 
tion. A simple remote database access scenario 
illustrates these problems. If an  application pro- 
gram must access some (arbitrary) database via a 
remote (e.g., network) connection, then the remote 
database acccss facility must be able to  deal with all 
the c11;~ractcr sets that the application and database 
use together; it may also have to deal with differ- 
ences in available character sets. (See Figure 4.) 

An IS0 standard for remote database access 
(ISO/IEC 9579-1 and 9579-2) uses the  ASN.l notation 
and encoding for transporting SQL commands and 
database data across remote  connection^.^ ASN.1 
notation, 3s presently standardized, provides no 
way to  use various character sets  in general. 
Recently work has begun to  resolve this problem. 
The revised stantlard must allow a character set t o  
be specified uniquely by means of a name o r  identi- 
fier that both ends of the connection can unam- 
biguously interpret in the same way The individual 
characters in ASN.1 character strings must be simi- 
larly identifiable in a unique way. 

This problem has not yet been resolved in the  
standards community, partly because several 
groups have to coordinate their efforts and produce 
compatible solutions. 

Hope for the Future 
In the past, programming languages, database 
systems, networks, and other components of 
information management environments had to deal 
with character sets in very awkward ways o r  use 
vendor-provided defaults. The result has been an 
incredible mess of 7-bit (ASCII, for example) and 
8-bit (Latin-1, for example) code sets, PC code 
pages, and even national variants to a11 of these. The 
number of cocle variants has made it very difficult 
for a database user to write an application that can 
be  executed on  any database system using recorn- 
pilation only. Collectively, they make too many 
assumptions about the character set  of all character 
data. 

I APPLICATION 1 1 
PROGRAM SYSTEM OATABASE I 

REQUIRES UNICODE SUPPORTS LATIN1 

Figure 4 Remote Database Access 
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The future outlook for database internationaliza- 
tion was improved dramatically by the recent adop- 
tion of IS0 10646, Universal Multiple-Octet Coded 
Character Set (UCS) and an industry counterpart, 
Unicode.Vhe hope is that Unicode will serve as a 
" 16-bit ASCII" for the fi~ture and that all new systems 
will be built to use it as the default character set. 

Of course, it will be years-if not decades- 
before all installed computer hardware and soft- 
ware use Unicode. Consequently, provisions have 
to be made to support existing character sets (as 
SQL-92 has done) and the eccentricities of existing 
hardware and software (like networks and file sys- 
tems). As a result, several different representations 
of Unicode have been developed that permit trans- 
mission of its 16-bit characters across networks that 
are intolerant of the high-order bit of bytes (the 
eighth bit) and that permit Unicode data to be 
stored in file systems that deal poorly with all the 
bit patterns it permits (such as octets with the 
value zero). 

In the past few years, many alternative character 
representations have been considered, proposed, 
and implemented. For example, IS0 2022 specifies 
how various character sets can be combined in 
character strings with escape sequences and gives 
instructions on switching between them."imilarly, 
ASN.l-like structures, which provide fi11Iy tagged 
text, have been used by some vendors and in some 
standards, e.g., Open Document Architecture.I() 
None of these representations has gained total 
acceptance. Database implementors perceive diffi- 
culties with a stateful model and with the potential 
performance impact of having a varying number of 
bits or octets for each character. UCS and Unicode 
appear to be likely to gain wide acceptance in the 
database arena and in other areas. 

Future Work for the SQL Standard 
One should not conclude that the job is done, that 
there is nothing left to work on. Instead, a great deal 
of work remains before the task of providing full 
character set internationalization for database sys- 
tems is completed. 

At present, the working draft for SQL3 contains 
syntax that would allow users to define their own 
character sets, collations, and translations using a 
nonprocedural lang~age.~.5 In general, the SQL stan- 
dards groups believe that it is inappropriate for a 
database standard to speclfy language for such 
widely needed facilities. Consequently, as soon as 
the other responsible standards bodies provide 

a language for these specifications, it is probable 
that this capability will be withdrawn from the SQL3 
specification. This decision would completely align 
the SQL character internationalization capabilities 
with the rest of the international standards efforts. 

After other standards for these tasks are in place, 
however, the remote data access (RDA) standard 
will have to be evolved to take advantage of them. 
RDA must be able to negotiate the use of character 
sets for database applications and to transport the 
information between database clients and servers. 
In order for RDA to be able to do this, the ASN.1 stan- 
dard will have to support arbitraly named character 
sets and characters from those sets. 

As a result, relevant standards bodies will need to 
provide (1) names for all standardized character 
sets and (2) the ability for vendors to register their 
own character sets in a way that allows them to 
be uniquely referenced where needed. Still other 
bodies will need to provide language and services 
for defining collations and translations. Finally, 
registries will need to be established for vendor- 
supplied collations, translations, and conversions. 

Of course, the greatest task will be to provide 
complete support for all these facilities throughout 
the information processing environment: operat- 
ing systems, communication links, CPus, printers, 
keyboards, windowing systems, file systems, and so 
forth. Healthy starts have been made on some of 
these (such as the X Window System), but much 
work remains to be done. 

DEC Rdb: An Internationalization 
Case Study 
DEC Rdb (Rdb/VMS) is one of the few Digital prod- 
ucts that has an internationalized implementation 
that is also compliant with the multivendor inte- 
gration architecture (MIA). l l , lL Its evolution from a 
noninternationalized product to a fully internation- 
alized one has taken four years to achieve. The 
design and development of Rclb can serve as a case 
study for software engineers on how to build inter- 
nationalized products. In this half of our paper, we 
present the history of the reengineering process. 
Then we describe some difficulties with the reengi- 
neering process and our work to overcome them. 
Finally, we evaluate the result. 

Localization and Reengineering 
The localization process comprises all activities 
required to create a product variant of an applica- 
tion that is suitable for use by some set of users with 
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similar preferences on a particular platform. 
Reengineering is the process of developing the set 
of source code changes and new components 
required to perform localization. DEC Rdb had to be 
reengineered to support several capabilities that 
are mandatory in Japan and other Asian countries. 

Our experience has shown that the reengi- 
ncering process is very expensive and should be 
avoided. If the original product was not designed 
for internationalization or localization, however, 
reengineering is a necessary (and unavoidable) 
evil. Typically, reengineering is required; so we 
decided to develop a technology that would avoid 
reengineering and to build a truly internationalized 
product. 

Most engineering groups follow the old assump- 
tions about product design. These assumptions 
include the following: 

1. The character set is implicitly ASCII. 

2. Each character is encoded in 7 bits 

3. The character count equals the byte count and 
equals the display width in columns. 

4. The maximum number of distinct characters 
is 128. 

5. The collating sequence is ASCII binary order. 

6. The messages are in English 

7 The character set of the source code is the same 
as it is at run time. 

8. The file code (the code on the disk) is the same 
as the process code (the code in memory). 

Different user environments require different 
product capabilities. Japanese kanji characters are 
encoded using 2 bytes per character. If a product 
assumes that the character set is 7-bit ASCII, that 
product must be reengineered before it can be used 
in Japan. On the other hand, internationalized prod- 
ucts can operate in different environments because 
they provide the cnpabilities to meet global require- 
ments. These capabilities include the following: 

1. Multiple character sets ensure that the customer's 
needs are met. 

2. Each character is encoded using at least 8 bits. 

3. The character count does not equal the byte 
count or the display width. 

4. The maximum number of unique characters is 
unknown. 

5. The collating sequence mects the customer's 
needs. 

6. The messages are in the language the customer 
uses. 

7. The character set of the source code is not nec- 
essarily the same as it is at run time. 

8. The file code is not necessarily the same as the 
process code. 

The reengineering process has two significant 
drawbacks: (1) the high cost of reengineering and 
(2) the time lag between shipping the product to 
the customer in the United States and shipping 
to the customer in Japan. The time lag can be reduced 
but cannot be eliminated as long as we reengineer 
the original product. If a local product is released 
simultaneously with the original, both Digital and 
the customers will benefit significantly. 

In the next section, we follow the DEC Rdb prod- 
uct through the reengineering process required to 
produce the Japanese Rdb version 3.0. 

Reenginemerzng Process 
DEC Rdb version 3.0 was a major release and conse- 
quently was very important to the Japanese market. 
The International System Engineering Group was 
asked to release the Japanese version by the end of 
1988, which was within six months of the date that 
it was first shipped to customers in the United 
States. 

Japanese and Asian Language 
Requirements to V2X Rdb/lrrMS 
Japanese and Asian language requirements apply to 
DEC Rdb and other proclucts as well. The require- 
ments common to Asian langi~ages are 2-byte char- 
acter handling, local language editor support, and 
message and help file translation. 

Japanese script uses a 2-byte code; therefore 
2-byte character handling is mandatory. For exam- 
ple, character searches must be performed on 2-byte 
boundaries and not on I-byte boundaries. If a string 
has the hexadecimal value 'AlA2A3A4', then its sub- 
strings are 'AlA2' ancl 'A3A4'. 'A2A3' must not be 
matched in the string. 

Digital's Asian text editors, e.g., the Japanese text 
processing utility (JTPU) and Hanzi TPU (for China), 
must be supported as well as the original TPU, 
the standard EDT editor, and the language-sensitive 
editor. 
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Messages, help files, and documentation must all 
be translated into local languages. 

The country-specific requirements include sup- 
port for a Japanese input method. Kana-to-kanji 
input methods must be supported in command 
lines. In addition, 4-byte character handling is 
required for Taiwan (Hanyu). Finally, NTVMLA SQL 
features must be added for Japan. 

Since there are not many requirements, one 
might conclude that the reengineering task is not 
difficult. However, reengineering is complicated, 
expensive, and time consuming; and thus should be 
avoided. 

Reengineering Japanese Rdb Version 3.x 
A database management system like DEC Rdb is very 
complex. The source code is more than 810,000 
lines; the build procedures are complicated; and a 
mere subset of the test systems consumes more 
than one gigabyte of disk space. Consequently, the 
reengineering process is complicated. The process 
encompasses more than modlfying the source 
code. Instead, a number of distinct steps must be 
accomplisl~ed : 

1. Source code acquisition 

2. Build environment acquisition 

3. Test system acquisition 

4. Creation of the development environment for 
the Japanese version 

5. Study of the original code 

6. Modification of the source code 

7 Test of the results, including the new Japanese 
functionality and a regression test of the original 
functionality 

8. Maintenance of the reengineered system 

Figure 5 shows the development cost in person- 
weeks for each of the eight steps. Two engineers 
stabilized the development environment-com- 
pile, link/build, and run-for version 3.0 of DEC 
Rdb in approximately four months. It is likely that 
the process required four months because it was 
our first development work on DEC Rdb. In addi- 
tion, approximately two months were needed to be 
able to run the test system. It was not an easy task. 

Each step had to be repeated for each version of 
the original. (Project time decreased a little.) Every 
version required this reengineering, even if no new 
functionality was introduced. The cost of building 

BUILD 
ENVIRONMENT 

SOURCE CODE ACQUISITlON 

AcaulslTloN -\ / ,-TEST SYSTEM 
ACQUISITION 

REENGINEERED 
SYSTEM 

CREATION OF THE 
DEVELOPMENT 
ENVIRONMENT FOR 

TEST OF THE THE JAPANESE 
RESULTS VERSION 

STUDY OF THE 
ORIGINAL CODE 

MODIFICATION OF 
THE SOURCE CODE ' 
Note: Each segment of the chafl represents the project lime (person-weeks) 
required to complete each step in the reengineer~ng process. 

Figure 5 Reengineering Process for 
Jizpanese Rdb Version 3.x 

the environment became cheaper after the first 
time. The other steps such as modlfying the source 
code, testing, and maintenance remained at almost 
the same cost. 

Reengineering Metric 
We modified about 10 percent of the original 
source modules during reengineering. Most of the 
modification occurred in the front end, e.g., SQL 
and RDML (relational database manipulation lan- 
guage). The engine parts, the relational database 
management system (RDMS), and KODA (the kernel 
of the data access, the lowest layer of the physical 
data access) were not modified very much. Table 1 
gives the complete reengineering metrics. 

(modified modules + 
new created modules) 

Reengineering metric = 
(original + modified + 
new created modules) 

Coengineering Process: 
No More Reengineering 
To reduce and eliminate reengineering, we have 
taken a conservative, evolutionary approach rather 
than a revolutionary one. We used only proven 
technologies. The evolution can be divided into 
three phases: 

1. Joint Development with Hong Kong. Our devel- 
opment goal was to merge Japanese, Chinese 
(People's Republic of China and Taiwan), and 
Korean versions into one common Asian Rdb 
source code. 

Digital Technical J01crnaC Vi. 5 No. 3 Summer 1993 87 



Product InternationaJization 

Table 1 Reengineering Metrics 

Facility 
Reengineering Modified Total Size in 
Metric Modules Modules Kilo Lines 

SQL 
RDML 
RDMS 
KODA 
RMU 
Dispatcher 

Notes: 

RMU IS the Rdb management utility; it is used to monitor, back up, restore, and display DEC Rdb databases. 

The reengineering metric for JCOBOL (a Digital COBOL compiler sold in Japan) is 471258 = 18.2%; the size is 225.0 kilo lines. 

2. Coengineering Phase I. Our goal was to merge 
Asian common Rdb into the original master 
sources for version 4.0. The merger of J-Rdb and 
Chinese-Rdb into Rdb would eliminate reengi- 
neering and create one common executable 
image. 

3. Coengineering Phase 11. In the final phase, our 
goal was to develop the internationalized product 
for version 4.2 by adding more internationaliza- 
tion functionality, SQL-92 support, MLA support 
for one common executable, and multiple char- 
x t e r  set support. 

Coengineering is a development process in 
which local engineers temporarily relocate to the 
Central Engineering Group in the United States to 
clevelop the original product jointly with Central 
Engineering. The engineers from a non-English- 
speaking country provide the user requirements 
and the cultural-dependent technology (e.g., 2-byte 
processing and input methods), and Central 
Engineering provides the detailed knowledge of the 
product. This process promotes goocl experiences 
for both parties. For example, the local engineers 
learn the corporate process, and the corporate 
engineers have more dedicated time to understand 
the requirements and difficulties of local product 
needs, what internationalization means, and how to 
build the internationalized product. Coengineering 
minimizes the risks associated with building inter- 
nationalized products. 

Asian Joint Development 
Our goal for the Asian joint development process 
was to provide a common Asian source code for 
Japan, People's Republic of China (PRC), Taiwan, 
and Korea. One common source code would 

reduce reengineering costs in Asia. To achieve our 
goal, we devised several source code conventions. 
The purposes of the conventions were 

1. To identdy the module for each Asian version by 
its file name 

2. To make it possible to create any one of the Asian 
versions (for Japan, the PRC, Taiwan, or Korea) or 
the English version from the common source 
codes, using conditional compilation methods 

3. To identify the portions of codes that were mod- 
lfied for the Japanese version 

4. To Pacilitate an engineer in Hong Kong who is 
developing versions for the PRC, Taiwan, and 
Korea 

We developed the Japanese Rdb version 3.0 in 
Japan. The files were transferred to Hong Kong to 
develop versions for the PRC, Taiwan, and Korea. 
The modified versions were sent back to Japan to 
be merged into one common Asian source file. 

Since we had one common Asian source file, 
reengineering in Hong Kong was reduced. Reengi- 
neering in Japan, however, was still necessary. We 
used compilation flags to create four country ver- 
sions, that is, we had four sets of executable images. 
As a result, we needed to maintain four sets of 
development environments (source codes, tests, 
and so forth). We wanted to fi~rther simplify the 
process and therefore entered the coengineering 
phases. 

Coengineering Phase I 
The integration of Asian DEC Rdb into the base DEC 
Rdb product took place in two phases. In the first 
phase, we integrated the Asian code modifications 
into the source modules of the base product. 
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Consequently, the specific Asian versions of the 
product can be attained by definition and then 
translation of a logical name (a sort of environment 
variable). No conditional compilation is necessary. 
In all releases of DEC Rdb version 3.x, source 
modules of the base product were conditionally 
compiled for each Asian version, which created 
separate object files and images. 

The process steps in this phase were 

1. Merge the source code 

a. Create one executable image 

b. Remove Japanese/Asian VMS dependency 

c. Remove kana-to-kanji input method 

2. Transfer the J-Rdb/C-Rdb tests 

Source Code Merge (Rdb Version 4.0) To create 
a single set of images, we removed the compilation 
flags and introduced a new way of using the Asian- 
specific source code. We chose to do this by using 
a run-time logical name; the behavior of DEC Rdb 
changes based on the translation of that logical 
name. 

We removed the Japanese/Asian VMS dependen- 
cies by using Rdb code instead of JSYSHR calls. 
(JSYSHR is the name given to the OpenVMS system 
services in Japanese VMS.) 

We removed the kana-to-kanji input method: By 
calling LIB$FIND-IIMAGE-SYMBOL (an OpenVMS sys- 
tem service to dynamically link library routines) to 
invoke an input method, the image need not be 
linked with p M S ;  even an end user can replace an 
input method. 

Run-time Checking We removed the compilation 
flags, but introduced a new logical name, the 
RDB$CHARACTER-SET logical, to switch the behavior 
of the product. For example, if RDB$CHARACTER-SET 
translates to DEC-KANJI, then the symbol 

ARDB-JAPAN-VARWNT is set true. This would indi- 
cate that all text would be treated as if it were 
encoded in DEC-KANJI. The cocle would behave as if 
it were DEC J-Rdb. This translation must occur at all 
levels of the code, including the user interface, DEC 
Rdb Executive, and KODA. 

Since DEC Rdb checks the value of the logical 
name at run time, we do not need the compilation 
flags; that is, we can have one set of executable 
images. 

Figure 6 shows the values that are valid for the 
RDB$CHARACTER-SET logical. 

The DEC J-Rdb source contains code fragments 
similar to those shown in Figure 7, which were 
taken from RDOEDIT.B32 (written in the BLISS pro- 
gramming language). This code was changed to use 
a run-time flag set as a result of translation of the 
logical RDB$CHARACTER-SET, as shown in Figure 8. 

Remove Japanese VMS (JVMS) Dependency The 
Japanese version of DEC Rdb version 3.x used 
the p M S  run-time library (JSY routines). The JSY 
routines are Japanese-specific character-handling 
routines such as "get one kanji character" and 
"read one kanji character." The library is available 
only on JVMS; native VMS does not have it, so DEC 
Rdb cannot use it.  To remove thepAtS dependency, 
we modified all routines that called JSY routines so 
that they contain their own code to implement the 
same functions. 

The J-Rdb/vMS source contains code fragments 
similar to the ones shown in Figure 9. The code was 
changed to remove references to the JSY routines as 
shown in Figure 10. 'This example does not use JSY 
routines like JSY$CH-SIZE o~JSY$CH-RcHAR. 

Remove Knna-to-kanji Input Method The depen- 
dency on J\JMS can be eliminated by making the 
2-byte text handling independent of JSY routines, 
but the input method still depends on JSYSHR for 

$ D E F I N E  R D B S C H A R A C T E R - S E T  - 
( D E C - K A N J I  I D E C - H A N Z I  I D E C - H A N G U L  I D E C - H A N Y U  1 

D E C - K A N J I  
D E C - H A N Z I  
D E C - H A N G U L  
D E C - H A N Y U  

J a p a n e s e  
C h i n e s e  
K o r e a n  
T a i w a n  

$ S E T  L A N G U A G E  J A P A N E S E  ! I f  y o u  u s e  J a p a n e s e  V M S  

F i e  6 RIIB$CH4R4C7ERRSET Logical 

Digital Technical Journal &I. 5 ,\'(I. j Jzrnztrzer l99j 89 



Product Internationalization 

! T h i s  e x a m p l e  s w i t c h e s  t h e  d e f a u l t  TPU s h a r e a b l e  
! i m a g e  ( T P U S H R ) .  If t h e  J a p a n e s e  v a r i a n t  i s  s e t ,  
! t h e n  t h e  d e f a u l t  e d i t o r  s h o u l d  b e  J T P U S H R .  
! 
% I F  $ARDB-JAPAN-VARIANT 
% T H E N  

TPU-IMAGE-NAME = ( I F  (.TPU-NAME E Q L  0) 
THEN $ D E S C R I P T O R  ( ' T P U S H R ' )  
E L S E  $ D E S C R I P T O R  ( ' J T P U S H R ' ) ) ;  

% E L S E  
TPU-IMAGE-NAME = $ D E S C R I P T O R  ( ' T P U S H R ' ) ;  

Figure 7 Compilation Flag in DEC Rdb Vevsion 3 

! T h i s  c o d e  c o u l d  b e  t r a n s l a t e d  t o  t h e  f o l l o w i n g  
! w h i c h  m i g h t  c o n t a i n  r e d u n d a n t  c o d e  b u t  s h o u l d  w o r k :  
! 

1F.ARDB-JAPAN-VARIANT ! I f  ARDB-JAPAN-VARIANT f l a g  i s  t r u e ,  

THEN ! t h e n  R d b / V M S  s h o u l d  u s e  t h e  J - R d b / V M S  b e h a v i o r  
TPU-IMAGE-NAME = ( I F  (.TPU-NAME E Q L  0) 
THEN $ D E S C R I P T O R  ( ' T P U S H R ' )  
E L S E  $ D E S C R I P T O R  ( ' J T P U S H R ' ) )  

E L S E  
TPU-IMAGE-NAME = $ D E S C R I P T O R  ( ' T P U S H R ' ) ;  

Figure 8 Run-time Checking in Version 4 

% I F  $ARDB-COMMON-VARIANT % T H E N  
! + 
! ARDB: A d v a n c e  c h a r a c t e r  p o i n t e r .  
! 
! J S Y S C H - S I Z E  c o u n t s  t h e  s i z e  o f  t h e  c h a r a c t e r .  
! I f  i t  i s  A S C I I ,  r e t u r n  1, 
! I f  i t  i s  K a n j i ,  r e t u r n  2 .  
! CP i s  a  c h a r a c t e r  p o i n t e r  
CP = C H $ P L U S (  .CP, J S Y $ C H - S I Z E (  JSY$CH-RCHAR( . C P  ) ) -  
I - 
% E L S E  
CP = C H $ P L U S (  .CP, 1 ); 
% F I  !$ARDB-COMMON-VARIANT 

Figure 9 Using JSY Routines in DEC Rdb Version 3 

kana-to-kunji conversions. To remove this depen- We created a shareable image for the input 
dency, we developed a new method to invoke the method, using the SYS$LANGUAGE logical to switch 
kana-to-kanjiconversion routine. Figure 11 shows to the Japanese input method or to other Asian 
the new input method. language input methods. Since an input method is 

Since LIB$FIND-IMAGE-SYMBOL is used to find the a shareable image, a user can switch input methods 
Japanese input at nln time, JSYSHR does not need to by redefining the logical name to identfi the appro- 
be referenced by the SQL$ executable image. priate image. 

- 
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I F  SRDMSSARDB-COMMON THEN 
! + 
! ARDB: A d v a n c e  c h a r a c t e r  p o i n t e r .  
! 
! I f  t h e  c o d e  v a l u e  o f  CP i s  g r e a t e r  t h a n  1 2 8 ,  
! t h e n  i t  m e a n s  t h e  f i r s t  b y t e  o f  K a n j i ,  s o  
! a d v a n c e  2 ,  e l s e  i t  i s  A S C I I ,  a d v a n c e  1 .  
! 
CP = CH$PLUS(  . C P ,  ( I F  CH$RCHAR( . C P )  GEQ 1 2 8  

THEN 
2  

ELSE 
1 )  ); 

I - 
E L S E  
CP = C H $ P L U S (  . C P ,  1 1; 
F I  !$RDMSSARDB-COMMON 

w h e r e  SRDMSSARDB-COMMON i s  a  m a c r o .  

Figure I0 Removing JSYRoutines in Version 4 

S Q L S .  EXE 
I 
+ ( d e f a u l t )  -> SMGSREAD-COMPOSED-LINE 
I 
+ ( i f  J a p a n e s e  I n p u t  i s  s e l e c t e d )  

L IBSFIND- IMAGE-SYMBOL 
I 
+------> ( s h a r e a b l e  f o r  J a p a n e s e  I n p u t ) . E X E  

I I 

Figure I1 Input Method for Version 4: Kbna-to-kanji Conversion uapanese Input) Sbareabk Image 

Note that the input method is a mechanism to 
convert alphabetic characters to kanji characters. 
It is necessary to permit input of ideographic char- 
acters, i.e., kanji, through the keyboard. Asian local 
language groups would be responsible for creating 
a similar shareable image for their specific input 
methods. 

Transfer DEC J-Rdb and DEC C-Rd6 Tests To 
ensure the functionality of Japanese/Asian DEC 
Rdb, we transferred the tests into the original devel- 
opment environment. We integrated not only the 
source modules but also all the tests. Consequently, 
the Asian 2-byte processing capabilities have now 
been tested in the United States. 

Kit Components and J-Rdb Instdlution Procedure 
The original DEC Rdb version 4.0 has the basic capa- 

bility to perform 2-byte processing. Japanese and 
other Asian language components must be pro- 
vided for local country variants. The localization kit 
for Japan contains Japanese documentation such as 
messages and help files, an input method, and the 
J-Rdb license management facility (LMF). AS a result, 
we need not reengineer the original product any 
more. The installation procedure is also simplified. 
Users worldwide merely install DEC Rdb and then 
install a localization kit if it is needed. 

The localization kits contain only the user inter- 
faces, so no reengineering is necessary; however, 
translation of documentation, message files, help 
files, and so on to local languages still remains nec- 
essary. Nonetheless, the reengineering process is 
eliminated. 

In version 4.0, we achieved the main goal, to intc- 
grate the Asian source code into the base product 
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to avoid reengineering. The Japanese localization 
kit was released with a delay of about o n e  month 
after the U.S. version (versus a five-month delay 
in version 3.0). The one-month delay between 
releases is among the best in the worltl for such 
a complex product. 

Coengineering Phase II 
In the second phase of integration, w e  redesigned 
the work done in Phase I and developed a multi- 
lingual versioii of Rdb/VRilS. 

In  version 4.0, w e  introduced the logical name 
RDB$CHARACTER-SET to integrate Asian function- 
ality into DEC Rtlb. In Phase 11, we created ;In inter- 
nationalizecl version of DEC Rdb. We retained the 
one  set of images and introcluced new syntax and 
semantics. We also provicled support for the NTT/ 
MIA requirements. 

The following are the highlights of the  release. 
The details are given in the Appendix. 

N~ / iv lLA SQL Requirements 

- NATIONAI. CHARACTER data type 

- N'national' literal 

- kklrzjnji object names 

Changes/extensions to the original DEC Rdb 
- Adcl a character set attribute 

- Multiple character set support 

Dependencies upon other products 
- CDD/Plus, CDD/Repository: Add a character 

set  attribute 
- Programming languages: COBOL, PIC, N 

Since w e  are no longer reengineering the original 
product, wc now have time to  clevelop the new 
functionality that is required by NTT/MIA. The new 
syntax and semantics of the character-set handling 
are conformant with the  new SQL-92 standard. 
As far as we know, no competitor has this level of 
functionality. 

If w e  had t o  continue to  reengineer the  original, 
w e  would not have had enough resources to  con- 
tinue development of important new functionali- 
ties. Coengineering not only reduces development 
cost but also improves competitiveness. 

We introduced the RDB$CHARACTER-SET logical 
during Phase I t o  switch the character set being 
used. Since the granularity of character set support  
is o n  a process bas~s,  however, a user cannot mix 
different character sets in a given process. In Phase 
11, w e  implemented the CHARACTER SET cl;luse, 

defined in SQL-92, to  allow multiple character sets 
in a table. 

Database Character Sets The database character 
sets are the character sets specified for the attached 
database. Database character set attributes are 
default, identifier, and national. 

SQL uses the database default character set for 
two elements. (1) database co lum~is  with a charac- 
ter data type (CHARACTER ancl CHARACTER VARY- 
ING) that clo not explicitly specify a character set 
and (2) parameters that are not qualified by a char- 
acter set. The user can specify the database default 
character set by using the  DEFAULT CHARACTER SET 
clause for CREATE DATMASE. 

SQL uses the identifier character set  for database 
object names such as table names and column 
names. The user can spec* the identifier character 
set  for a database by using the  IDENTIFIER CHARAC- 
TER SET clause for CREATE DATABASE. 

SQL uses the national character set for the follow- 
ing elements. 

For all columns and domains with the data type 
NATIONAL CHARACTER o r  NATIONAL CHARACTER 
VARYING and for the  NATIONAL CHARACTER data 
type in a CAST function 

In SQL module language, all parameters with the 
data type NATIONAL CHARACTER o r  NATIONAL 
CHARACTER VARYING 

For all character-string literals qualified by the 
national character set, that is, the literal is pre- 
ceded by the letter N and a single quote (N') 

The user can specify the national character set  
for a database by using the NATIONAL CHARACTER 
SET clause for CREATE DATABASE. 

The following example shows the DEFAULT 
CHARACTER SET, IDENTIFIER CHARACTER SET, and 
NATlONAL CHARACTER SET clauses for CREATE 
DATABASE. 

C R E A T E  D A T A B A S E  F I L E N A M E  E N V I R O N M E N T  
D E F A U L T  C H A R A C T E R  S E T  D E C - K A N J I  
N A T I O N A L  C H A R A C T E R  S E T  K A N J I  
I D E N T I F I E R  C H A R A C T E R  S E T  D E C - K A N J I ;  

C R E A T E  D O M A I N  DEC-KANJI -DON C H A R ( 8 ) ;  
C R E A T E  D O M A I N  K A N J I - D O M  N C H A R ( 6 ) ;  

DEC-KANJI-DOM is a text data type with 
DEC-KANJI character set, and KANJI-DOM is a text 
data type with KANJI character set. The database 
default character set  is DEC-KANJI and the  national 
character set is KANJI. 
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As previously stated, the user can choose the 
default and identifier character sets of a database. 
Consequently, users can have both text columns 
that have character sets other than 7-bit ASCII and 
national character object names (i.e., kanji names, 
Chinese names, and so on). 

In Rdb version 3.1 and prior versions, the charac- 
ter set was ASCII and could not be changed. In Rdb 
version 4.0, users coulcl change character sets 
by defining the RDB$CHARACTER-SET logical. It is 
important to note that the logical name is a volatile 
attribute; that is, the user must remember the char- 
acter set being used in the database in his process. 
On the other hand, the database character sets 
introduced in version 4.2 are persistent attributes, 
so the user is less likely to become confused about 
the character set in use. 

Session Character Sets The session character sets 
are used during a session or during the execution of 
procedures in a module. The session character set 
has four attributes: literal, default, identifier, and 
national. 

SQL uses the literal character set for unqualified 
character string literals. Users can speclfy the 
literal character set only for a session or a m o d ~ ~ l e  
by using the SET LITERAL CHARACTER SET statement 
or the LITERAL CHARACTER SET clause of the SQL 

module header, DECLAR.E MODULE statement, or 
DECLARE ALWS statement. 

Session character sets are bound to modules or 
an interactive SQL session, and database character 
sets are attributes of a database. For example, a user 
can change the session character sets for each SQL 
session; therefore, the user can attach to a database 
that has DEC-MCS names and then attach to a new 
database that has DEC-HANZI names. 

Octet Length and Character Length In DEC Rclb 
version 4.1 and prior versions, all string lengths 
were specified in octets. In other words, the 
numeric values specified for the character-column 
length or the start-off set and substring length 
within a substring expression were considered to 
be octet lengths or offsets. 

DEC Rclb version 4.2 supports character sets of 
mixed-octet and fixed-octet form-of-use. For this 
reason and to allow an upgrade path to SQL-92 
(where lengths and offsets are specified in charac- 
ters rather than octets), users are allowed to  spec^ 
lengths and offsets in terms of characters. To 
change the default string-lcngth unit from octet to 
characters, users may invoke the following: 

S E T  C H A R A C T E R  L E N G T H  ' C H A R A C T E R S ' ;  

Multiple Character Sets Examples Users can cre- 
ate a domain using a character set other than the 
database default or national character sets with the 
following sequence: 

C R E A T E  D O M A I N  D E C - K O R E A - D O M  C H A R ( 6 )  
C H A R A C T E R  S E T  D E C - K O R E A N ;  

C R E A T E  T A B L E  T R E E S  
( T R E E - C O D E  T R E E - C O D E - D O M ,  

Q U A N T I T Y  I N T E G E R ,  
J A P A N E S E - N A M E  C H A R ( 3 0 ) ,  
F R E N C H - N A M E  C H A R ( 3 0 )  

C H A R A C T E R  S E T  D E C - M C S ,  
E N G L I S H - N A M E  C H A R ( 3 0 )  

C H A R A C T E R  S E T  D E C - M C S ,  
K O R E A N - N A M E  C H A R ( 3 0 )  

C H A R A C T E R  S E T  D E C - K O R E A N ,  
K A N J I - N A M E  N C H A R ( 3 0 ) ) ;  

The table TREES has multiple character sets. This 
example assumes the default character set is 
D E C - W J I  ant1 the national character set is KANJI. 
Users can have object names other than ASCII 
names specifying the identifier character set. The 
database engine uses the specific routines to com- 
pare data, since the engine knows the character set 
of the data. With DEC Rdb version 4.2, all three 
issues of data representation, multiple character- 
set support, and data comparison have been 
resolved. 

Conclusions 
By replacing reengineering with coengineering, we 
reduced the time lag between shipping DEC Rclb to 
customers in the United States and in Japan from 
five months for version 3.0 in July 1988 to two 
weeks for version 4.2 in February 1993. Figure 12 
shows the decrease in time lag for each version 
we developed. We also eliminated expensive 
reengineering and maintenance costs. Finally, we 
increased competitiveness. 

It has taken more than four years to evolve from a 
noninternationalized product to an international- 
ized one. If the product had originally been 
designed to be internationalized, this process woulcl 
have been unnecessary. When DEC Rdb was origi- 
nally created, however, we did not have an interna- 
tionalization model, the architecture, or mature 
techniques. Reengineering is unavoidable under 
these circumstances. 

By sharing our experience, we can help other 
product engineering groups avoid the rccngineer- 
ing process. 
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Figure 12 Time Lag bet~ileen US. und Japanese 
Sk~ipment of DEC Rdb 

Future Work for DEC Rdb 
Coengineering has proved that an evolutionary 
approach is not only possible, but that i t  is the most 
reasonable approach. Additional work, however, 
remains to be done for DEC Rdb. 

DEC Rdb must support more character sets like 
I S 0  10646-1. Wc think that the support of new char- 
acter sets would be straightforward in the DEC Rdb 
implementation. DEC Rdb has the infrastructure for 
supporting it. S(?I.-92 has the syntax for it, that is, 
the character set clause. Furthermore, the DEC Rtlb 
implementation has the attribute for a character set 
in the system tables. 

Collations on Han characters should be 
extended. The current implementation of a colla- 
tion on Han char:~cters is based on its character 
value, that is, its code value. We believe the user 
would also like to have collations based on dictio- 
naries, radicals, and pronunciations. '3 

Summary 
There are significant difficulties in the specification 
of character internationalization for database sys- 
tems, but the SQL-92 standard provides a sound 
foundation for the internationalization of products. 
The application of SQL-92 facilities to DEC Rdb is 
quite successfill and can serve as a case study for the 
internationalization for other software products. 
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Appendix: Syntax of Rdb Version 4.2 

Format of CHARACTER SET Clause 
< c h a r a c t e r  d a t a  t y p e >  : :=  

< c h a r a c t e r  s t r i n g  t y p e >  
C C H A R A C T E R  S E T  < c h a r a c t e r  s e t  s p e c i f i c a t i o n >  I 

I < n a t i o n a l  c h a r a c t e r  s t r i n g  t y p e >  

< c h a r a c t e r  s t r i n g  t y p e >  : : =  
C H A R A C T E R  C  V A R Y I N G  1 C ( < l e n g t h >  ) I 

1 C H A R  C V A R Y I N G  I C  ( < l e n g t h >  I 
I V A R C H A R  ( < l e n g t h >  ) 

< n a t i o n a l  c h a r a c t e r  s t r i n g  t y p e >  : : =  
N A T I O N A L  C H A R A C T E R  C V A R Y I N G  1 C  ( < l e n g t h >  ) I 

I N A T I O N A L  C H A R  C  V A R Y I N G  I C ( < l e n g t h >  ) I 
( N C H A R  [ V A R Y I N G  I ( < l e n g t h >  ) 

< c h a r a c t e r  s e t  s p e c i f i c a t i o n >  : : =  
< c h a r a c t e r  s e t  n a m e >  

< c h a r a c t e r  s e t  n a m e >  : : =  < n a m e >  

Character Set Names 
D  E  C-M C  S 

1 K A N J I  
I H A N Z I  
( K O R E A N  
I H A N Y U  
I D E C - K A N J I  
I D E C - H A N Z I  
I D E C - K O R E A N  
I D E C - S I C G C C  
I D E C - H A N Y U  
I K A T A K A N A  
I I S O L A T I N A R A B I C  
I I S O L A T I N H E B R E W  
I I S O L A T I N C Y R I L L I C  
I I S O L A T I N G R E E K  
I D E V A N A G A R I  

Continued on next page. 
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Exa~nple of CHARACTER SET 
C R E A T E  D A T A B A S E  F I L E N A M E  E N V I R O N M E N T  

D E F A U L T  C H A R A C T E R  S E T  D E C - K A N J I  
N A T I O N A L  C H A R A C T E R  S E T  K A N J I  
I D E N T I F I E R  C H A R A C T E R  S E T  D E C - K A N J I ;  

C R E A T E  D O M A I N  N A M E S - G E N E R A L  C H A R ( 2 O ) ;  

C R E A T E  D O M A I N  N A M E S - P R C  C H A R ( 2 O )  
C H A R A C T E R  S E T  I S  H A N Z I ;  

C R E A T E  D O M A I N  N A M E S - M C S  C H A R ( 2 O )  
C H A R A C T E R  S E T  I S  MCS; 

C R E A T E  D O M A I N  N A M E S - K O R E A N  C H A R ( 2 O )  
C H A R A C T E R  S E T  I S  H A N G U L ;  

C R E A T E  D O M A I N  N A M E S - J A P A N  N C H A R ( 2 0 ) ;  

Format of Literals 
< c h a r a c t e r  L i t e r a l >  : : =  

< c h a r a c t e r  s t r i n g  l i t e r a l >  
1 < n a t i o n a l  c h a r a c t e r  s t r i n g  l i t e r a l >  

< c h a r a c t e r  s t r i n g  L i t e r a l >  : : =  
C < i n t r o d u c e r > < c h a r a c t e r  s e t  s p e c i f i c a t i o n >  I 
< q u o t e > [  < c h a r a c t e r  r e p r e s e n t a t i o n >  . . .  ] < q u o t e >  

< n o n q u o t e  c h a r a c t e r >  : :=  ! !  S e e  t h e  S y n t a x  R u l e s .  

< n a t i o n a l  c h a r a c t e r  s t r i n g  l i t e r a l >  : : =  
N  < q u o t e > [  < c h a r a c t e r  r e p r e s e n t a t i o n >  . . .  ] < q u o t e >  

Example of National Object Name 
C R E A T E  T A B L E  &%B 
(E%R%% C H A R ( 6 ) ,  
@%#&$I N A T I O N A L  C H A R A C T E R ( I O ) ,  
8-5 D E C I M A L ( l O ) ,  
%@%% D E C I M A L C S ) ,  w? N C H A R ( 3 0 1 ,  
P R I M A R Y  K E Y  @%ji%s-); 

SELECT@%R-%% 
F R O M  @%B 
 WHERE$^@!!^-^ = 1 0 0  A N D  

%4 > 300000 A N D  
%%An% L I K E  N ' Z W  % ' ;  
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Japanese Input Method 
Independent of Applications 

The Japanese input method is a coml)lex procedure involving preediting opera- 
tions. An application that accepts Japanese from an knput device must have three 
systems for the input method: a keybinding systenz, a maniptilator forpreediting, 
and a kana-to-kanji conversion system. Various keybinding systems and rnanipz~la- 
tors accelerate input operations. Our implementation separates an application 
from the Japanese input method in three layers. An upplication can use a front-end 
inputprocessor toperform all operations including l/O. An application can use the 
henkan (conversion) module and implement I /O operation itselJ An applicnlion 
can execute all operations except keybinding, which is handled by an input method 
library 

In this paper, we first present an overview of the 
technical environment of the Japanese input method 
implementation. Based on this overview, we briefly 
describe the critical engineering issues for conver- 
sion of Digital's products for the Japanese user. Our 
most critic;ll engineering issue was the reduction of 
similar (but slightly different) work to localize 
products. Another issue was to satisfy customers' 
requests for the ability to use the many input styles 
familiar to them. We describe our approach to the 
development of a Japanese input method that over- 
comes these issues by separating the input method 
from an ;~pplication in three laycrs. 

O v e r v i e w  of the Japanese 
Input Metbod 
In this section, we describe Japanese input and 
string manipulation from the perspective of both 
the user and the application. Based on these 
descriptions, we present a brief overview of reengi- 

neering a product forJapanese users and a summary 
of the industry's complex techniques developed for 
Japanese input methods. 

Japanese Input 
The Japanese writing system uses hundreds of 
ideograms called kanji. In addition, Japanese uses a 
phonetic system of kana characters (hiragana and 
katakana) and has accepted romaji, which is the 
use of Latin letters to spell Japanese words. Figure 1 
summarizes the Japanese character systems. 
Japanese input requires users to operate in a 
"preediting" mode to convert kanlno or romaji into 
a kana-kanji string.' 

The computer keyboard used for Japanese input 
has multiple character assignments Almost all keys 
on theJapanese keyboard are assignecl both a Latin 
alphabet character and a Japanese kana character. 
The Japanese user must first choose between kuna 
key input or alphabet input. A user in an engineering 

JAPANESE CHARACTERS 7 PHONOGRAM 

I KANA (ORIGINAL JAPANESE CHARACTERS) 

HIRAGANA I KATAKANA 

ROMAJl (USING LATIN ALPHABET TO 
EXPRESS A PHONEME) 

IDEOGRAM 

L KANJI 

Figure 1 Japanese Character Systems 
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area generally uses romaji (alphabet) key input. In 
the office environment, howe\ler, a user prefers 
kana key input because it requires half as many 
keystrokes as romaji input. 

Preediting Opel-ation 
The user inputs the phonetic expression in either 
kuna or romaji that represents the statement the 
user wants to input. Then the user presses the con- 
version key to convert the phonetic expression to 
a kana-kanji mixed string. At  this time, the user 
checks the accuracy of tlie conversion result. 
Sometimes the user needs to select the correct 
word from a system-generated list of several 
homonyms. Moreover, a user may also need to 
determine the separation positions in the phonetic 
expression to ensure a meaningful grammatical 
construction. 

Japanese has no word separator equivalent to the 
space character in English. To obtain the correct or 
expected separation of grammaticr~l elements, the 
user must sometimes move the separation position. 
After the user constructs a corrected statement, he 
or she finishes preediting and fixes the statement. 
The user repeats these complex steps to construct 
Japanese documents. Figure 2 shows the preediting 
steps for theJapanese user. 

Various techniques have been developed to accel- 
erate Japanese input operations. They include 
UNDO, COPY, zip code conversion, and categorized 
expert dictionary. 

START 1 SET UP INPUT METHOD 

-*INPUT PHONETIC EXPRESSION FOR A STATEMENT 

(CHANGE PHONOGRAM SYSTEM) 
CONVERT KANA TO KANJI 

I l l t  MOVE THE SEPARATION POSITION 
SELECT A WORD FROM MANY HOMONYMS 

I I f FIXASTATEMENT 

END OF DOCUMENT 

Figure 2 PreeditingJapanese Input 

Japanese Appliccztion Capabilities 
The Japanese application has two special capabili- 
ties for Japanese processing. First, the application 
must be capable of handling niultibyte characters. 
This subject itself is interesting as it involves 
wcliar-t and Unicode character sets; howcvcr, this 
paper focuses on the seconcl capability, the imple- 
mentation of the input method. An application that 
accepts Japanese from an input device must have, 
at least, three additional systems for the input 
methocl. These are the so-called keybinding system, 
a manipulator for preediting, and the kana-to-kc~nji 
conversion system. 

Kqbiizding Sjatelnn This system analyzes the key 
input from a user and determines which of the 
key's functions the user wants to do. It defines 
the user interface ancl the way a user operates with 
keystrokes. It also defines the preediting conver- 
sion key. We imagine there are as many keybinding 
systems as there are word processors. 

Preedit Ma~z i '~~ la tor  Systeln This systenl not only 
echoes tlie input characters on the screen but also 
controls the video attribute that expresses the 
preediting area. This capability allows the uscr to 
distinguish preediting strings from background 
fixed strings. The user must be able to recognize 
the preediting string for more processing (for 
example, to convert the input to another expres- 
sion such as kana to kanji). In addition, the user 
can set this system to convert input to another 
expression dynaniically (for example, automatic 
conversion of romaji to kuna). 

Khna-to-kc~nji Conzjersion System This system 
analyzes the input string, gets the word from a dic- 
tiona~y, and constructs the correct statement gram- 
matically. Many personal computer (PC) vendors 
have invested in systems that use this input method. 
In Japan, some vendors have introduced artificial 
intelligence technology, but this system essentially 
has only statistical rules?,,i 

Figure 3 summarizes Japanese processing as han- 
dled by applications. 

JAPANESE PROCESSING VARIABLE MULTIBYTE CHARACTER HANDLING 
JAPANESE INPUT METHOD 

KEYBINDING SYSTEM 
PREEDIT MANIPULATOR SYSTEM 
KANA-TO-KANJI CONVERSION SYSTEM 

Figure 3 Jul~anese Processing by Applicatio~zs 
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Method of Japanese Conversion 
As mentioned above, to convert a product for use 
in Japanese, we must implement both a Japanese- 
string manipulator and an input methotl. To retain 
the "look-and-feel" of the original Digital product, 
the interface 1s designed so the Japanese user does 
not need to explicitly enter the preediting session 
with the special-purpose key (Enter Preedit) but is 
automatically entered. With most applications on 
other systems, a user must explicitly enter the 
preediting session by using the special keystroke. 
This implementation has the advantage that ~t com- 
pletely separates the input method from the appli- 
cation, but it requires the user to remember to 
perform an extra step. 

To eliminate the conflict between the original 
product's key function and the additional Japanese 
input function, each product has to have a slightly 
different keybinding system for Japanese. As a 
result, a user must learn more than one Japanese 
input operation when using multiple products. 

User Environments 
PCS are widely used in many offices and are popular 
devices for Japanese input. Naturally a user wants 
to operate with a familiar PC keystroke for Japanese 
input even in integrated systems (in some servers). 
When PCs, which use front-end processors, are 
integrated into environments with VivlS and UNIX - 
systems, a user often prefers the PC's interface. The 
more integrated ;I user's environment is, the more 
requirements a user has. 

In addition, a distribution kit for the X Window 
System in a UNlX environment has some sample 
implementations of the Japanese input method. 
This kit gives a user more choices for input at no 
cost. 

The market for the Japanese input method sepa- 
rates vendors into two main groups. One is the PC 
front-end processor manufacturer who imple- 
ments more advanced techniques but at a high 
price. The other is the UNlX system vendor n7ho 
supplies input implementations free (without guar- 
antee) and thus reduces the maintenance cost. 

In the next section, we present our approach to 
the development of an application-independent 
Japanese input method. The goals of our design 
were (1) to include the IJC keybincling system in 
integrated environments so users could select their 
preferred input method, (2) to supply a tool that 
would easily convert products for the Japanese 
user, and (3) to provide a way to access the 

interfaces of several Japanese engines and thus 
capture the free software capabilities. 

Application- independent Approach 
As described in the previous section, the Japanese 
input method includes complex techniques. Many 
PC software vendors (but not manufacturers) 
decided against developing their own methods and 
incorporated a popular input method for their 
applications. This decision, of course, reduces 
their development cost. Our approach also seeks to 
reduce development cost. We separated the input 
method from the application to the greatest extent 
possible, as long as the separation did not adversely 
affect the application. 

The PC system is designed as a single-task system, 
but Digital's operating s)Jstems (OpenVMS, IJLTRIX, 
and DEC OSF/I AXP) are designed as multitasking 
systems. Therefore we could not adopt many of the 
PC techniques that were implemented in the driver 
level. For example, access to dictionary and gram- 
matical analysis of the input string are too expen- 
sive in the driver level of a multitasking system 
because they use system resources that are com- 
mon to all tasks on the system. 

Our approach divides the input method into 
three layers. Each layer is dependent on any lower 
layer. Consequently, any application using the high- 
est layer also uses the functionalities of the other 
two layers. 

Strategy of Three Layers 
The criteria of our layering strategy were (1) to 
reduce the cost of reengineering products for the 
Japanese user, (2) to unlljl the input method user 
interface, and (3) to protect the user's operational 
investment in a keybinding system. 

These criteria lecl us to set the keybinding system 
into the lowest layer. We named our system the 
input method library (IMLIB) and released it on 
VMS/Japanese version 5.5 and ULTRlx/Japanese ver- 
sion 4.3. We also ported it to the Alpha AXP system, 
and this facility is available on any Japanese plat- 
form. Any application using our method needs to 
use IMLIB. 

In essence, this keybinding system allows a user 
to change the input method of operation to any 
style by changing the liMLlB definition files. If an 
application supports IMLIB, a user can change the 
application's input operation by changing IMLIB 
once. As a result, an application's key customiza- 
tion function can move into IMLIB. 
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At this point, we considered the simplest method 
of separating the input method from applications. 
The intermediate process, also called the front-end 
method, processes all the input and then passes it 
to an application. Many front-end implementations 
use the pseudo-terminal driver (pty in UND( or FT in 
OpenVMS). The intermediate process gets all UO to 
and from an application, processes it, and finally 
passes it to an application or a device. This imple- 
mentation cannot recognize the application input 
requests, but works only by a user's operation. To 
change this operation, we set the hook inside the 
terminal driver to get all application-request idor- 
mation. Our front-end process recognizes applica- 
tion requests ancl works without conflict. 

One advantage of this front-end implementation 
is a complete Indcpcndence of applications. This 
can also be a disadvdntag since an application can- 
not control the input method closely. For example, 
this implementation can alter the user interface of 
an editor system. 

We continued to study another layer for separa- 
tion. The preediting operation, that is, all the input 
string manipulations except I/O to devices, was a 
candidate. All  app1ic;itions pass the input from 
input devices into theJapanese input manipulator 
and then pass the output from this manipulator 
onto output devices. By using this system, we 
can i ~ n ~ f y  the input opcration except for device- 
dependent operations and reduce the cost to imple- 
ment this kind of functionality. 

Our development process started at the lowest 
layer (IMLIB). proceedetl to the highest layer (front- 
end), and finished at the middle layer (precditing 
manipulator). In the following sections, wc describe 
the fi~nctionalities in each layer from the lowest to 
the highest layer. 

Implementation of IMLIB 
IMLlS is a utility that supplies the keybindillg defini- 
tion function and other information for customiz- 
ing the Japanese input operation. This capability 
enables us to supply 11sc.r-friendly keybinding sps- 

PCs or some word processors, and some t a t  edk 
tors on various operating systems. If a user nc&s to 
use a tlifferent editor, he or she nee& to l ean  
another opcration. Our method unifies the input 
operation. We studietl several types of input styles 
and recognized that we coulcl build the general 
rnoclel for this input operation. The IMLIB manual 
describes this model in detail.i.6 In this paper, we 
discuss it briefly. 

KEYBIND Database 
In the Japanese input operation, entering the key 
input causes several conversion actions and state 
transitions. Figure 4 shows the multiple transitions 
incurred cluring input. We necded to define the 
conversion actions ancl some state transitions as a 
single key input action. We implemented this func- 
tion through the KEYUIND database and language. 
Figure 5 is an example of the KEYBIND database. A 
user builds an input style by changing the KEYBIND 
database with the KEYBIND language. 

IMLIB allows the user to change the keybinding 
and to choose a different input sequence with a 
different state transition vector. For the user's con- 
venience, IMLIB provides some KEYBIND databases 
of the majorJapanese input styles in default. 

When an application calls the ImSetKeybind 
function, it loads a KEYBIND binary file into mem- 
ory. Each time the application gets the key input, 
it queries the key's function from IMLIB. IMLIB 
searches the KEYBIND file for the key's definition 
and returns that information, called an action, to 
the application. Each action is a set of orders that 
has a different procedure for Japanese conversion. 
For example, the action COIWII'I' means to convert 
an input string to a karrji string. At that time, IMLIB 
also maintains Japanese input states and, if neces- 
sary, changes the state. 

PROFILE Databas-e 
The Japanese input operation has many parameters 
to determine its look-and-feel, such as the video 

- -  - 
tems. A user can changc the input sequences and 
the look-and-feel of the user interface by modifying 
databases. Wc introduced two databases, KEYBIND 
for keybinding and PROFILE for look-and-feel and an 
application's usage. Wc also supplied the KEYBINU 
compiler for improved performance and the elimi- 
nation of the grammatical error at run time. 

As mentioned in the introduction, there are 
many implenientations of Japanese input styles on Figure 4 State Transition 
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! 
! JVMS 'gR+-2.&$7 7 4  il. ( Y X - 3 ; A T ; / 7 1 / -  b )  v 1 . 0  
! (JVMS c o n v e r s i o n  k e y  d e f i n i t i o n  f i l e  ( s y s t e m  t e m p l a t e )  v e r  1 . 0 )  
I 

g o l d  
k a k u t e i  
k a n  j i - henkan  
h i r a g a n a - h e n k a n  
ka takana -henkan  
zenkaku-henkan 
hankaku-henkan 
k igou -henkan  
oomo j i 
komo j i 
j i - b u n s e t s u  
zen -bunse tsu  
t a n s y u k u  
s i n t y o u  
zen-kouho 
k a i j o  = CTRL-N; 

s a k u j o  
h i d a r i  
m i g i  
space-f  i r s t  

s p a c e - i n p u t  

STATE " i n i t i a l "  = 
space-f  i r s t  
k a n  j i - henkan  
h i r a g a n a - h e n k a n  
ka takana -henkan  
zenka  ku-henkan 
hankaku-henkan 
k i  gou-henkan 
oomo j i 
komo j i 
TYPING-KEYS 
END; 

= DEL; 
= LEFT; 
= RIGHT; 
= " Y  "; 

= CTRL-G; ! 
= CTRL-N; ! 
= NULL, g o l d  + CTRL-K; ! 
= CTRL-L; ! 
= CTRL-K; ! 
= CTRL-F; ! 
= g o l d  + CTRL-F; I 

= GS; ! 
= VOID; ! 
= VOID; ! 
= CTRL-P; ! 
= g o l d  + CTRL-P; ! 
= US; ! 
= g o l d  + US; ! 
= g o l d  + (NULL, CTRL-L);! 

! 
! 
I 

I 

! 
! 
! 
! 
! 

G o l d  key;  u s e d  a s  a  PREFIX k e y  
F i n i s h  w i t h o u t  a n y  c o n v e r s i o n  
C o n v e r t  t o  K a n j i  1 n e x t  c a n d i d a t e  
( C o n v e r t  c l a u s e )  t o  H i r a g a n a  
( C o n v e r t  c l a u s e )  t o  K a t a k a n a  
C o n v e r t  t o  f u l l  w i d t h  c h a r a c t e r s  
C o n v e r t  t o  h a l f  w i d t h  c h a r a c t e r s  
S y m b o l i c  code  c o n v e r s i o n  
C o n v e r t  t o  u p p e r  c h a r a c t e r s  
C o n v e r t  t o  l o w e r  c h a r a c t e r s  
Move t o  n e x t  c l a u s e  
Move t o  p r e v i o u s  c l a u s e  
S h r i n k  t h e  c l a u s e  
E x t e n d  t h e  c l a u s e  
P r e v i o u s  c l a u s e  c a n d i d a t e  
C a n c e l  t h e  c o n v e r s i o n  

a n d  go  i n t o  i n p u t  s t a t e  
D e l e t e  p r e v i o u s  c h a r a c t e r  
Move t h e  c u r s o r  l e f t  
Move t h e  c u r s o r  r i g h t  
F i n i s h  b y  space  

( s p a c e  a t  i n i t i a l  s t a t e )  
F i n i s h  b y  space  

( s p a c e  a t  o t h e r  s t a t e s )  

NONE; 
START-SELECTED, CONVERT, GOT0 " k k - c o n v e r t i n g " ;  
START-SELECTED, HIRAGANA, GOT0 " c o n v e r t i n g " ;  
START-SELECTED, KATAKANA, GOT0 " c o n v e r t i n g " ;  
START-SELECTED, ZENKAKU, GOT0 " c o n v e r t i n g " ;  
START-SELECTED, HANKAKU, GOT0 " c o n v e r t i n g " ;  
START-SELECTED, SYMBOL, GOT0 " c o n v e r t i n g " ;  
START-SELECTED, UPPER, GOT0 " c o n v e r t i n g " ;  
START-SELECTED, LOWER, GOT0 " c o n v e r t i n g " ;  
START, ECHO, GOT0 " i n p u t t i n g " ;  

Figure 5 Portion of KEYBIND Database 

attribute for the preediting string, preediting 
exception handling, and application-specific pro- 
cessing. The PROFILE database stores these addi- 
tional parameters the same way as the resource file 
does in the X Window System. 

The PROFILE database is a text file. It contains sev- 
eral records that represent each environment. This 
record format has the style of INDEX : value. The 
application predefines the INDEX for its purpose; 
however, IMLlB defines some INDEXes related to 
Japanese input operation because it requires some 
common environment definitions. The range or  
value corresponding to the INDIiX is placed in the 
right-hand side of the record. Figure 6 shows a 
record from a PllOFlLE database. 

KEYBIND Co~npiler 
The KEYBIND compiler analyzes the KEYBIND text 
file and creates the KEYBIND binary file. IMLIB ser- 
vices reads the PRO1:II.l: database and the KEYBIND 
binary file and maintains them in memory. As a 
response to an application's query, IMLIB services 
sends it the actions in KEYBIND and the data in 
PROFILE and at this time maintains the KEYBIND 
states. Figure 7 shows the relationship among the 
IMLIB components. 

IMLIB is available o n  the OpenVMS VAX, OpenVMS 
AXP, ULTRJX, and DEC OSF/l AXP operating systems. 
The major applications are DECwindows/Motif, 
DECwrite, the front-entl input process, and scrcen 
management (S.\.l(;). 
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D E C - J A P A N E S E . K E Y . k e y b i n d  : i m - k e y - j v m s - l e v e l 2  
D E C - J A P A N E S E . K E Y . k e y b i n d - I  : i m - k e y - j v m s  
D E C - J A P A N E S E . D I S P . p r e E d i t R o w  : c u r r e n t  
D E C - J A P A N E S E . D I S P . p r e E d i t C o l u m n  : c u r r e n t  
D E C - J A P A N E S E . D I S P . i n p u t R e n d i t i o n  : b o l d  
D E C - J A P A N E S E . D I S P . k a n a R e n d i t i o n  : b o l d  
D E C - J A P A N E S E . D I S P . c ~ r r e n t C 1 a u s e R e n d i t i o n  : r e v e r s e  
D E C - J A P A N E S E . D I S P . L e a d i n g C L a u s e R e n d i t i o n  : n o n e  
D E C - J A P A N E S E . D I S P . t r a i 1 i n g C l a u s e R e n d i t i o n  : n o n e  
D E C - J A P A N E S E . E C H O . a s c i i  : h a n k a k u  
DEC-JAPANESE.ECHO.kana : h i r a g a n a  
D E C - J A P A N E S E . E C H 0 . a u t o R o m a n K a n a  : o f f  
D E C - J A P A N E S E . 0 U T R A N G E . c l a u s e S i z e  : n o n e  
D E C - J A P A N E S E . 0 U T R A N G E . c l a u s e N u m b e r  : r o t a t e  
D E C - J A P A N E S E . 0 U T R A N G E . c u r s o r P o s i t i o n  : d o n e  

Figzrre 6 PROFILE Database Record 

I APPLICATION I 
ACTIONS 

QUERY 1 (KEYBIND) 
KEYWORDS 
(PROFILE) 

COMPILER SERVICES 

KEYBIND 
TEXT 
FlLE 

KEYBIND PROFILE 
BINARY DATABASE 
FILE FILE 

Figure 7 Relationship among IMLIB 
Components 

Implementation of the Henkan Module 
The second layer is part of the Japanese input 
manipulator and is called the henkan module or 
HM. (Henkan means conversion in Japanese.) It 
does not handle VO operation but accepts key 
input from the application and converts it to a 
string in preediting. 

Figure 8 si~mrnarizes the function of HM. An 
application passes the key input to HM stroke by 
stroke. HM performs all Japanese preediting opera- 
tions; the application has no direct manipulation of 
the input. Then the application gets the preediting 
string from I-I.M. Because HM does no I/O, it is incle- 
pende~lt of any specific device. As a result, all appli- 
cations, including windowing systems, can use HM. 

HENKAN 
I1O PREEDlTlNG 

MODULE 
STRING 

APPLICATION 

Figure 8 Henkan Module Function 

In addition, HM can access the resources of IMLIB. 
This feature helps the unification of the Japanese 
input user interface and retluces the number of sirn- 
ilar product conversions. HM has another significant 
capability. We defined the common (minimum) 
application programming interface to potentially 
accept all Japanese conversion engines and imple- 
mented "PLUGGS" in HM. Therefore HM can use one 
or more engines for kana-to-kanji conversion. 

HM Mechanism Overview 
HM is a tool that any application can use. An 
application passes key input to H M  by a normal pro- 
cedure call. After HIM processes it, HIM calls applica- 
tion routines wit11 the processed result. Because 
HM handles large string buffers, it dynamically allo- 
cates/deallocates memory. To ensure that memory 
is retained, we used a callback technique. (These 
techniques are described later in the Callback 
Routines section.) 

Hhi~ operates by key input as follows: 

1. HIM gets a keycode from an application with pro- 
cedure arguments. 

2. HM gets the actions assigned to the key from IMLIB. 
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3. If the key is not assigned to the Japanese input 
operation, HM tells the application to process it 
separately. 

4. If the key is assigned to the Japanese input oper- 
ation, HM processes it according to the actions. 

5. HM modifies the information to be displayed 
according to the action and calls a registered call- 
back routine to update the screen. 

HM passes the information that should be dis- 
played on the screen in an argument of the callback 
routines. The callback routines are prepared by the 
application and registered into HM context at the 
initialization of HM. This callback method makes 
the application interface and data flow more easily. 

Components 
Figure 9 shows the composition of HM. The applica- 
tion interfaces include both the C and the VMS bincl- 
ing interfaces for the OpenVMs operating system. 

The Japanese input nlanipulator performs all 
Japanese input operation by using IML'IB, the 
romaji-to-kana converter, and the k?clna-to-kanji 
converter. After it processes the input key, it calls 
back the application routines. There are several 
types of romnji-to-kana converters. We imple- 
mented a submodule romaji-to-kana converter 
driven by a conversion table; a user can change this 
table to another. 

The kana-to-kanji converter module is a general- 
ized Japanese conversion library. Many Japanese 
conversion engines exist, and each one is used dif- 
ferently. The kana-to-kanji converter loads the 
interface routine that absorbs these differences 
dynamically at the initialization of the HM context. 
It then processes the conversion request with any 
engine. 

Services 
HM provides 17 library entries. In this section, we 
describe three basic routines: HMInitialize, 
HMConvert, and HMEndConversion. 

Figure Y HM Cornpo~zent Structure 

HMlnitialize. This routine creates a context for 
HM. It accepts three callback entries, a user- 
defined data pointer that would be passed to the 
callbacks, and an item list for initial information 
as its arguments. 

HMConvert. This routine sends a key to HM. The 
key is represented as a 32-bit data (longword) 
that is generated by a function HMEncodeKey 
from an escape sequence that the keyboard 
sends or by a function HMKeysymToKeycode 
from a keysym of the X Window System. lMLIB 
interprets the keycode, and HMConvert per- 
forms a conversion in accordance with the infor- 
mation. (A summary of what is executed was 
given in the Mechanism Overview section.) 

HMEndConversion. This routine aborts the con- 
version and resets an internal status. It is used 
when the application has to stop the input for a 
particular reason, for example, if an application 
issues the cancel request. 

Callback Routines 
HIM requires three callback routines: start-conver- 
sion, format-output, and end-conversion. They are 
used as follows. 

start-conversion. This routine is called when 
the conversion string input is started. The 
application memorizes where the cursor is 
positioned. 

format-output. This routine is called whenever 
the information to be displayed has been 
changed. The application updates the screen. 

end-conversion. This routine is called when the 
input string is determined. As a result, the appli- 
cation takes the string passed in the argument 
of the last call of format-output into its input 
buffer. 

The user-defined data pointer, one of the argu- 
ments for HMInitialize, is always passed to these 
callbacks. Since HIM is not concerned with its 
contents, the user can put any kind of information 
into it. 

HM is available on the OpenVMS VAX, OpenVMS 
AXP, ULTRDL, and DEc osWl AXP operating systems. 
This portability is due to the module's indepen- 
dence from physical I/O. The major client applica- 
tions working on these operating systems are 
DECwindows/Motif, Japanese SMG, and the front- 
end input process. 
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Implementation of the Front-end 
Input Processor 
The front-end input process (FIP) for a dumb termi- 
nal supports full operations for the Japanese string 
manipulation. FIP is implemented on the following 
operating systems: OpenVMS/Japanese/VAX version 
5.5-2 or later versions and OpenVlS/Japanese/AXP 
version 1.0 or later versions. 

Full Operation Support 
The original product can use FIP if the product's 
mechanism, particularly its I/O operation and 
preediting function, does not conflict with the FIP 
implementation. Some applications conflict with 
the design of FIP due to the limitations of FIP and its 
environment. For example, FIP does not detect the 
read request that includes the NOECHO item code, 
so the application that issues such a read request 
to the terminal driver (=driver) cannot use FIP as 
a Japanese front-end input process. Also FIP does 
not step into a process for the termination of a read 
request simply because a read buffer that is defined 
by an application has overflowed. FIP continues to 
communicate with the TTdriver and a conversion 
engine to get the Japanese string unless the termi- 
nate key is explicitly input. To overcome these con- 
flicts, we implemented a pseudo-driver named 
FIdriver to intercept I/O requests from the applica- 
tion before they are processed by the TTdriver. 

FIP Mechanism Ovmiau  
FIP processes all Japanese input operations using 
HIM. We supplied the Digital Command Language 
(DCL) command, INPUT START/STOP for activating/ 
deactivating FIP. Once a user activates FIP from 
DCL, it is available until the user logs out or the 
system is deactivated. 

Figure 10 shows FIP and its environment for 
the manipulation of Japanese input. An applica- 
tion issues I/O requests to the ndriver  to get 
user inputs, but FIP fetches the requests from 
the =driver through the FIdriver. Then FIP starts 
to communicate with the drivers and the Japanese 
string conversion engine to pass the resultant 
string as well as preedits to a screen. 

The sequence of the front-end input process 
follows. 

1. An application creates a front-end input 
process. 

2.  A front-end input process exchanges packets 
with an application through its mailbox. 

3. An application issues a queued I/O ($QIO) 
read request to the =driver. 

4. The FIdriver intercepts the request and passes 
the information to FIP as a packet. 

5. FIP issues a $QIO read request to the TTdriver 
to get inpi~t strings for conversion. 

AN 
APPLICATION 

t $QIO READ 
REQUEST 

$QIO AST 
$010 READNVRITE REQUEST 

WRITE BACK THE RESULT 

FlDRlVER 

Figure 10 FZP Environment for ikfanipulation of Japanese Input 
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6. A user inputs a key from a terminal. FIP 
receives the input and decides whether or not 
to call a routine of the conversion engine. If 
an input key is recognized as one of the con- 
version keys, FIP calls the routine and passes 
the input strings. If not, FIP issues a $QIO 
write request to the T'driver to echo an input 
character. 

7 A conversion engine receives a string and 
converts it to the Japanese string. 

8. A conversion engine returns the result to FIP. 

9. FIP issues a $QIO write request to the TTdriver 
to display the resultant string from the engine 
and arranges the current editing line. 

10. Steps 5 to 9 are repeated. 

11. Once a user inputs the Terminate key of an 
application's request, FIP recognizes it as a ter- 
minator and returns the entire resultant string 
to the Fldriver as a write packet. 

12. The Fldriver sends the result string and I/O 
status to an application. 

13. An application accepts the converted string. 
After executing its internal process, it issiles 
another $QIO read request to the TTdriver. 
(Return to step 3.) 

FIdrivw The Fldriver is a pseuclo-driver that inter- 
cepts $QIO read requests from an application to 
the ndriver. Functioning as a bridge between ter- 
minal read requests and FIP, the FIdriver gets a read 
request, passes its information to FIP, and maintains 
it. When FIP returns the completion message with 
its processed Japanese string, the FIdriver validates 
it and completes a user's read request as if the 
'ITdriver had returned it. Thus the user/application 
can get the Japanese string without modification 
for Japanese input method. 

The FIdriver has other notification functions for 
exception handling such as logout, cancel, or abort. 

Front-end Input Process Operations All the oper- 
ations in the front-end input process are driven by 
the mailbox event, the FIdriver event, and the key 
event. Figure 11 shows the functional structure 
of FIP. 

The following operations in the front-end input 
process correspond to these three events. 

Mailbox Event. The mailbox event provides 
communication with an application. FIP issues 

Figure 11 FIP Functional Strzicture 

FIP EVENT MANAGEMENT 

a read request to its own mailbox. The mailbox 
event notifies FIP of the arrival of a message from 
an application. When an application sends a 
start request to the FIP mailbox, the mailbox 
event is set so FIP starts to initialize its environ- 
ment. Also FIP terminates itself at the time a stop 
request message is delivered to its mailbox. 

FIdriver Event. The FIdriver event provides com- 
munication with the Fldriver. The Fldriver inter- 
cepts a request from an application to the 
TTdriver and creates a packet for FIP. FIP issues a 
read request to the FIdriver, ancl this event is set 
when a packet is delivered. A request is catego- 
rized in three types: read request, cancel 
request, and disconnect request. 

KEY EVENT 

ACTION CONTROL 

Key Event. The key event provides commu- 
nication with the TTdriver. FIP issues a $QIO 
read request to the T'driver byte by byte. All 
the input from a keyboard is recognized as a 
key event in FIP. Once a key event is set in 
FIP, FIP examines the key sequence in a read 
buffer. 

If the input is in the range of a terminator mask, 
FIP terminates a read operation from the ndriver  
and writes back the resultant string and I/O status 
block to the FIdriver as a write packet. (A termina- 
tor mask is defined in the $QIO read request from 
an application.) 

If the input key is a conversion key, FIP calls a 
conversion engine and gets the resultant converted 
string. Then FIP issues a write request to the 
=driver to display the updated string. 

If the input key is a printable character, FIP 
updates the contents of its internal buffers defined 
in the context and issues a write request to the 
mdriver to echo the character. 

If the input key is for line editing, for example, to 
delete a line or a word or to refresl~ a line, FIP emu- 
lates the line-editing function of the TTdriver so its 
editing function is executed. 

FlDRlVER 
EVENT 

TERMINAL 
ACTION 
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FIP stores all user input and read-request infor- 
mation from an application in its internal buffers 
and database. The buffers contain the codes of user 
input and corresponding video attributes to display. 
The database contains item codes in a read request, 
channel numbers to connect other devices, and 
SO on. 

FIP creates a new database when the updated 
read request from an application is delivered, in 
other words, when the FIdriver event is set. Also, 
FIP adds the ASCII code and an attribute of the 
updated user input into buffers when a user inputs, 
that is, when the key event is set. 

Client/Seruer Conversion 
The use of a client/server conversion has two 
advantages: (1) It reduces the required resources 
for language conversion by distributing some com- 
ponents to other systems, and (2) It presents an 
environment that shares a common dictionary. 

All procedures for the Japanese conversion 
require large system resources such as CPU power. 
A user can place the conversion information server 
(CIserver) and a dictionary on a remote node and 
call some functions of the CIserver client library to 
get the resultant string. In this way, a local system 
saves its resources while the remote server pro- 
cesses the conversions. 

In addition, many users can access a common 
dictionary on the specific remote node. It is possi- 
ble for any local user to access a dictionary on a 
remote node if the Clserver on the node is active. 

CIserver 
The object name is "~M$CISERVER". The Clserver 
initializes itself by finding the name of a transport 
protocol in a logical table. It then creates corre- 
sponding shareable images, maps its required rou- 
tines, and waits for a connect request from a client. 
The CIserver communicates with its client via a 
mailbox at the transport level. The server sets the 
asynchronous system trap to the mailbox and reads 
a message in it such as a connect request, a discon- 
nect request, a connect abortion, or a client's image 
termination. The CIserver can identrfy the connec- 
tion to a client and spec* a conversion stream in 
the connection. 

CIserver Client Library The client library pre- 
sents programming interfaces. These are callable 
routines that execute various string manipulations 

and operations for the Japanese conversion. The 
CIserver client library is located between an appli- 
cation and the CIserver body. 

Input Method Control Program (IMCP) IMCP is 
a command line interface to customize the CIserver 
environment. A user sets proxy to a Japanese sys- 
tem dictionary at a remote node on the network, 
and IMCP administrates a proxy database. A user 
can confirm the status of the server at a command 
line and can shut down the server from the IMCP 

interface. 

Other Servers HM has a conversion engine dis- 
patcher that can dynamically select from several 
Japanese conversion engines. HM now serves the 
CIS (CIserver, Digital Japan), the Wnn (Omron 
Company), the Canna (NEC), and the JSY (Digital 
Japan) engines. Therefore, an application that uses 
HM as the Japanese conversion interface can select 
its preferred engine. 

Extension in the Future 
In this section, we describe the possibilities for 
internationalization of FIP, HM, IMLIB, the Clserver, 
and the FIdriver. Although our approach does not 
provide a multilingual input method, it does pro- 
vide an architecture that can be used for any 
language. 

FIP has a multibyte VO operation that can be 
applied to other 2-byte languages. In addition, all 
the read/write communications among FIP, the 
FIdriver, and the TTdriver proved able to handle 
one-byte languages such as English. Also, IMLIB can 
expand its keybinding system for conversion of 
other languages, and HM can add the interfaces for 
conversion engines of other languages if such 
engines are prepared. 

Summary 
The Japanese input method is a complex procedure 
involving preediting operations. Various keybind- 
ing systems and manipulators accelerate input 
operations. Our approach for the Japanese input 
method allows an application three choices: (1) An 
application can use a front-end input processor to 
perform all operations including I/O. (2) An appli- 
cation can use the henkan module and implement 
I/O operation itself. (3) An application can execute 
all operations except keybinding, which is handled 
by an input method library. 
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I Recent Digital (IS Patents 

The following patents were recently issued to Digital Equipment Corporc~tion. Titles and names st~pf~lied 
to cis I@ the U S  Patent nnd Trc~denzark OJfice are reproduced exactly m they amear on the original 
publishedpntcnt. 

D337761 M. Hetfield and S. K. Morgan Electronic Device Module 

D338,001 M. J. Falkner, M. R. Wiesenhahn, Positioning Device 
and M. D. Good 

D338,653 M. Hetfield and S. K. Morgan Power Supply Module 

5,185,877 W Bruckert Protocol for Transfer of DMA Data 

5,220,661 A. H. Mason, W-M. Hu, System and Method for Reducing Timing Channels 
C. Kahn, and J. C. R. Wray Digital Data Processing Systems 

5,224,263 W! Hamburgcn Gentle Package Extraction Tool and Method 

5,225,790 l? Esling, J. M. Rinaldis, and 
R. W Noguchi 

Tunable Wideband Active Filter 

5,226,092 K. Chen Method and Apparatus for Learning in a Neutral Network 

5,226,170 I? Rubinfeld Interface between Processor and Special Instruction 
Processor in Digital Data Processing System 

5,227,041 B. Brogden, L. Brown, and Dry Contact Electroplating Apparatus 
S. Husain 

5,227,582 J. Copeland and D. Robinson Video Amplifier Assembly Mount 

5,227,604 G. ivl. Freedman 

5,227,778 G. Vacon 

5,228,066 C. J. Devane 

5,229,575 L. Colella, R. Pacheco, and 
D. Waller 

5,229,901 M. L. Mallary 

5,229,914 D. A. Bailey 

Atmospheric Pressure Gaseous-Flux-Assisted Laser 
Reflow Soldering 

Service Name to  Network Address Translation in 
Communications Network 

System and Method for Measuring Computer System 
Time Intervals 

Thermode Structure Having an Elongated, Thermally 
Stable Blade 

Side-by-side Read/Write Heads with Rotary Positioner 

Cooling Device that Creates Longitudinal Vortices 

5,229,926 D. Donaldson and D. Wissell Power Supply Interlock for Distributed Power Systems 

5,230,044 N. Quaynor and X. Cao Arbitration Apparatus for SI~ared Bus 
5231,246 D. Alessandrini, J. M. Benson. Apparatus for Securing Shielding o r  the Like 

and W Rett 

5,232,570 C. Byun, B. Haines, E. Johns, Nitrogen-Containing Materials for Wear Protection and 
Q. Ng, G. C. Rauch, R. M. Friction Reduction 
Raymond, and D. Ravipati 

5,233,616 M. Callander Write-back Cache with ECC Protection 

5,233,684 R. Ulichney 

5,235,211 W Hamburgen 

5,235,642 M. Abadi, A. Birrell, 
R.  W Lampson, and 
E. Wobber 

5,235,644 B. \IC! Lampson, C. Kaufman, 
W Hawe, M. E Kempf, J. Tardo, 
and A. Gupta 

5,235,693 M. Gagliardo, J. J. Lynch, 
and P M. Goodwin 

Method and Apparatus for Mapping a Digital Color Image 
from a First Color Space to  a Second Color Space 

Semiconductor Package Having Wraparound Metallization 

Access Control Subsystem and Method for 
Distributed Computer System using Locally Cached 
Authentication Credentials 

Probabilistic Cryptographic Processing Method 

Method and Apparatus for Reducing Buffer Storage in 
a Read-Mod~fy-Write Operation 
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Recent Digital US. Patents 

S. C. Steely and J. H. Zurawski 

T. L. Carruthers, K. Green, 
and S. Jenness 

D. Ringleb and D. C .  Widder 

S. K. Sherman 

R. E Lary and X. Cao 
B. Buch and C. MacGregor 

D. W Thiel, W! Goleman, 
and S. H. Davis 
J. E. Fitch and W Hamburgen 

K. A. Frey and M. L. Mallary 

J. L. Yang 
R. Smart 

W! Rarabash and W Yerazunis 

Set Prediction Cache Memory System using Bits of the Main 
Memory Address 
System and Method with a Procedure Oriented 
Input/Output Mechanism 

Semiconductor Probe and Alignment System (SPAS) 

Method and Apparatus for Interpreting and Organizing Timing 
Specification Information 
Shared Bus Arbitration Apparatus Having a Deaf Node 

Memory Controller for EngineeringDequeuing Process 
Digital Data Management System for Maintaining Consistency 
of Data in a Shadow Set 

Fixture and Method for Attaching Components 

Method of Making a Thin Film Head with Minimized 
Secondary Pulses 

Low Noise, High Performance Data Bus System and Method 
Management Issue Recognition and Resolution 
Knowledge Processor 

System for Performing Rule Partitioning in a RETE Network 
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